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Preface

OSP 2 is both an implementation of a modern operating system, and a flexible
environment for generating implementation projects appropriate for an intro-
ductory course in operating system design. It is intended to complement the
use of an introductory textbook on operating systems and contains enough
projects for up to three semesters. These projects expose students to many
essential features of operating systems, while at the same time isolating them
from low-level machine-dependent concerns. Thus, even in one semester, stu-
dents can learn about page replacement strategies in virtual memory manage-
ment, cpu scheduling strategies, disk seek time optimization, and other issues
in operating system design.

OSP 2 is written in the Java programming language and students program
their OSP 2 projects in Java as well. Therefore as prerequisites for using OSP 2 ,
students are expected to have solid Java programming skills; be well-versed in
object-oriented programming concepts such as classes, objects, methods, and
inheritance; to have taken an undergraduate Computer Science course in data
structures; and to have working knowledge of a Java programming environment,
i.e., javac, java, text editing, etc. OSP 2 is the successor to the original OSP
software, which was released in 1990 and programmed in C.

OSP 2 consists of a number of modules, each of which performs a basic
operating systems service, such as device scheduling, cpu scheduling, inter-
rupt handling, file management, memory management, process management,
resource management, and interprocess communication. Projects can be orga-
nized in any desired order so as to progress in a manner consistent with the
lecture material. The OSP 2 distribution comes with a reference Java imple-
mentation of each module, which is provided to the course instructor.

Each OSP 2 project has a well-defined API (application programming in-
terface), that the student must implement in order to successfully complete
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the project. Thus, among other things, OSP 2 teaches students to work with
“open” environments where programming must be conducted to satisfy con-
crete sets of project requirements and where APIs must be used to interface to
other subsystems.

Each OSP 2 project consists of a “partial load module” of standard OSP 2

modules to which the students link their implementation of the assigned mod-
ules. The result is a new and complete operating system, partially implemented
by the student. Additionally, each project includes one or more “*.java” files,
which contain class and method headings for each of the assigned modules.
These files serve as templates in which the student is to fill in the code for the
required methods. This ensures a consistent interface to OSP 2 and eliminates
much of the routine typing, both by the instructor and by the student.

The heart of OSP 2 is a simulator that gives the illusion of a computer
system with a dynamically evolving collection of user processes to be multipro-
grammed. All the other modules of OSP 2 are built to respond appropriately
to the simulator-generated events that drive the operating system. The simu-
lator “understands” its interaction with the other modules in that it can often
detect an erroneous response by a module to a simulated event. In such cases,
the simulator will gracefully terminate execution of the program by delivering
a meaningful error message to the user, indicating where the error might be
found. This facility serves both as a debugging tool for the student and as
teaching tool for the instructor, as it ensures that student programs acceptable
to the simulator are virtually bug-free. (Verification by the simulator does not,
of course, replace the need to examine student programs to ensure that they are
properly designed and acceptable from a software engineering point of view.)

The difficulty of the job streams generated by the simulator can be dy-
namically adjusted by manipulating the simulation parameters . This yields a
simple and effective way of testing the quality of student programs. There are
also facilities that allow students to debug their programs, including a detailed
system log of events and various hooks into the system that allow student-
provided methods to be called when an OSP 2 warning or error is detected.
Also, a graphical user interface (GUI) is available that provides a convenient
way for students and instructors to enter simulation parameters and to view
various statistics concerning the execution of OSP 2 .

The underlying model in OSP 2 is not a clone of any specific operating
system. Rather it is an abstraction of the common features of several systems
(although a bias towards Unix and the Mach operating systems can be seen,
at times). Moreover, the OSP 2 modules were designed to hide a number of
low-level concerns, yet still encompass the most salient aspects of their real-life
counterparts in modern systems. Their implementation is well-suited as the
project component of an introductory course in operating systems.
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How to Use this Book

This book is primarily a manual for students on how to program the OSP 2

projects. Chapter 1 describes the overall organization of OSP 2 . Chapter 2 takes
the student through an example session with OSP 2 . Each subsequent chap-
ter constitutes a detailed description of one of the OSP 2 projects, beginning
with a statement of the goals of the project, followed by a short introduction
to the basic OS concepts relevant to that chapter’s subject matter. The latter
is intended to help bridge the gap between the OSP 2 manual and the course
textbook. Before even the first assignment is handed out, students should read
this Preface and Chapters 1 and 2. When a specific project is assigned (e.g. the
thread-management project, project Threads) the appropriate chapter (Chap-
ter 4 in the case of Threads) should be read carefully. Each project chapter
provides a complete description of the API for the OSP 2 module the students
have been asked to implement, including a clear account of the functionality
of each method in the project. Also provided is a list of methods from other
project modules that may be needed to implement the project assignment.
The student should refer to the relevant chapters for a more detailed account
of these methods.

Goals of this Book

Besides serving as the student project manual for OSP 2 , the goals of this book,
and more broadly the OSP 2 environment, are the following:

� To teach students fundamental operating system concepts in the following
areas:

– process and thread management

– memory management

– file systems

– interprocess communication

– I/O device management

– resource management

� To give students the opportunity to practice these skills in a realistic oper-
ating systems programming environment.

� To provide students with challenging individual and group programming
assignments which promote “active learning” to reinforce and amplify the
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lecture material.

� To provide programming assignments that involve significant modifications
to an actual, working operating system, thereby familiarizing students with
the internals of OS implementation.

� To provide instructors with a flexible OS programming project that can easily
accommodate their lecture schedule.
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