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PREFACE 

The design of TEMPO was motivated by difficulties encountered in teaching the 

semantic and pragmatic concepts of programming languages with current texts and 

languages. If the topic is taught as a comparative exposure to programming in 

several languages, a disproportionate amount of time must be spent teaching the 

irrelevant and trivial but exceedingly bothersome details of syntactic peculiarities, 

local hardware representations, and operating system interfaces. These variations 

of detail in turn obscure the essential issues--both the similarities and the 

differences in such basic areas as name-value binding, storage allocation, and pro- 

cedure parameter passing. On the other hand it is difficult to be precise and 

concrete in teaching these concepts without reference to specific languages. TEMPO 

is designed to reconcile this need for precision with the problems inherent in the 

multiple language approach by providing first a base language known as the "dynamic 

version", characterized by virtually the latest possible binding times, and then 

a series of syntactic extensions and concurrent semantic restrictions which modify 

the language in the direction of earlier binding times and make greater implementa- 

tion efficiency possible. 

The language is useful in a variety of ways. Study of the language definition 

itself provides insight into the formal techniques for the specification of syntax 

and semantics. Hand simulation of the execution of a TEMPO program (or reading an 

annotated execution trace produced by an implementation) clarifies the ideas of 

information binding as to what is bound, and when and how binding occurs. The effect 

of a change in binding time discipline may be discovered by executing the same 

program in different versions of the language. Discussion of efficient implementa- 

tion techniques made possible by the restrictions in the various versions makes it 

possible to observe the consequences of design decisions with respect to execution 

speed, compilability, runtime data structures, ease of programming, and so on. 

To summarize the design goals of TEMPO, we have the following: 

i. It must be precisely specified with respect to both syntax and semantics; 
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2. It must be as simple as possible, so complete exposition is practical; 

3. It must allow binding times which are late enough to encompass relevant 

aspects of the behavior of such languages as APL and SNOBOL, yet be easily 

modifiable to produce versions with earlier binding times; 

4. It must be completely unambiguous; 

5. It should be a convenient and powerful programming language. 

These goals, as might be expected, have numerous and far reaching consequences. 

The first and second dictate the omission of such features as nested statements and 

the do statement. While these are essential to the coherent structuring of programs, 

both may be straightforwardly expressed in terms of the statement types available in 

the language and contribute nothing to the understanding of binding time concepts. 

On the other hand, it is easy to envision such structural augmentations to TEMPO, 

either as syntax macros or as extensions to an implementation, and in fact we discuss 

such extensions in Appendix B. 

The third goal was set to make it possible to discuss the more restricted 

versions of the language from a teleological viewpoint. On encountering a feature 

of TEMPO which is particularly inefficient for machine implementation, the student 

is moved to consider how to restrict the language just enough to provide a particular 

type or degree of efficiency. In this way concepts such as stack or static storage 

allocation and pre-execution type checking suggest themselves quite naturally. 

The fourth goal is satisfied to a considerable degree by fulfilling the first, 

but it goes further as well. Thus procedure calls during expression evaluation 

are ruled out because of their interaction with the order of evaluation of the 

expression. 

The fifth goal is viewed as secondary to the others. The language is as 

powerful as it can be in the theoretical sense of being universal, i.e., capable 

of expressing all algorithms, but it lacks some elements of convenience, as was 

noted in the discussion of the first and second goals above. A version of TEMPO 

with these structural conveniences and improved input/output facilities could 

easily prove to be a particularly powerful and versatile language for a variety 

of applications areas. 
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