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Abstract. Self describing web services is a catchy phrase but it should
mean more than having a description based on XML syntax. In this paper
we take software engineering requirements for software interfaces and
compare them to web service description specifications. The comparison
shows that, at present, less information is associated with a web service
than we expect for ordinary software.

1 Introduction

Web services are a new breed of Web application. They are self-
contained, self-describing, modular applications that can be published,
located, and invoked across the Web [1].

... agents provide service descriptions that tell how they can be used to
accomplish other agents’ goals [2].

... every information dependent resource, including enterprises, infor-
mation services, application services, and devices, need to become aug-
mented with machine processable descriptions to support the finding,
reasoning about (e.g., which service is best), and using (e.g., execut-
ing or manipulating) the resource. The idea is that self-descriptions of
data and other techniques would allow context-understanding programs
to selectively find what users want, or for programs to work on behalf
of humans and organizations to make them more scalable, efficient and
productive [3].

Web services are a promising new technology for machine to machine interac-
tion across application, enterprise and web boundaries. One of the reasons web
services have gained so much interest and support over the last two years is that
there are many existing branches of information technology that can be further
developed within this new paradigm. Software engineering, components, com-
ponent integration, distributed programs, grid computing, middleware, reusable
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software, databases, knowledge representation, and other areas of computer sci-
ence can contribute to web services.

The many sources of interest and contribution have led to a diversity of
opinions and approaches on what web services can achieve, on what kinds of
conceptual models can be used to describe web services, and also diversity in
the approaches to implementation. Already there are competing standards and
specifications being driven by various interest groups seeking to make a place
for themselves in the web services arena. This leads to standards that either
describe overlapping concerns, or are not integrated with one another, as was
the case for software engineering in the mid 1990’s [4].

There are many consequences of this diversity. There is no clear idea or
agreement about what web services will be. Some see web services as the “dumb
reactive” cousins of “intelligent proactive” agents. In this scenario, web services
merely provide functionality to the agent, which uses and composes services to
achieve its goals. Some describe “user facing” web services, these provide infor-
mational services via web pages (the stock ticker is a classic example). Others see
web services as being able to invoke other (downstream) services themselves in
order to provide composite and complex functionality. These interactive services,
will have various levels of reactive and proactive functionality depending on the
users’ (human, agent, or other service) goals, and the interaction capabilities of
both parties.

In addition, there is no clear idea or agreement about how web services will
be used. At present there appear to be three ways to use web services. The first
services made available1 are rather simple, single function programs that can
be invoked across the web. In the main, they are located by manually searching
a UDDI2 registry, and their invocation and use is pre-programmed by develop-
ers. The second type, are services that automate interactions between business
partners who know each other and can agree on the syntax and semantics of the
services up-front, similar to EDI. The third type, are “semantic web services” [5].
These are on the boundary between services, semantic web and agents. These
web services of the future will provide complex functionality to previously un-
known interaction partners. The exact nature of what they provide, and how
to interact with the service will be contained within “self describing” machine
readable documents [6,7].

The web services architecture is based on a “Publish, Find, Interact” model
[8,9]. This model is insufficient for web services to progress towards automated
service to service interaction. A more complex model that includes description,
advertisement, discovery, evaluation and selection, initiation of dialogue, nego-
tiation, configuration, interaction, and management is required. The first step
is description. Web service descriptions must contain sufficient information to
allow each step to proceed automatically.

As yet, there is no clear definition of what self description really means, but
web services are still software. Therefore we can use the requirements for ordi-

1 http://www.xmethods.com
2 http://www.oasis-open.org/committees/uddi-spec/
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nary software interface descriptions as the basis for requirements for web service
interface descriptions. The reason for doing this is to ensure that the description
of web service interfaces is at least as comprehensive as the description provided
for other types of software. Web services operate in a complex environment and
there should be more information about them provided to developers and users
than for ordinary software.

In the next section we outline the requirements for software interfaces de-
scribed in [10]. In section 3 we compare two prominent specifications for web
service description (WSDL and DAML-S), against these requirements. We con-
clude with section 4.

2 Documenting Interfaces

In this section we give an overview of the interface documentation template
presented in [10] and [11] and comment on how the sections apply in the web
services context. These requirements have been refined over many years by the
software engineering community. Each element is necessary to ensure that the
developers implementing the interface, and third parties using the interface, can
fully understand what the interface requires, what it provides and its constraints.

1. Interface identity: The most common means is to give a name to the
interface and version numbers if appropriate.
A unique identity for an interface is particularly important when many im-
plementations of the same interface are expected or if different interfaces to
the same service are provided for different classes of users. The identity can
be used by service advertisements in catalogues and registries to indicate
that the service complies with a particular interface.

2. Resources provided: These are the operations or methods provided in the
interface.
The description of resources should be sufficient to aid the discovery, evalu-
ation and selection of services that meet the users’ needs.
Each resource needs to describe its:
a) Syntax: The signature including its name and the logical datatypes of

arguments.
b) Semantics: A description of what happens when the resource is used

i.e. what is visible to the user, and what are the restrictions on use of the
resource. For example, the semantics describe the assignment of values to
data that the user can access; changes in state, either to this, or another,
element; the events signalled and messages sent by the resource; details
of how other resources will behave differently when this one is used; and
the execution style, whether the operation is atomic, interruptible or
suspendible.
The semantics of the operations is perhaps the most important part of
the description in terms of enabling automated interaction. The seman-
tics will be necessary in most phases from evaluation and selection to
interaction.
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c) Usage restrictions: Similar to pre-conditions, these state the assump-
tions about the environment that must be true, or describe the side
effects of the operation. Exceptions should also be described here, de-
tailing how errors are handled. For example, the number of retries or the
meaning of returned status indicators.

3. Locally defined datatypes: This section describes how to declare vari-
ables, constants and literal values of the datatypes defined and used in the
interface, and the operations, comparisons and conversions that can be per-
formed on instances of those types.
Datatypes in the web context can be viewed as both traditional programming
language constructs and XML documents. In the case of XML documents, a
reference to the document schema or a document template can be provided
to allow creation of required documents or to enable understanding of the
documents supplied by resources.

4. Error handling: The errors that can be raised by the resources on the
interface and error handling behavior.
This information will be necessary during the interaction phase to determine
the cause of unexpected results.

5. Variability provided by the interface: Details of what configuration
is possible, and range of allowable values for each configuration parameter
should be provided. In addition, a description of how configuration affects
the semantics of the interactions.
Web service users will be of many different types, operating in different con-
texts, each with different capabilities. Consequently, web service descriptions
must provide the facility to describe what can be configured and how that
configuration can be achieved. In addition to operation attributes, there are
other aspects of service delivery that could be configurable such as, the in-
teraction mechanism or the security and transaction management protocols.

6. Quality attributes of the interface: Quality attributes include such
things as the level of performance and reliability that the interface provides.
Services may be selected based on their certified conformance to specific
standards, or their ability to provide various quality of service attributes.

7. What each interface element requires: Either, specific named resources
(described as above with syntax, semantics and restrictions), or other pre-
conditions or assumptions about the environment.
The usage restrictions (or non-functional requirements) of the operations
will be used in the evaluation and interaction phases to determine if the
constraints can be satisfied by the user.

8. Rationale: The motivation for the design, the constraints, compromises and
alternatives considered.
This is mainly for the benefit of developers implementing the interface.

9. Usage guide: the protocol of interaction or patterns of use for the entire
interface.
This information will be used during the interaction phase to ensure the cor-
rect order of interaction. This information could also be used to describe how
to initiate a dialogue with the service, how to negotiate with or configure
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the service, and how to manage the operation of the service. Alternatively,
the information may be used to select services that provide compatible in-
teraction mechanisms.

The interface requirements described here can be considered the minimum re-
quirements for the interfaces of web services. In the next section we use the
template to determine how much of this information can be expressed using the
current web-service specifications WSDL and DAML-S.

3 Evaluation of Standards in Terms of Interface
Requirements

In this section we evaluate two web service specifications in terms of the interface
documentation template introduced in section 2. The specifications are, the Web
Services Description Language (WSDL) Version 1.2, W3C Working Draft 9 July
20023 and DAML-S 0.7 Draft Release4.

3.1 WSDL Evaluation

WSDL is the primary specification for web service descriptions and it has
achieved a high degree of acceptance. It provides a machine processable lan-
guage, with XML syntax, for the description of web services.

1. Identity: No specific identity attribute is provided by WSDL. When regis-
tered in a UDDI registry as part of a UDDI tModel, a unique identity is
assigned by the registry. The URI of the interface specification can be used
as a unique identifier, however identical copies of the same interface with
different URI’s have to be treated as different resources.

2. Resources provided: A WSDL portType (interface) has a collection of oper-
ations (methods). Each operation has a set of input and output messages.
Each message has one or more parts (parameters). Messages are defined out-
side of the operation, so in theory they are reuseable. Each message part has
a name and a type. Although any type system can be used, XML Schema5

datatypes are preferred.
a) Syntax: Operation signatures are provided in XML syntax according to

the WSDL 1.1 XML Schema specification, for example:

<message name="aNameMessage">
<part name="firstName" type="xsd:string">

</message>

<operation name="printName">

3 http://www.w3.org/TR/2002/WD-wsdl12-20020709/
4 http://www.daml.org/services/daml-s/0.7/
5 http://www.w3.org/XML/Schema
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<input message="aNameMessage"/>
<output message="returnName"/>

</operation>

b) Semantics: WSDL makes no provision for semantics [12].
c) Usage restrictions: Not supported.

3. Local data types: Defined using XML Schema complexTypes. No support
for operations on the defined types.

4. Error handling: Not supported.
5. Variability: Not supported.
6. Quality attributes: Not supported.
7. Required resources: Input messages (as described above) are how required

resources are described in WSDL. There is no support for semantics, usage
restrictions or pre-conditions.

8. Rationale: Not supported, although could be added as documentation.
9. Usage guide: Not supported, although other specifications such as

BPEL4WS6 provide this kind of information for WSDL services.

3.2 DAML-S Evaluation

DAML-S provides several ontologies, based on the DAML ontology language, for
describing the properties and capabilities of web services. DAML-S markup is
intended to facilitate the discovery, execution and interoperation of web services
[13]. DAML-S provides three sub-ontologies, each provides a different view of the
service. The Profile describes three types of information including information
about the organization providing the service, what function the service performs,
and non-functional service characteristics. The Process Model describes how the
service works in terms of its inputs, outputs, preconditions and effects. The
Grounding describes how a service is used and provides a mapping from the
the Profile and Process specifications to specific concrete protocols and message
formats.

In this evaluation we concentrate on the Service Profile, but describe elements
from the Process model and Grounding when they provide more information.
Although the various models provide a good separation of concerns they can
be confusing when they appear to overlap. For example, the Profile describes
parameters that have a name and an unspecified range. These Profile parameters
make references to input and output parameters separately described in the
Process model.

1. Identity: A Profile has a unique serviceName attribute.
2. Resources provided:

a) Syntax: XML syntax is used with the vocabulary from the DAML and
DAML-S specifications, for example:

6 http://www-106.ibm.com/developerworks/webservices/library/ws-bpel/
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<profileHierarchy:BookSelling
rdf:ID="Profile_Full_Congo_BookBuying_Service">

<!-- reference to the service specification -->
<service:presentedBy
rdf:resource="&congoService;#FullCongoBuyService"/>

<profile:serviceName>
Congo_BookBuying_Agent

</profile:serviceName>

<profile:input rdf:resource="#BookTitle"/>
<profile:output rdf:resource="#ShippingOrder"/>

<!-- specification of quality rating for profile -->
<profile:qualityRating rdf:resource="#Congo-Rating"/>

<!-- Preconditions and effects -->
<profile:precondition rdf:resource="#AcctExists"/>
<profile:effect rdf:resource="#BuyEffectType"/>

</profileHierarchy:BookSelling>

b) Semantics: The Profile provides the means to describe pre-conditions
and effects. Processes can define conditions and condition effects for pa-
rameters. Other elements, such as computedInput and computedOutput,
in the Process model can be used to give explicit semantics for specific
items.
Other aspects of semantics, such as events signalled and how other re-
sources will behave differently are not supported.

c) Usage restrictions: Some support, but the property domainResource, that
describes resources necessary for the task to be executed, has been dep-
recated.

3. Local data types: Most DAML-S objects are defined locally in DAML. Op-
erations on data types are not supported.

4. Error handling: Not supported, although errors could be described in terms
of effects as described in the Process specification.

5. Variability: Not supported.
6. Quality attributes: Various quality attributes can be defined for services,

pre-defined attributes include maxResponseTime and avgResponseTime.
7. Required resources: Input parameters as described above.
8. Rationale: Not supported, although could be added as documentation.
9. Usage guide: The Process Control Model provides various control constructs

including splits, joins, sequence etc. Composite processes can specify con-
straints on the ordering and conditional execution of sub-processes.
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3.3 Summary

Table 1 gives a summary of the results of the evaluation. A “-” indicates no
support, “+/-” indicates some support and “+” indicates reasonable support
for the item.

Table 1. Summary of evaluation results

WSDL DAML-S
1 Identity - +
2 Resources provided
2a Syntax + +
2b Semantics - +/-
2c Restrictions - +/-
3 Local Datatypes +/- +/-
4 Error handling - -
5 Variability - -
6 Quality - +
7 Resources required +/- +/-
8 Rationale - -
9 Usage guide - +

Both specifications rate well on providing the syntax of operation signatures.
Unfortunately this is just about all that WSDL does provide. This means that all
the processes of discovery, selection etc. must be based on operation signatures,
which is clearly inadequate for all but the most simple services. To progress be-
yond manual discovery, selection and pre-programmed interaction, WSDL needs
to be expanded to include the other aspects of interface description, or other
specifications (such as BPEL4WS) covering those aspects must be developed.

DAML-S provides a better interface description for semantics and the usage
guide. The main problem areas are error handling and configuration. Errors are
inevitable, and interfaces must declare what errors are possible and how they are
handled, neither specification provides primitives for this kind of information.
The lack of error handling, which is essential in production systems, may be
a reflection on the immaturity of the specifications or a deliberate attempt to
reduce their complexity. In either case, this issue must be dealt with before
widespread commercial use of web services is possible.

Although there is no support in DAML-S for the definition of operations
on locally defined data types, this is typical of ontology definitions. Ontologies
focus on describing elements in terms of their relationships, rather than on how
instances of the elements can be used.

4 Conclusion

The evaluation of the specifications reveals that web service interfaces created
with WSDL and DAML-S provide much less information than is usually expected
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for software interfaces. It is not reasonable to expect services to operate in a
complex environment like the web, and at the same time provide less information
about them than is necessary for ordinary software.

The evaluation also shows that WSDL and DAML-S overlap in some areas,
for example they both describe the syntax of operations very well. Although some
work is being done in DAML-S to align these two specifications [13], further effort
should be directed at making web service interfaces more comprehensive.

In the future when web services engage in automated ad-hoc interaction, they
will also need to describe the domain they operate in and the products they deal
with. They will need to detail their security and authentication policies, trans-
action management procedures, and the interaction mechanisms they support.
Web services will be self describing when they can do all this as well as provide
the basic information discussed in this paper.
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