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Abstract. In a service composition, interaction behaviour specifies an information exchange 
protocol that must be complied with in order to guarantee interoperability between services. 
In order to control its design complexity, interaction behaviour can be designed using a top-
down design approach utilising high abstraction levels. However, current interaction design 
concepts that merely represent interaction mechanisms supported by communication 
middleware force designers to design interaction behaviour close to an implementation 
level. Such design concepts cannot be used for designing interaction behaviour at high 
abstraction levels. Designers need an interaction design concept that is able to model 
interactions in an abstract way. In this paper we present such a design concept called 
abstract interaction. We show the suitability of our abstract interaction concept for 
designing interaction behaviour at high abstraction levels by comparing it to BPMN 
interaction concept in an example. 

1 Introduction 

To run its business efficiently, an enterprise makes its business processes interact 
with each other and, if necessary, with the business processes of its partners. 
Service-oriented computing facilitates the realisation of such interacting business 
processes by means of service compositions [2][3][9]. Business processes are 
exposed as services and then linked to make them interact with each other. 

An interaction between services can be simple, e.g. sending a message from 
one service to another, or complex, e.g. a negotiation for some procurement. A 
complex interaction is composed of a number of simpler interactions performing 
certain behaviour. We call this behaviour interaction behaviour. Interaction 
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behaviour specifies an information exchange protocol that must be complied with 
in order to guarantee interoperability between services. Choreography and 
orchestration [2][14] are common ways to specifying and implementing interaction 
behaviour. 

Several design methods have been proposed for designing interaction behaviour 
[1][4][5][6][7][8][10][19][20][21][22]. We argue that the interaction design 
concepts adopted in those design methods force designers to design interaction 
behaviour close to an implementation level. It is because those design concepts are 
very much similar to interaction mechanisms supported by communication 
middleware, e.g. message-passing and request/response interactions. Designing 
close to an implementation level reveals design complexity at once.  

A top-down design approach utilising high abstraction levels can be used to 
give the designers some control over the complexity of an interaction behaviour 
design. Using such an approach, designers transform user requirements gradually 
into designs. In this way, the designers reveal the complexity in a controlled 
manner. To be able to do that, designers need an interaction design concept that 
can model interactions in an abstract way. 

The objective of this paper is to present an interaction design concept for 
designing interaction behaviour at high abstraction levels. In order to define the 
design concept, we identify problems with current interaction design concepts and 
define a set of requirements for the design concept. To show its suitability, we 
compare the interaction design concept to BPMN interaction concept in an 
example. 

This paper is structured as follows. Section 2 describes problems with current 
interaction design concepts. Section 3 presents an interaction design concept and 
its use in the design of interaction behaviour at high abstraction levels. Section 4 
compares the interaction design concept to of BPMN to show their suitability for 
designing interaction behaviour at high abstraction levels. Finally, section 5 
concludes this paper and identifies future work. 

2 Problems with Current Interaction Design Concepts  

Current methods for designing interaction behaviour adopt interaction design 
concepts represented in different design languages, such as UML [1][8][10] 
[19][20], BPMN [5][6][21], Petri Nets [4][7], or others, e.g. Let’s Dance [22] and 
ISDL [16].  

UML supports two kinds of interactions, namely sending a signal and calling 
an operation [13]. They represent message-passing and request/response 
interactions, respectively.  

BPMN represents an interaction as a message flow showing that a business 
process sends a message and another business process receives that message [12]. 
In Let’s Dance, an interaction is made up from two communication actions, namely 
a message sending action and a message receipt action [22]. Thus, interactions in 
BPMN and Let’s Dance represent message-passing interactions. 

Petri Nets [15] do not have any interaction concept. To model an interaction, 
the design methods in [4][7] use a pair of Petri Net transitions: one transition 
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represents an activity sending a message and another represents an activity 
receiving that message. An interaction that is modelled this way represents a 
message-passing interaction. 

The interaction design concept in ISDL [17] can be used to model interactions 
at a high abstraction level and interaction mechanisms at an implementation level. 
The design method in [16], however, does not give some hints on how to use ISDL 
interaction design concept for modelling interactions at high abstraction levels.  

As mentioned earlier, an interaction design concept representing interaction 
mechanism forces designers to design interaction behaviour close to an 
implementation level. Designing close to an implementation level reveals design 
complexity at once. Examples of such complexity are as follows. 

A complex interaction has to appear as a composition of interaction 
mechanisms. When an interaction behaviour design involves many complex 
interactions, such compositions will increase design complexity. Furthermore, 
when complex interactions are related with each other, presenting complex 
interactions as their compositions potentially makes the relationships between them 
unclear, i.e. which interaction mechanisms belong to a complex interaction. Some 
structuring technique has to be applied to make those relationships clear. The 
application of such a technique adds more complexity into the design. 

The participants of an interaction can be primary or supporting participants. A 
primary participant is a participant that concerns with the result of the interaction. 
A supporting participant is a participant that facilitates the interaction between 
primary participants. For example, the primary participants of a payment are a 
payer and payee. This payment may include a supporting participant, e.g. a bank 
that provides money-transfer service. To produce a complete interaction behaviour 
design at or close to an implementation level, designers have to identify all the 
participants and take into account their behaviour in the design. Considering the 
behaviour of the supporting participants might add unnecessary complexity at the 
early phases of a design process.  

Some design methods [6][8][10] introduce multiple abstraction levels. 
However, when dealing with interaction behaviour, those design methods specify 
the interactions in terms of interaction mechanisms. To be able to design 
interaction behaviour at high abstraction levels, designers need an interaction 
design concept that can model interactions in an abstract way.  

3 Interaction Design Concept for High Abstraction Levels 

In this section we present an interaction design concept for designing interaction 
behaviour at high abstraction levels.  

3.1 Requirements  

We define three requirements for the interaction design concept.  

R1. The interaction design concept should be independent from any 
interaction mechanisms. This requirement is to prevent the design 
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concept from forcing designers to design interaction behaviour close to 
an implementation level. 

R2. The interaction design concept should be able to model a complex 
interaction abstracting from the interaction’s behaviour. This 
requirement is to allow designers to include a complex interaction into a 
design without cluttering the design with the details about the 
interaction’s behaviour. Such details shall be decided and included into 
designs at lower abstraction levels. As a result, a design at a high 
abstraction level would be less complex and easy to understand. 

R3. The interaction design concept should be realisable using existing 
interaction mechanisms. An interaction behaviour design produced by 
designers is eventually realised by developers by mapping the design 
onto existing interaction mechanisms. This requirement is to allow the 
design concept to expressively model interaction mechanisms. An 
expressive model avoids misinterpretation between the designers and 
developers. 

3.2 Abstract Interaction Concept 

To fulfil requirement R1, we define an interaction as an activity which is shared by 
multiple participants to establish some common results. An interaction represents a 
negotiation between participants in order to establish the results. An interaction 
either occurs for all participants or does not occur. If the interaction occurs, all 
participants can refer to the interaction results. If the interaction does not occur, 
none of the participants can refer to any (partial or temporal) result of the 
interaction.  

The participation of each participant is represented by an interaction 
contribution, which defines the constraints it has on the interaction results. An 
interaction can only occur if the constraints of all participants are satisfied. In this 
case, common results are established. The results are the same for all participants; 
but possibly a participant may not be interested in the complete results.  

To fulfil requirement R2, we define the notion of abstract interaction by 
specialising the definition of interaction. An abstract interaction is an interaction at 
a higher abstraction level that represents a composition of interactions performing 
certain interaction behaviour at a lower abstraction level. An abstract interaction is 
concerned only with (i) the results of the interaction behaviour and (ii) the 
constraints that should be satisfied by the results. An abstract interaction, hence, 
may abstract from supporting participants, the results and constraints of the 
composed interactions, and the relation between the composed interactions. 

In a top-down design process, an abstract interaction is meant to be refined into 
an interaction behaviour design. This design consists of a composition of 
interactions that are more concrete than the abstract interaction they refine. The 
design may also introduce supporting participants. An abstract interaction does not 
impose a certain interaction behaviour design. The interaction behaviour design, 
however, must conform to or be consistent with the abstract interaction it refines. 
The interaction behaviour design must establish the results specified by the abstract 
interaction without violating the constraints of the abstract interaction. 
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To fulfil requirement R3, we define that an abstract interaction may specify the 
direction in which its information flows. In an interaction mechanism, such a 
direction can be identified and gives an indication of the roles of the participants. 
For example, in a message-passing interaction, the information flows from a sender 
to a receiver. A participant from which the information originates plays the role of 
the sender. A participant to which the information sinks plays the role of the 
receiver. The ability to specify such a direction makes abstract interaction 
expressive enough to model interaction mechanisms. 

3.3 Modelling using Abstract Interaction Concept 

To support the design of interaction behaviour using abstract interaction, we 
borrow behavioural design concepts defined in ISDL [16]. We design the 
interaction behaviour for the following scenario. 

A buyer service interacts with a seller service in the purchase of an article. The 
buyer wants to buy a notebook for a maximal price of 900 euro and wants the 
notebook to be delivered to Enschede within seven days. The seller is willing to 
sell any article listed in its catalogue with a minimal price that depends on the 
particular article. The seller can deliver a purchased article within two and five 
days if its target delivery location is in Europe. The purchase interaction consists of 
three phases: selection, payment, and delivery. In the selection phase, the buyer 
selects a notebook whose price is not higher than 900 euro from the seller’s 
catalogue. In the payment phase, the buyer pays the seller for the selected 
notebook. Finally, in the delivery phase, the seller delivers the purchased notebook 
to the buyer. 

At a high abstraction level, we design the purchase interaction between the 
buyer and seller as a single abstract interaction (see Fig. 1). Services are 
represented as rounded rectangles. An interaction is represented as segmented 
ellipses linked with a line. A segmented ellipse represents the interaction 
contribution of a service. Interaction results are represented as information 
attributes. An information attribute has an information type and will be assigned a 
value when the interaction occurs. Information attributes and constraints are 
written in boxes attached to their corresponding interaction contributions. If this 
interaction occurs, it results in the purchase of a notebook that is delivered to 
Enschede at some price and delivery days that meet the constraints defined by the 
participants. This design abstracts from how the purchase is performed. 

 

Fig. 1. A purchase interaction as an abstract interaction 

At a lower abstraction level, we refine the design to show the behaviour of the 
purchase interaction (see Fig. 2). The purchase interaction is decomposed into 
three interactions: selection, payment, and delivery representing the phases within 
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the purchase interaction. The interaction behaviour design also defines the 
relations between those interactions. The relations are represented as the arrows 
between the interaction contributions.  

To be realisable, the interactions in Fig. 2 have to be further refined into their 
interaction behaviour because they cannot be straightforwardly mapped onto 
existing interaction mechanisms. We show their refinement in section 4.2. 

 

Fig. 2. The behaviour of the purchase interaction 

3.4 Modelling Interaction Mechanisms 

Abstract interactions at an implementation level should be realisable. At this level, 
an abstract interaction should expressively model its target interaction mechanism. 
We illustrate how to represent a message-passing interaction as an abstract 
interaction.  

Fig. 3 models the behaviour of a message-passing interaction between a sender 
and receiver. The sender gives a message “Hello” to communication middleware 
through a send interaction. The middleware then passes the message to the receiver 
through a receive interaction.  

 

Fig. 3. The behaviour of a message-passing interaction  

The middleware plays the role of a supporting participant. An abstract 
interaction should be able to abstract the interaction behaviour from the 
middleware participation while maintaining the model expressiveness. For 
indicating the direction in which the message flows, we use an arrow to link the 
interaction contributions (see Fig. 4).  

 

Fig. 4.  Message-passing interaction abstracting from the middleware 
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4 Comparison with BPMN  

In this section, we show the suitability of our abstract interaction concept by 
comparing it to BPMN interaction concept. We choose BPMN because of two 
reasons. First, BPMN interaction design concept represents a message-passing 
interaction. Hence BPMN can be considered as a representative of other design 
languages whose interaction design concepts also represent message-passing 
interaction. Second, BPMN supports abstraction levels by providing the notation of  
abstract processes and (collapsed) sub-processes. Therefore, we can compare the 
use of the concepts at multiple abstraction levels.  

We use the purchase scenario as described in Section 3.3. We add the following 
user requirements. To facilitate payment, the buyer and seller agree to use a 
money-transfer service provided by a bank. To facilitate delivery, the seller makes 
use of a delivery service provided by a courier.  

4.1 Designs in BPMN 

At a high abstraction level, we model the purchase scenario as interacting abstract 
processes (see Fig. 5). The model shows the message exchange between 
participants. All participants, i.e. the primary and supporting participants, and all 
message flows have to appear in the design.  

We cannot abstract closely-related message flows into a single message flow 
because such an abstraction is not supported by the semantics of message flow. 
Abstracting the design from the supporting participants, i.e. the bank and the 
courier, will remove the message flows numbered with 5, 6, 8, 9, 11, 12, and 14. 
This would leave the design incomplete and unclear. Questions may arise, e.g. after 
receiving an invoice (no. 4), should the buyer pay the invoice before notifying the 
seller about the payment (no. 7)?  
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Fig. 5. The purchase scenario as interacting abstract processes 

To model the phases in the purchase scenario, we refine the design by adding 
the phases as collapsed sub-processes within the participants’ processes. The 
collapsed sub-processes are selection, payment and delivery (see Fig. 6). Since the 
interactions are already at implementation level, we do not refine them. 
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Fig. 6. Phases are represented as collapsed sub-processes 

To model the complete private business processes of the participants, we 
further refine the design by expanding the sub-processes with activities (see Fig. 
7). We do not refine the interaction. 

4.2 Designs using Abstract Interaction Concept 

At a high abstraction level, we represent the purchase scenario as a single 
purchase interaction between the primary participants, i.e. the buyer and the seller 
(see Fig. 1). The interaction models the results intended from the scenario. The 
design abstracts from the supporting participants, i.e. the bank and courier. 

To model the phases, we refine the purchase interaction into three interactions: 
selection, payment, and delivery (see Fig. 2). Information attributes and constraints 
are refined and distributed over the interactions.  

To include the participation of the bank and the courier, we further refine the 
design by introducing the bank in the payment interaction and the courier in the 
delivery interaction (see Fig. 8). For brevity, we omit the information attributes and 
constraints. 

We further refine the design to model the behaviour of each interaction (see 
Fig. 9). The refinement results in the choreography between the participants. We 
structure the behaviour of the buyer and the seller to indicate the phases. 
Refinement should be further done until all the interactions become realisable. 
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Fig. 7. The purchase scenario in BPMN 

 

Fig. 8. The participation of the bank and the courier 
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Fig. 9. The behaviour of the purchase interaction 

4.3 Discussion 

Ultimately an interaction is performed to establish some results. The results are 
more essential than the way they are established. Therefore, we define that an 
interaction design concept is suitable for designs at high abstraction levels if it can 
represent an interaction and its results abstracting from the way the results are 
established.  

Abstraction levels in BPMN can only be applied within the behaviour of 
individual business processes participating in interaction behaviour. BPMN cannot 
raise the interaction behaviour to a higher abstraction level. BPMN cannot model 
interactions and its results without specifying how the results should be 
established. We conclude that BPMN interaction design concept is not suitable for 
designing interaction behaviour at high abstraction levels.  

Our abstract interaction concept is defined with an intention to model 
interaction behaviour designs at high abstraction levels. As evidence, we have 
shown its suitability in the design of the example. We start the design by modelling 
the results that are expected from the scenario. Identification and inclusion of the 
supporting participants and detailed interactions are deferred until they matter to 
the design. For instance, at a lower abstraction level, we want to show the phases in 
the scenario. We model the phases as interactions (see Fig. 2) without defining yet 
the interaction behaviour of the phases. We claim that the abstract interaction 
concept is suitable for designing interaction behaviour at high abstraction levels.  

5 Conclusions  

We have presented an interaction design concept called abstract interaction for 
designing interaction behaviour of service compositions at high abstraction levels. 
An abstract interaction is able to represent interaction behaviour as a single 
interaction at a high abstraction level. An abstract interaction is concerned with the 
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results of the interaction behaviour and the constraints which should be satisfied by 
the results, abstracting from the behaviour itself. We have shown the suitability of 
the abstract interaction concept in the design of interaction behaviour at high 
abstraction levels. 

An abstract interaction may have several possible refinements at a lower 
abstraction level and, hence, multiple realisations. Thus, the abstract interaction 
concept can be used to extend the approach defined in the Model-Driven 
Architecture (MDA) [11]. An abstract interaction may have not only multiple 
realisations at different technology platforms, but also multiple realisations with 
different interaction behaviour. For example, the design in Fig. 2 can be refined 
into different interaction behaviour in which the payment interaction is done using 
credit card. 

The abstract interaction concept supports as many abstraction levels as needed 
by designers. In some cases, designers prefer to have a limited set of abstraction 
levels; each of which has a pre-defined purpose. Design methods defining such a 
limited set of abstraction levels can be developed as guidelines in designing 
interaction behaviour using the interaction concept. For example, a framework in 
[18] defines three generic abstraction levels. At a high abstraction level, a service 
is modelled as a single interaction between a service user and provider. At a lower 
abstraction level, this interaction is refined into choreography of multiple 
interactions. At another lower abstraction level, the service provider may be 
refined into an orchestration of other service compositions. The abstract interaction 
concept fits within this limited set of abstraction levels.  

The abstract interaction concept is applicable at different abstraction levels. 
This capability allows designers to apply the same refinement patterns and 
conformance assessment method consistently. The interaction concept does not 
require designers to master different design concepts and tools for different 
abstraction levels.  

In future work, we will identify patterns of interaction refinement. Such 
patterns may serve as guidelines for designers in refining an abstract interaction 
into an interaction behaviour design. We will also develop rules to support 
conformance assessment for those patterns. The patterns and rules should include 
time attributes of an interaction. Time attributes are useful for specifying the time 
moment and the duration an interaction may occur.  
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