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Abstract. The quality of the specifications used for test generation
plays an important role in the quality of the generated tests. One ap-
proach to improve the quality of the UML specification is the use of ex-
ecutable models specified using the Foundational Subset for Executable
UML Models (fUML) and the Action language for fUML (Alf). Due to
their precise semantics, fUML and Alf models can be simulated or ex-
ecuted using an fUML execution engine. However, in order to execute
the models exhaustively, one must provide input data required to reach
and cover all essential elements not only in the graphical fUML models,
but also in the textual Alf code associated with the graphical models. In
this paper, we present an approach for exhaustive simulation and test
generation from fUML activity diagrams containing Alf code. The pro-
posed approach translates fUML activity diagrams and associated Alf
code into equivalent Java code and then automatically generates: (1) in-
put data needed to cover or execute all paths in the executable fUML
and Alf models and (2) test cases and test oracle (expected output) for
testing the actual implementation of the system under development. We
also present a tool chain and demonstrate our proposed approach with
the help of an example.

Keywords: fUML · activity diagram · Alf · simulation · model-based
testing · test data generation · Eclipse · Papyrus · Moka

1 Introduction

The Unified Modeling Language (UML) is the de facto standard for modeling
software systems. It allows to model the structure and the behavior of the soft-
ware at a high level of abstraction. UML models can be used for Model-Driven
Development (MDD) and Model-Based Testing (MBT). However, UML lacks
precise semantics, which hinders the creation of high quality models. To address
this problem, the Object Management Group (OMG) has published the Foun-
dational Subset for Executable UML Models (fUML)1 and Action Language for
fUML (Alf)2 standards. fUML provides precise semantics and allows to create

1 https://www.omg.org/spec/FUML
2 https://www.omg.org/spec/ALF

https://www.omg.org/spec/FUML
https://www.omg.org/spec/ALF
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models that are not only executable, but also provide the basis to generate fully
functional code.

fUML includes many basic modeling constructs of UML. To implement the
precise behavior of the specified system, fUML Activity Diagram (AD) plays an
import role. fUML ADs are similar to UML ADs, but they allow to combine
and complement the graphical modeling elements with textual syntax specified
using the Alf programming language, which is particularly useful for specifying
detailed behaviors in complex activities.

There are several fUML implementations, including the open source fUML
Reference Implementation3 and the Moka4 simulation engine for Papyrus5, which
is an open source Eclipse-based6 UML editing tool. fUML ADs containing Alf
code can be executed and tested in Moka. Model execution and testing allows
to examine and improve the functional correctness and the overall quality of
models. However, one must provide input data required to reach and execute
all important elements in the graphical fUML and textual Alf models. Manual
generation of input data might be suitable for small and simple models, but it
is often not the case for real-life complex models. Similarly, test generation for
executable models is a difficult and tedious task. The work presented in this
paper addresses two research questions:

1. How to automatically generate input data needed to simulate all execution
paths in fUML ADs containing Alf code?

2. How to generate test cases with oracle from fUML ADs containing Alf code?

To address these research questions, we present an approach for exhaustive
simulation and test generation from fUML ADs containing Alf code. The pro-
posed approach, called MATERA2-Alf Tester (M2-AT), translates fUML ADs
and associated Alf code into equivalent Java code and then automatically gen-
erates: (1) input data needed to cover or execute all paths in the executable
fUML and Alf models and (2) a test suite comprising test cases and test oracle
(expected output) for testing the actual implementation of the system under de-
velopment. The generated test cases in M2-AT satisfy 100% code coverage of the
Java code. The generated input data is used for executing the original fUML and
Alf models in the Moka simulation engine. The interactive execution in Moka
allows to determine model coverage of the executable models. In addition, the
generated Java code can be reused later on as a starting point for the actual
implementation of the system. We also present our tool chain integrated with
Papyrus and demonstrate our proposed approach with the help of an example.

The rest of the paper is organized as follows. Section 2 presents relevant
background concepts including UML ADs and fUML. In Section 3, we present
our proposed M2-AT approach. Section 4 and 5 present an example and an
experimental evaluation, respectively. In Section 6, we review important related
works. Finally, Section 7 presents our conclusions.

3 https://github.com/ModelDriven/fUML-Reference-Implementation
4 http://git.eclipse.org/c/papyrus/org.eclipse.papyrus-moka.git
5 http://www.eclipse.org/papyrus
6 http://www.eclipse.org

https://github.com/ModelDriven/fUML-Reference-Implementation
http://git.eclipse.org/c/papyrus/org.eclipse.papyrus-moka.git
http://www.eclipse.org/papyrus
http://www.eclipse.org
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2 Preliminaries

The UML Activity Diagram (AD) is an important diagram for modeling the
dynamic aspects of a system7. Following the Petri nets semantics, the UML
ADs use Petri nets concepts such as places, tokens, and control flows [6,20].
However, the UML AD specification is semi-formal.

UML ADs can depict activities (sequential and concurrent), the data objects
consumed or produced by them, and the execution order of different actions.
An action specifies a single step within an AD. Edges are used to control the
execution flow of the nodes in an activity. A node does not begin its execution
until it receives the control or input on each of its input flows. As a node com-
pletes its computation, the execution control transits to the nodes existing on
its output flows. The execution of an AD is completed if it reaches a final node
and/or returns a data object as a result of the internal computations. Passing
parameters to an AD as data objects is possible and used for the exchange of
information between two actions.

Executable modeling languages allow one to model the specification of the
static and dynamic aspects, that is, the executable behavior of the system [4].
The main advantage of executable modeling languages is to specify a software
system based on a limited subset of UML comprising class diagrams, state charts,
and ADs. The class diagram outlines conceptual entities in the domain while the
state chart for each class models the object life cycle. The AD is used to model
the behavior of a state in the state chart by exhibiting the sequence of actions to
be performed in a particular state [13]. An executable model executes dynamic
actions such as creating class instances, establishing associations, and performing
operations on attributes and call state events. Meanwhile, in executable UML,
the aforementioned dynamic actions are executed via Alf action language which
conforms to the UML Action Semantics.

The fUML standard defines the semantics of the class diagrams and ADs for
a dedicated virtual machine (called fUML VM) that can interpret both class and
activity diagrams [19]. fUML provides concepts similar to object-oriented pro-
gramming languages, including implementation of operations either by graphical
activities or via the Alf action language. Hence, fUML allows one to capture the
detailed executable system behavior at the model level. Modeling system behav-
ior in an executable form enables dynamic analysis to be carried out directly at
the model level and paves ways for generating fully-functional code from models.

3 MATERA2-Alf Tester (M2-AT)

Figure 1 presents a high-level overview of our proposed MATERA2-Alf Tester
(M2-AT) approach. The input to M2-AT consist of executable fUML ADs and
their associated Alf code. These executable models can be created in the model-
ing phase of the software development process by refining software requirements

7 https://www.omg.org/spec/UML/2.5/

https://www.omg.org/spec/UML/2.5/
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Fig. 1. A high-level overview of the proposed M2-AT approach

and use cases, which define the desired system functionality. M2-AT produces:
(1) input data needed for the exhaustive simulation of the fUML ADs and as-
sociated Alf code and (2) a test suite comprising test cases and test oracle for
testing the actual implementation of the system under development. The gener-
ated input data is transformed into an Alf script which allows to use these data
in an automated manner.

Internally, the approach is composed of several steps. First, the fUML ADs
and their associated Alf code are converted into Java code. Then, we obtain all
the inputs of the Java program to achieve 100% coverage of the code. These
inputs are used to simulate the AD. Since the Java code and the ADs are behav-
iorally equivalent, the input will also satisfy 100% coverage of the AD. During
the simulation, one can detect and fix problems in the specifications. In the next
step, the Java code is used to generate input data and a test suite.

The proposed approach allows to left-shift testing activities in the software
development process. In M2-AT, exhaustive simulation of fUML models helps in
validating software specifications and improving their quality at an early stage.
Moreover, test cases and test oracle are generated before the actual implemen-
tation of the system is developed. In the following text, we present the two
main phases of the approach namely, translation and input data and test suite
generation phase.

3.1 Translation Phase

In order to translate fUML ADs and their associated Alf code into equivalent
Java code, M2-AT performs the following steps: (1) separating structural and
behavioral elements, (2) generating a dependency graph, (3) topologically sort-
ing the dependency graph to solve node dependencies in the graph, and (4)
generating Java code from the sorted dependency graph. Figure 2 presents the
translation process.
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Fig. 2. Translation phase steps

Separating Structural and Behavioral Elements In the first step, the
structural and behavioral elements in the executable fUML and Alf models are
separated. The structural elements include static features of the systems, while
the behavioral elements have a dynamic nature and they represent different
interactions among the structural elements. The structural elements can be di-
rectly translated into equivalent Java code. However, for behavioral elements a
dependency graph is first constructed.

Dependency Graph In order to identify data and control flow dependen-
cies in the behavioral elements, M2-AT constructs a Control-Data flow graph
(CDFG) [1]. A CDFG is a directed acyclic graph, in which a node can either be
an operation node or a control node and an edge represents transfer of a value
or control from one node to another.

Topological Sorting of Dependency Graph To solve node dependencies
in a CDFG and to decide a starting point for code generation, M2-AT applies
topological sorting [11] on CDFGs. The topological sorting algorithm takes a
directed acyclic graph G as input and produces a linear ordering of all nodes or
vertices in G such that for each edge (v, w), vertex v precedes vertex w in the
sorted graph.

Java Code Generation After resolving node dependencies and the order of ac-
tivity nodes in CDFGs, M2-AT translates structural model elements and sorted
CDFGs into equivalent Java code. The structural elements such as packages,
classes, interfaces, and associations are used to generator static structure of the
Java code. An example of the structural mapping is shown in Figure 3. The
fUML class object in Figure 3(a) is directly mapped to a Java class having
fUML class properties as Java class attributes and fUML class operations as
Java methods [10].
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(a) (b)

Fig. 3. Structural mapping between fUML class and Java code:
(a) fUML Class with attributes and operations, and (b) Java code of fUML Class

The fUML ADs are translated into Java code using Java representation for
UML activity as presented in the fUML standard. We support a subset of fUML
diagram, which excludes asynchronous communication behaviors e.g, Signal,
Messages, and Reception. Similarly, M2-AT currently does not support paral-
lel execution of fUML nodes. Table 1 shows examples of some fUML AD model
elements and their equivalent Java representation. To translate Alf code associ-
ated with fUML ADs, we devised a similar mapping that translates each element
from Alf code to its equivalent code in Java.

fUML element Java representation fUML element Java representation

value = ValueSpecifcationAc-
tion.value;

class.attribute = value;

return = class.attribute; Object object = new
Object();

result =
callOperationAction(para1,
para2);

result =
CallBehaviorAction(valueX,
valueY );

Table 1. Java representation of fUML activity digram nodes

3.2 Input Data and Test Suite Generation Phase

After translating the executable fUML and Alf models to their equivalent Java
code, M2-AT uses the generated Java code to produce input data and test suite
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Fig. 4. Input data and test suite generation phase

for exhaustive simulation and testing activities. Figure 4 presents the input data
and test suite generation steps. The input data and test suite are generated by
using EvoSuite [7]. EvoSuite generates and optimizes a test suite for different
coverage criteria such as branch coverage, line coverage, method coverage, and
exception coverage [8]. It also suggests possible test oracles by adding small
and effective sets of assertions that concisely summarize the current behavior.
Additionally, one can also use assertions to detect deviations from the expected
behavior. In M2-AT, we use line and branch coverage criteria because achieving
100% line and branch coverage in the generated Java code ensures 100% node
and edge coverage in fUML ADs.

In order to allow automated use of the generated input data for simulation
purposes, M2-AT transforms these data into an Alf script that can be run in the
Moka simulation engine. At the end of the simulation, Moka produces a model
coverage report.

3.3 M2-AT Tool Chain

Figure 5 presents the M2-AT tool chain comprising M2-AT components along
with Papyrus8 (an open source Eclipse-based UML editing tool), Moka9 (a sim-
ulation engine for Papyrus), and EvoSuite [7] (a test generation tool for Java
classes). Papyrus provides a graphical user interface for creating and editing
UML and fUML models. In our proposed approach, Papyrus is used for creating
fUML models including class diagrams and ADs containing Alf code. M2-AT
translates these models into equivalent Java code.

EvoSuite is a search-based tool for automatic generation of test suites from
Java classes. Given the name of a target class, EvoSuite produces a set of JUnit10

test cases aimed at maximizing code coverage. M2-AT uses EvoSuite to generate
input data and a test suite from Java code and then transforms the input data
into an Alf script that can be run in the Moka simulation engine. Moka is an
Eclipse plug-in for Papyrus [21]. It provides support for model execution or
simulation, debugging, and logging facilities for fUML models. Moka also allows
to measure model coverage and produces a model coverage report at the end of
the simulation. When the Alf script is run in Moka, the fUML ADs along with
their associated Alf code are executed and a coverage report is produced.

8 http://www.eclipse.org/papyrus
9 http://git.eclipse.org/c/papyrus/org.eclipse.papyrus-moka.git

10 https://junit.org/

http://www.eclipse.org/papyrus
http://git.eclipse.org/c/papyrus/org.eclipse.papyrus-moka.git
https://junit.org/


8 J. Iqbal et al.

fUML
AD

M2-AT

Papyrus

Moka 
simulation 

engine

Java code
generation

Alf script generation

Java code

Input data & 
test suite

Alf
script

Fig. 5. M2-AT tool chain

3.4 Scalability of the Proposed Approach

The performance and scalability of the proposed approach is based on the time
complexities of the M2-AT translation phase (Section 3.1) and the input data
and test suite generation phase (Section 3.2). The M2-AT translation phase
uses a linear-time topological sorting algorithm [11] that sorts a CDFG with
O(|V | + |E|) complexity, where V and E represent CDFG vertices and edges,
respectively. The overall time complexity of the M2-AT translation phase is
also linear. Therefore, M2-AT provides highly scalable code generation. The
scalability of the M2-AT input data and test suite generation phase is mainly
based on the time complexity of EvoSuite, which uses several search-based test
generation strategies to optimize test generation time and code coverage. The
time complexity of the tool varies from one testing strategy to another and can
not be generalized [17].

4 Example

In order to demonstrate the feasibility of our proposed approach, we use an au-
tomatic teller machine (ATM) system example originally presented in [15]. The
structure of the ATM system is shown in Figure 6. The ATM system can be used
to perform withdrawal and deposit transactions in a bank account. The with-
drawal operation is realized with the withdraw and makeWithdrawal methods in
the ATM and Account classes, respectively. Similarly, the ATM.deposit and Ac-
count.makeDeposit methods implement the deposit operation. These operations
can be modeled with fUML ADs and Alf code.

Figure 7 and 8 present the fUML ADs for the ATM.withdraw and Ac-
count.makeWithdrawal methods, respectively. To perform a withdrawal trans-
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Fig. 6. Class diagram of the ATM system

action, the user inserts an ATM card and enters the associated pin and the
amount of money to be withdrawn from the associated bank account. It invokes
the withdraw method in the ATM class, which creates a new transaction and
sets it as the current transaction (startTransaction method in ATM class). Next,
it validates the entered pin (validatePin method in Card class). If validatePin
returns true, the withdrawal transaction is successfully performed and the ac-
count balance is updated (makeWithdrawal method in Account class). Finally,
the completed withdrawal transaction is recorded in the system (endTransaction
method in ATM class).

Please note that the actions startTransaction, validatePin, makeWithdrawal,
and endTransaction are call actions calling the declared operations. The ex-
plained functionality of these operations are implemented by dedicated activi-
ties. Additionally, the primitive behaviors such as addition and subtraction are
encoded in Alf code. In the remainder of this paper, we use fUML ADs of the
ATM.withdraw and Account.makeWithdrawal methods to demonstrate our pro-
posed approach. ADs of all other operations in the ATM system are omitted due
to space limitations.

5 Experimental Evaluation

As presented in Section 3.1, to translate fUML ADs and their associated Alf code
into equivalent Java code, M2-AT first separates the structural and behavioral
model elements and then generates a CDFG to identify and resolve data and
control flow dependencies in the behavioral elements. Figure 9(a) presents the
CDFG of the ATM.withdraw AD presented in Figure 7. It shows that the readAc-
count method must be invoked before makeWithdrawal. Similarly, the readAc-
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Fig. 7. fUML AD for ATM.withdraw

Fig. 8. fUML AD for Account.makeWithdrawal

count requires a Card object to perform its execution. This data-dependency
path is independent of the main control-flow path in the AD, which consist of
InitialNode → startTransaction → validatePin → isValid → makeWithdrawal.
In such scenarios, manually deciding a starting point for code generation can be
challenging and tedious. Figure 9(b) shows that by using topological sorting of
the CDFGs, one can easily resolve all node dependencies in CDFGs and deter-
mine the starting point for code generation. Finally, Figure 9(c) shows the Java
code generated by traversing the topologically sorted CDFG in Figure 9(b).

In the next step, M2-AT used the Java code in Figure 9(c) to generate input
data for model simulation and a test suite for testing the system under develop-
ment. The initial test suite contained 8 test cases. However, 6 of them were not
usable in the Moka simulation engine because they contained invalid null values.
The invalid cases were also redundant for simulation purposes because they did
not have any effect on the node and edge coverage of the ATM.withdraw AD.
The remaining 2 valid test cases provided 100% node and edge coverage. We
parsed the valid test cases to extract input data for model simulation and then
transformed the extracted data into an Alf script. Listing 1 presents a fragment
of the generated Alf script used for simulating the ATM.withdraw AD. Moreover,
Figure 10 shows the model coverage results, in which: (1) a solid line represents



Exhaustive Simulation and Test Generation Using fUML Activity Diagrams 11

(a) (b) (c)

Fig. 9. Code generation from fUML AD: (a) CDFG for ATM.withdraw AD, (b) topo-
logically sorted CDFG, and (c) generated Java code.

a covered edge, (2) a dashed line denotes an uncovered edge, and (3) a dotted
line represents an unutilized object.

Listing 1. A fragment of the generated Alf script

namespace structure;
activity ActivityTester15() {
ATM aTM0 = new ATM();
Card card0 = new Card();
card0.pin = 234532;
card0.number=1;
Account account = new Account();
Boolean boolean0 = aTM0.withdraw(card0.number, card0, card0.number);
}

6 Related Work

In this section, we discuss the most important related works on verification of
ADs and test and code generation from ADs.

6.1 Verification of ADs

Model verification aims at verifying certain properties in the models under con-
sideration. Model checkers like UPPAAL11, NuSMV12, and SPIN13 verify several

11 http://www.uppaal.org/
12 http://nusmv.fbk.eu/
13 http://spinroot.com/

http://www.uppaal.org/
http://nusmv.fbk.eu/
http://spinroot.com/
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Fig. 10. Model coverage results

properties including deadlock-freeness, reachability, liveness, and safety. Using
a model checker for fUML ADs requires that the original or extended ADs are
first translated into a graph-based intermediate format and then the intermediate
models are translated into the input language of the model checker. For exam-
ple, for UPPAAL, the intermediate models are translated into UPPAAL Timed
Automata (UTA). Daw and Cleaveland [6] translated extended UML ADs into
flow graphs and then the flow graphs into the input language of several model
checkers including UPPAAL, NuSMV, and SPIN.

Planas et al. [16] proposed a model verification tool called Alf-Verifier that
checks the consistency of Alf operations with respect to integrity constraints
specified in a class diagram using Object Constraint Language (OCL). For each
inconsistency found in the Alf code, the tool returns corrective feedback com-
prising a set of actions and guards that should be added to the Alf operations to
make their behavior consistent with the OCL constraints. Micskei et al. [14] pre-
sented a modeling and analysis approach for fUML and Alf. In their approach,
the system behavior is first modeled as UML state machines, which are then
translated to fUML ADs. In the next step, they manually enrich the fUML ADs
with Alf code and then translate them to full Alf code. Finally, the Alf code is
translated to UTA to perform model verification. In this approach, Alf is used
as an intermediate modeling formalism.

6.2 Test Generation from ADs

Samuel and Mall [18] translated UML ADs to flow dependency graphs (FDGs)
to generate dynamic slices for automated test case generation. In their approach,
FDGs are created manually, but then an edge marking method is used to generate
dynamic slices automatically from FDGs. To generate test data for a dynamic
slice, a slice condition is formed by conjoining all conditional predicates on the
slice and then function minimization is applied on the slice condition.

Mijatov et al. [15] presented a testing framework for fUML ADs, comprising
a test specification language for defining assertions on fUML ADs and a test
interpreter for evaluating the defined assertions to produce test verdicts. Tests
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are run by executing fUML ADs in an extended fUML VM, which allows to
capture execution traces.

Arnaud et al. [2] proposed a timed symbolic execution [5] and conformance
testing framework for executable models. Their approach checks correctness
of fUML ADs with respect to high-level system scenarios modeled as UML
MARTE14 sequence diagrams. The test data is generated from sequence dia-
grams by using symbolic execution and constraint solving techniques. The fUML
ADs are tested in the standardized fUML VM in Moka. Yu et al. [22] presented
a model simulation approach for UML ADs. It uses model-based concolic exe-
cution [12], which combines concrete and symbolic execution.

6.3 Code Generation from ADs

Gessenharter and Rauscher [9] presented a code generation approach for UML
class diagrams and UML ADs. For the structural part, their approach generates
Java code from class diagrams comprising classes, attributes, and associations.
For the behavioral part, additional code corresponding to UML activities and
actions is added into the Java classes. Their code generator is designed for ac-
tivities with at most one control node in an activity flow and does not provide
support for more realistic, complex flows. Backhauß [3] proposed a code gen-
eration approach that translates UML ADs for realtime avionic systems into
ANSI-C code. The approach works for control flow edges, but requires further
investigations for data flow edges.

In comparison to the aforementioned model verification, test generation, and
code generation approaches, the main focus of the proposed M2-AT approach is
not on formal verification of ADs. M2-AT provides a light-weight approach that
generates input data from fUML ADs containing Alf code and then uses the
generated data to exhaustively simulate the original fUML models with the aim
of improving their quality. The proposed approach also generates a test suite,
which can be used for testing the actual implementation of the system under
development. Moreover, it generates and uses topologically sorted CDFGs and
Java code as intermediate formalisms. The generated Java code can also be
reused for the actual implementation of the system.

7 Conclusion

The Foundational Subset for Executable UML Models (fUML) and the Action
language for fUML (Alf) allow to create executable models, which can be sim-
ulated using an fUML execution engine. However, to execute such models ex-
haustively, one must provide input data required to reach and cover all essential
elements not only in the graphical fUML models, but also in textual Alf code as-
sociated with the graphical models. In this paper, we presented an approach for

14 https://www.omg.org/omgmarte/

https://www.omg.org/omgmarte/
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exhaustive simulation and test generation from fUML ADs containing Alf code.
The proposed approach, called MATERA2-Alf Tester (M2-AT), translates fUML
ADs and associated Alf code into equivalent Java code and then automatically
generates: (1) input data needed to cover or execute all paths in the executable
fUML and Alf models and (2) a test suite comprising test cases with oracle
(expected output) for testing the actual implementation of the system under
development. The generated test cases in M2-AT satisfy 100% code coverage
of the Java code. The generated input data is used for executing the original
fUML and Alf models in the Moka simulation engine. The interactive execution
in Moka allows to measure model coverage of the executable models. In addition,
the generated Java code can be reused as a starting point for the actual imple-
mentation of the system. We also presented our tool chain and demonstrated
our proposed approach with the help of an example. Our proposed tool chain in-
tegrates M2-AT code generation and Alf script generation components with the
state-of-the-art model simulation and test generation tools allowing researchers
and practitioners to generate test suites and input data for exhaustive model
simulation at early stages of the software development life cycle.
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