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Abstract. [Context & Motivation] Due to the managerial, operational and evolu-
tionary independence of constituent systems (CSs) in a System of Systems (SoS)
context, top-down and linear requirements engineering (RE) approaches are in-
sufficient. RE techniques for SoS must support iterating, changing, synchroniz-
ing, and communicating requirements across different abstraction and hierarchy
levels as well as scopes of responsibility. [Question/Problem] We address the
challenge of SoS requirements specification, where requirements can describe
the SoS behavior, but also the behavior of CSs that are developed independently.
[Principal Ideas] To support the requirements specification in an SoS environ-
ment, we propose a scenario-based and iterative specification technique. This al-
lows requirements engineers to continuously model and jointly execute and test
the system behavior for the SoS and the CS in order to detect contradictions in
the requirement specifications at an early stage. [Contribution] In this paper, we
describe an extension for the scenario-modeling language for Kotlin (SMLK) to
continuously and formally model requirements on SoS and CS level. To support
the iterative requirements specification and modeling we combine SMLK with
agile development techniques. We demonstrate the applicability of our approach
with the help of an example from the field of e-mobility.

Keywords: System of Systems Engineering · Requirements Analysis · Require-
ments Specification · Scenario-based Requirements Modeling

1 Introduction

New methods and tools are needed to meet the challenges in the development of com-
plex socio-technical systems, such as sustainable mobility solutions in metropolitan
regions [25]. Systems of connected electrified vehicles can be characterised as a sys-
tem of systems (SoS), where the vehicle can be seen as a constituent system (CS) that
interacts with changing other CSs to provide an SoS functionality [17].

An interdisciplinary approach for the realization of these systems is system of sys-
tems engineering (SoSE). The definition of stakeholder needs and required functionali-
ties are key elements of SoSE [20]; the precise specification of requirements is a basis
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for the system decomposition and implementation, or the selection of suitable CSs that
form an SoS [27]. However, in SoSE, there are different requirements engineering (RE)
challenges compared to RE in established systems engineering (SE) processes [26].

According to Maier et al. [23], the operational, managerial, and evolutionary inde-
pendence are the essential characteristics of an SoS. These characteristics have a signif-
icant influence on the applicability of existing RE techniques [24,25,26]. In contrast to
monolithic systems, SoS consist of individual systems that can operate independently
and perform a meaningful task, even when not part of an SoS. The development and
operation of the CSs is managed independently, in different organizations with differ-
ent development- and product life cycles. Also, requirements on the CS- and SoS level
change frequently and independently, leading to an evolutionary development [26,23].

Based on these SoS characteristics, Ncube and Lim [24] describe challenges for
the SoS RE process: Due to the different systems in an SoS, requirements cover many
different disciplines, can be contradictory, unknown or possibly not fully defined. These
difficulties overlap with the fundamental problems in RE [7], but, according to Ncube
and Lim [24], requirements in an SoS additionally must be considered as requirements
for the SoS, which describe the properties of the overall system, or requirements for a
CS that describe capabilities of a single system. Since requirements on both levels can
change continuously and independently, traditional, linear and top-down requirements
specification and decomposition techniques can not be used [24,25,26].

To address this problem we propose an iterative and scenario-based requirements
specification technique. Based on previous work [30,32,33] we integrate the Scenario
Modeling Language for Kotlin (SMLK) with agile development techniques to support
the requirements engineer in the continuous and iterative specification, formalization,
and validation of requirements on different levels of abstraction.

This paper makes the following two contributions: First (1), we extend SMLK to
enable requirements engineers to intuitively, but formally model the requirements on
the SoS-level as well as the interaction between the CSs (CS-level). With these ex-
tensions, requirements can be specified and validated independently, which addresses
the managerial and operational independence of systems. Nevertheless, both levels of
abstraction are connected to allow for the joint execution and testing of the specified
behavior on the SoS- and CS-level, in order to detect and resolve contradictions in the
requirements on both these levels.

Second (2), we propose a specification method where we combine behavior-driven
development (BDD) and test-driven development (TDD) with the scenario-based mod-
eling technique. This enables the iterative specification of system features and usage
scenarios to document stakeholder expectations and generate tests steps, which subse-
quently drive the scenario-based modeling of the system specification.

While numerous approaches exist that suggest using formal scenario models to
bridge the gap from informal requirements to the implementation of software-intensive
systems [5,29,13,28], the particular contribution of this paper is the extension of sce-
nario-based modeling and programming techniques based on LSC Play-Out [13] and
behavioral programming (BP) [15] with BDD and TDD. Enabling this combination of
agile development techniques with scenario-based requirements modeling addresses the
coverage and sampling concerns in scenario-based requirements engineering [28]: by
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connecting features with tests (BDD), and tests with the scenario-based requirements
model (TDD), we can ensure that every feature is modeled by an appropriate set of
scenarios, and that these scenarios are validated by an appropriate set of tests.

We asses the applicability with a proof-of-concept e-mobility application and pro-
vide a demonstration tool45 to enable others to use, evolve, and evaluate our approach.

Structure: We describe background in Sect. 2, the scenario-based requirements spec-
ification method in Sect. 3, and the proof-of-concept application in Sect. 4. We report
related work in Sect. 5 and conclude in Sect. 6.

2 Background

2.1 System of Systems Engineering (SoSE)

For the description of System of Systems (SoS) no generally valid definition yet ex-
ists [1,26]. Hence, a distinction between complex monolithic systems and SoS is often
made by the system characteristics. Therefore Maier describes five key characteristics
of SoS [23]: (1) Operational Independence: Each system that is part of the SoS is inde-
pendent and can perform a meaningful task, even if it is not integrated into the SoS. (2)
Managerial Independence: The individual systems are self-administered and individ-
ually managed. Consequently they collaborate with the other systems of the SoS, but
they operate independently. (3) Geographic Distribution: The individual systems of the
SoS are distributed over large spatial distances, which means that the exchange of infor-
mation between the individual systems is of primary importance for collaboration. (4)
Evolutionary Development: The objectives and functionality of an SoS can change con-
stantly, as they can be added, modified or removed based on experience. Therefore an
SoS never appears to be fully completed. (5) Emergent Behavior: By the collaboration
of the individual systems, a synergism is achieved in which the SoS fulfils a purpose
that cannot be achieved by or attributed to any of the individual systems.

These characteristics have a strong influence on the SoS development. To support a
structured SoS development Dahmann et al. [4] describe the differences between sys-
tems engineering (SE) and SoS engineering (SoSE). Accordingly, SE and SoSE both
start with identifying and understanding user capability objectives in order to derive
technical requirements for the system to be developed. In SE we subsequently continue
with a top-down requirements decomposition and system design, with clear responsi-
bilities in the management and engineering of the system [11]. In SoSE, by contrast, the
identified objectives and requirements serve as a basis for the development of new sys-
tems or the integration of existing systems to build the SoS. Particularly the operational
and managerial independence of individual systems is challenging: the existing systems
may also fulfill other purposes that may conflict with the SoS objectives and those of
its CS. Therefore it is important to understand how the individual systems behave and
how this behavior contributes to the overall SoS behavior.

When starting the SoS development it is important to categorize the SoS to be de-
veloped at an early stage because this has a significant influence on the RE approach

4https://bitbucket.org/crstnwchr/besos (includes the proof-of-concept example)
5https://bitbucket.org/jgreenyer/smlk/ (required to build the example project)



4 Wiecher et al.

Directed

A
B 

C A
B 

C 

A
B 

C A 

B 

C 

Acknowledged

Collaborative Virtual

SoSE Team SoSE Team

Fig. 1. Different types of SoS [23,4]

that can be applied [26,4,25]. Fig. 1 shows four different SoS types, initially introduced
by Maier [23] and extended by Dahmann and Baldwin [4]: A directed SoS is designed
for specific purposes. The individual systems have the ability to operate independently
but are managed by a SoSE Team in a way that they fulfill a specific purpose. In an
acknowledged SoS the SoSE Team recognises and defines a common purpose and goal,
but the CSs retain independent control and goals. The continuous and evolutionary de-
velopment of the common purpose is based on collaboration between the SoS and the
CSs. In a collaborative SoS the individual systems are not bound to follow a central
management, but voluntarily participate in a collaboration in order to achieve the SoS
goal. A virtual SoS has neither a leading control nor a common goal. This leads to a
high degree of emergent behavior where the exact means and structures that produce
the functionality of the system are difficult to recognize and distinguish [26,27].

This paper focuses on acknowledged SoS and we introduce an example next.

2.2 Example of Application

To illustrate our approach, we introduce an e-mobility system of systems. In [21] Kir-
pes et al. introduce an architecture model that provides an integrative view on former
separated areas of electricity, individual mobility, and information and communication
technologies to realize future e-mobility SoS.

Based on the example defined in [21], Fig. 2 shows an SoS user who is interacting
with an e-mobility SoS. The main interest of the user is to improve the e-mobility ex-
perience and to reduce its costs. These user interests are targeted by a high-level use
case that describes how to create an optimized travel plan. At the beginning the user
enters travel preferences like start and destination into the smartphone app (APP). The
APP then requests further data from other systems that are necessary for the calcu-
lation of an optimized route. For example, GPS data of possible routes are requested
from a route-planning service (RPS). Usage data of available charging points along the
routes are provided by a charging station operation service (CSOS). Recommendations
for a battery-saving charging process are provided by a battery-health service (BHS).
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Fig. 2. Smart charging as an acknowledged SoS. Based on [25] and [21].

And information on current electricity prices in the region is provided by the energy-
information service (EIS).

These different systems, which are required to provide information to calculate an
optimal route based on user preferences, are developed and managed by four different
system owners (OEM, Map Service Provider, Charging Operator, and Energy Provider).
We also see one SoSE Team which defines the overall SoS functionality, directs the op-
erations, and has a contractual relationship with the owners of the CSs. According to
[23] and [4] this example has the characteristics of an acknowledged SoS: we have
recognised requirements, objectives and responsibilities on the SoS level and a contrac-
tual relationship between the SoSE Team and the individual constituent systems owner.
However, the constituent systems keep their own management, funding and develop-
ment approaches (cf. [25]).

2.3 Scenario Modeling Language for Kotlin (SMLK)

SMLK is a Kotlin-based implementation of the Behavioral Programming (BP) paradigm
[15]. In BP, a program consists of a number of behavioral threads, which we also call
scenarios. Scenarios are loosely coupled via shared events and can model individual
behavioral aspects or functional requirements of a system. Scenarios can request events
that shall happen, be triggered by or wait for events requested by other scenarios, or
(temporarily) forbid/block events. During execution, the scenarios are interwoven to
yield a coherent system behavior that satisfies the requirements of all scenarios.

Listing 1.1 shows two SMLK scenarios that can be represented graphically as shown
in Fig. 3. Both scenarios are triggered by the event of a user entering the travel prefer-
ences in the app. This event is modeled as an interaction event of the object user
sending the object app a message addTravelPreferences. In the first scenario,
the parameters fromLoc and toLoc are variables bound to the parameter values car-
ried by the triggering event when the scenario is triggered and initialized. The SMLK
code in the listing shows this binding of the parameter values explicitly (lines 2 and
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3). The second scenario is triggered by the same event, but does not use the parameter
values; the sequence diagram expresses this by using asterisks.

After the trigger event, the first scenario requests that the app sends the Route Plan-
ning Service (rps) a message to calculate the route between fromLoc and toLoc,
and then requests that the rps shall respond with a route. Then the app shall optimize
the route and show it to the user.

The second scenario describes the interaction of the app and the Charging Station
Operating System (csos). After the triggering event, the scenario requests that the app
sends the csos a request to send GPS position data of available charging stations. The
scenario then requests that the csos shall respond with such a list. This interaction must
happen before the app optimizes the route, i.e., the event app.optimizeRoute()
is blocked until the second scenario terminates; only then can be first scenario proceed.

In these example scenarios, the route details and charging location list contents
are not relevant, so mock instances are created by helper functions. When at a later
point the behavior is refined, these parameter values may be replaced by other values,
e.g., a detailed and correct route may be calculated elsewhere. The scenario method
requestParamValuesMightVary allows us to request events with supplied de-
fault parameter values, but it will accept also events sent between the same objects, and
with the same signature, but with different parameter values.

app
user

rps

addTravelPreferences(fromLoc, toLoc)
<<trigger>>

calculateRoute(fromLoc, toLoc)
<<request>>

calculateRouteResponse(route)<<request>>

optimizeRoute()
showMapWithOptimizedRoutes()

<<request>>

<<request>>

app
user

csos

addTravelPreferences(*, *)
<<trigger>>

chargingStationGpsDataRequest()
<<request>>

chargingStationLocations(
chargingStationsList)<<request>>

before optimizeRoute()

<<parameter value might vary>>
<<parameter value might vary>>

Fig. 3. Graphical representation of the SMLK scenario in Listing 1.1

1 scenario(user sends (app receives App::addTravelPreferences)){
2 val fromLoc = it.parameters[0] as String
3 val toLoc = it.parameters[1] as String
4 request(app sends rps.calculateRoute(fromLoc, toLoc))
5 val route = createMockRoute()
6 requestParamValuesMightVary(rps sends app.calculateRouteResponse(route)
7 request(app.optimizeRoute())
8 request(app sends user.showMapWithOptimizedRoute())
9 },

10 scenario(user sends (app receives App::addTravelPreferences)){
11 scenario {
12 request(app sends csos.chargingStationGpsDataRequest())
13 val chargingStationsList = createMockChargingStationsList()
14 requestParamValuesMightVary(csos sends app.considerChargingStationLocations(

chargingStationsList))
15 }.before(app.optimizeRoute())
16 }

Listing 1.1. Example scenario from the e-mobility system specification
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3 Scenario-based Requirements Specification in a System of
Systems Context

To develop an SoS, usually existing systems are integrated by new systems to com-
prise a new SoS. While the new systems may be under a direct managerial and opera-
tional control, existing systems may be under the managerial and operational control of
another organization. Over time, systems that are under external control may change,
which leads to the necessity to continuously (1) analyze how the changes in one sys-
tem impact the SoS functionality, and (2) how other systems may have to be adapted to
ensure that the SoS functionality can still be provided. This requires the SoSE team to
continuously analyze, specify, and align requirements across different hierarchy levels.

Our scenario-based requirements specification approach supports an iterative and
integrated behavior modeling and analysis on the SoS and CS level.

Based on the definitions in [14] we introduce the term inter-system scenarios to
model the behavior on the SoS level and intra-system scenarios to model the CS behav-
ior. Also we show how both views can be integrated to allow for the joint execution and
testing of the integrated SoS and CS behavior.

3.1 Inter-System Scenarios

The goal of modeling inter-system scenarios is to conceive an validate how SoS use
cases can be realized by the interaction of users, existing systems, and new systems to
be developed. The inter-system scenario modeling process starts by defining the use
cases, the structural SoS architecture, and then detailing and validating the use cases
using scenarios and repeated simulation.

When modeling this behavior, certain assumptions are made about the behavior of
the existing systems, possibly based on available documentation or communication with
experts from the respective organizations.

Two exemplary inter-system scenarios are already introduced in Listing 1.1, where
we first modeled the interaction between the app, rps and the SoS user, and in the
second scenario, between the user, app and csos. In this example, we see that we are
able to model the interaction between selected systems, where new requirements can
be considered by iteratively adding new scenarios to the SoS scenario specification. By
adding these inter-system scenarios the introduced modeling concepts allow to focus
on a high level system interaction; Although we are able to partly ignore specification
details (e.g. exact route information in Listing 1.1 line 14), we are able to execute and
validate the interaction between the CS. This supports on the SoSE team to get a better
understanding of the overall system behavior.

3.2 Intra-System Scenarios

Once a satisfactory concept of the inter-system behavior is established, the inter-system
specification must be supplemented and refined in two ways: First (1), it is necessary to
specify the behavior of the existing systems in more detail in order to validate whether
the inter-system interaction behavior is indeed aligned with the behavior of the existing
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systems. Second (2), the behavior of the new systems to be developed must be detailed,
possibly detailing their component structure and internal interactions, in order to pro-
vide a thorough basis for their development.

Our approach supports modeling the behavior on this more detailed hierarchy level
with scenarios as well, and even to integrate their execution in order to simulate and
validate behavioral requirements consistency across the different hierarchy levels.

To better distinguish between these two hierarchy levels, we distinguish the inter-
system level and intra-system level as outlined in Fig. 4. The SoS scenario specification
is located in the inter-system view, and individual CS scenario specifications are located
in the intra-system view. When defining the internal behavior of a selected CS, we
switch the perspective from the SoSE Team to a systems owner who is responsible
for the development of a system. This can be e.g. the map service provider who is
responsible for the development of the rps (see Fig. 2).

CSOS: Charging Station Operator System

EIS: Energy-information Service 

BHS: Battery-health Service

App: Smartphone App 

RPS: Route-planning Service 

Inter-system view

APP
EIS

RPS

Intra-system view

System of Systems  
Scenario  

Specification 

Environment 

Events 

Inter-System

Events

Test 
Scenario 

Specification  
SoS user  

Test 
Scenario 

Specification  
CS 

CSOS

Constituent System 
Scenario  

Specification 

BHS

Intra-System

Events

Route 
Receiver

Fig. 4. Inter- and intra-system view to continuously concretise requirements on CS level, while
also considering the overall SoS behavior.

The intra-system scenarios are added to an individual CS scenario specification,
with the goal to model requirements which are needed to build the CS and its subsys-
tems. One example intra-system scenario is shown in Listing 1.2.

1 scenario(routeRequester sends(rps receives Rps::calculateRoute)){
2 val fromLocString = it.parameters[0] as String
3 val toLocString = it.parameters[1] as String
4 request(rpsController sends gpsService.getLocations(fromLocString, toLocString))
5 val fromLoc = getLocation(fromLocString)
6 val toLoc = getLocation(toLocString)
7 request(gpsService sends rpsController.locations(fromLoc, toLoc))
8 request(rpsController sends routePlaner.calculateRoute(fromLoc, toLoc))
9 val route = calculateRoute(fromLoc, toLoc)

10 request(routePlaner sends rpsController.calculatedRoute(route))
11 request(rpsController sends routeRequester.calculateRouteResponse(route))
12 }

Listing 1.2. CS scenario specification of the RPS
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The scenario specifies how the internal components of the rps (rpsController, gspSer-
vice, and routePlanner) interact when receiving a request to calculate a route. Eventually
(line 11), the calculated route will be returned to the requesting object.

When looking at the scenario in more detail, we see that the scenario is triggered
when a routeRequester sends the rps the message calculateRoute. This
event is requested on the inter-system level, see the first scenario in Listing 1.1 (line 4).

One difference is, however, that in the intra-system scenario, we abstract from the
app as being the source of the calculateRoute request (and the recipient of the
route as a reposonse, see line 11). Instead, we assume that there is an abstract external
route-requesting entity that requests a route to be calculated by the rps. We do this
to separate the intra-system specification of a system from the particular SoS context
defined on the inter-system level, as the system may also be used in other contexts.

The inter-system and intra-system level scenario execution can nevertheless be inte-
grated, because the type of routeRequester is an interface that is also implemented
by app (without showing the code in more detail for brevity). Hence it is possible that
the event of the app requesting to calculate a route triggers the scenario shown here, and
indeed the app would then receive the calculated route as a response.

The event parameters on the intra-system level may vary or be more detailed than
the values assumed on the inter-system level where, for example, we used simple mock
values (see Listing 1.1, lines 5 and 13). It is possible for intra-system scenarios to
provide more detailed parameter values where the inter-system level scenarios request
events by using the requestParamValuesMightVary command. (see Listing 1.1
line 14).

3.3 Specification Method

To support the requirements engineer in modeling system requirements with SMLK, we
propose an iterative method based on agile techniques. Fig. 5 shows an overview of the
single steps. We start with the specification of the inter-system behavior by applying the
BDD approach. Here we first define the expected system behavior from the SoS user
perspective. Therefor we create a SoS feature specification where each feature is defined
by one or more usage scenarios written in the gherkin syntax6. Listing 1.3 shows a first
feature specification that describes a user interaction with the app. On this hierarchy
level, the SoS feature specification allows the SoSE team to define what is expected
from the SoS and to document this expectations in a comprehensible form.

1 Feature: Retrieve travel preferences and display optimized route
2
3 Scenario: Add travel preferences to the app
4 When the SoS user adds travel preferences to the app
5 Then the app displays a set of optimized routes

Listing 1.3. Initial feature specification including a usage scenario to describe the user interaction
with the SoS.

Based on this SoS feature specification we generate test skeletons as shown in List-
ing 1.4. These test skeletons are then used to drive the modeling of the inter-system

6https://cucumber.io/docs/gherkin/
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Inter-System Behavior

Behavior Driven Development 

Test-Driven Scenario 
Specification 

Specify SoS 
Feature

Generate Test 
Skeletons 

Intra-System Behavior

Behavior Driven Development 

Test-Driven Scenario 
Specification 

Specify 
Constituent 

System Feature
Generate Test 

Skeletons 

Fig. 5. Continuous and iterative scenario specification

behavior. To support a structured and iterative modeling of system requirements, we
embed the Test-Driven Scenario Specification (TDSS) [32] into the BDD approach. In
this way, we combine the comprehensible specification of expected system behavior
with the formal and scenario-based modeling of system requirements.

1 When("ˆthe EV user adds travel preferences to the App$") {
2 //implement here
3 }
4 Then("ˆthe App displays a set of optimized routes$") {
5 //implement here
6 }

Listing 1.4. Generated test steps.

The TDSS approach includes the steps outlined in Fig. 6. In the first step we extend
the generated test skeletons (1). Here, we e.g. model that the user adds travel preferences
to the app (Listing 1.5 line 2) and eventually receives a map with optimized routes
(line 5). After we added these functions we execute the SoS feature specification (2)

Test-Driven Scenario Specification 

Extend  
or adapt  

test model 

Execute newly 
added test 
behavior 

Extend  
or adapt  

specification 
model 

Execute  
all tests 

Test passed 

Test 

failed 

Tests failed 

Requirements remain to be modeled

Clean up

All tests 

passed

All req. 

modeled

1 2 3 4 5

Fig. 6. Test-Driven Scenario Specification (TDSS) [32]

whereupon the single test steps and finally the events within the test steps are executed.
At this point in time we did not model the inter-system behavior and consequently the
test fails, because the app will not send the optimized route to the SoS user as expected
in line 5.
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1 When("ˆthe EV user adds travel preferences to the App$") {
2 trigger(user sends app.addTravelPreferences("Dortmund", "Paderborn"))
3 }
4 Then("ˆthe App displays a set of optimized routes$") {
5 eventually(app sends user.mapWithOptimizedRoutes())
6 }

Listing 1.5. Generated test steps.

Therefore we extend our SoS scenario specification with the inter-system scenarios (3)
which we already introduced in Listing 1.1. We then run the test again to ensure that
the modelled system requirements meet the expectations (4). If we have modeled addi-
tional tests in previous iterations, we now run them as well to ensure that there are no
unexpected interactions between the individual tests and system requirements. If there
are more requirements that need to be modeled, we perform further iterations. When
all requirements on the SoS level known at this time have been modeled and tested, the
SoS feature specification can be cleaned up. Afterwards the detailed specification of
selected systems under development follows.

This iterative approach supports the modeling of the interaction of all CSs within the
SoS. In this way we are able to iteratively document the expectations from an SoS user
perspective and model and test the interaction between the CSs. Thereby new systems
and behavior can be added as needed to realize the expected behavior. When we have
gone through several iterations, the SoSE team gets a better understanding of which
systems are needed and what information these systems have to exchange with each
other. Subsequently we can switch to the intra-system level and focus on the require-
ments specification for a selected CS within the SoS. Based on our example outlined in
Fig. 2 we now switch from the SoSE team perspective to e.g. the perspective of the map
service provider, who is responsible for the development of the rps. As shown in Fig. 5
we execute the same specification method, but we create an independent CS feature
specification, generate independent test steps and create an CS scenario specification.
This allows the independent specification and modeling of the requirements for the CS,
which addresses the managerial, operational and evolutionary independence of systems
in an SoS. In this way, system requirements can be specified without seeing the system
in an SoS context. But, at the same time, both views can be integrated (as described in
Sec. 3.2), which allows the joint execution of the SoS behavior and the internal behav-
ior of single already specified systems. In this way it’s possible to detect contradictions
between requirements on both levels. For example, if requirements have been specified
at CS level that appear to have nothing to do with the SoS behavior but still influence
the expected SoS behavior, the joint execution of the scenario specifications can be used
to detect and resolve these dependencies.

4 Proof of Concept

To assess the applicability of our approach we integrated SMLK with the BDD tool
Cucumber and executed the previously described specification method based on the
example introduced in Section 2.2.

On SoS level we started with the feature specification as already shown in List-
ing 1.3. Subsequently we generated the test skeletons and added the SMLK events as
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shown in Listing 1.5. Following the TDSS approach we executed the SoS feature spec-
ification (Step 1 in Fig. 6) and got a failed test result as shown in Fig. 7. Subsequently

Fig. 7. First TDSS run on SoS level

we extended the SoS scenario specification as shown in Listing 1.1 to specify the SoS
behavior. After we added these scenarios we executed the test again and finally received
the expected event, resulting in a positive test result as shown in Fig. 8.

Fig. 8. Execute tests after adapting the SoS scenario specification

After we successfully defined a first interaction on inter-system level, we switched
to the intra-system level and added a CS scenario specification to model the internal
behavior of the rps as shown in Listing 1.2.

Now we executed the same SoS feature again resulting in a negative result, because
the rps internal behavior was not yet specified and hence the CS scenario program didn’t
send the calculateRouteResponse(route) message to the app.

To fix this we executed the TDSS process within the intra-system view, based on
the CS feature specification shown in Listing 1.6.

1 Feature: Calculate route - RPS
2
3 @RpsSystem
4 Scenario: Calculate route based on user travel preferences
5 When the app sends travel preferences to the rps
6 Then the rps responds route information including gps data

Listing 1.6. Feature on CS level

Finally we got passed test results again, but now we also considered the rps inter-
nal behavior specification. And, by using tags within the different feature specifications
(e.g. @RpsSystem) and by applying the concepts described in Sect. 3.2, we were not
only able to validate the integrated SoS and CS behavior, but we also could indepen-
dently test the requirements of single CS.

To allow others to use, validate and evolve our approach, we describe the architec-
ture and functional principles of the developed tool in [31] as a companion to this paper.
Here, we also describe the method we outline in Fig. 5 in more detail. And we provide
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information about the necessary resources78910 to build and execute the example we use
in this paper.

5 Related Work

In this paper we use SMLK, which was extended to support an iterative and continuous
modeling of system behavior in an SoS context. This modeling language is based on
Live Sequence Charts (LSCs) [6]. A recent LSC variant are Modal Sequence Diagrams
(MSDs) [12]. By modeling behavioral requirements with the help of MSDs, different
works argue that this formal requirements modeling can increase the requirements qual-
ity (e.g. [19], [10]), but these approaches are based on traditional SE and do not consider
the SoS characteristics and their impact on the requirements specification.

Harel et al. describe an extension to behavioral programming that allows the in-
tegration of behavioral programs that operate on different hierarchy levels and time
scales [16]. Indeed, we also use this approach to integrate different SMLK scenario
programs that execute the behavior on the inter- and intra-system level.

Simulation-based analysis and design is commonplace in cyber-physical systems
of systems, e.g. using actor-oriented frameworks or co-simulation [9,22]. We aim to
provide similar means for the thorough specification and analysis of requirements of
systems of systems. To the best of our knowledge, this is a new approach.

Other works address model-based RE in the SoS context. Holt et al. describes an
ontology for model-based SoS requirements engineering [18]. Albers et al. show how
SoS requirements can be specified based on use-cases and sequence diagrams within
SysML [2]. However, an early, iterative and formal specification of requirements, with
the goal to execute and test these requirements specifications is not considered in these
approaches.

6 Summary and Outlook

In this paper, we propose a technology to continuously model behavior requirements
in an SoS context. Our approach supports requirements engineers in the iterative spec-
ification, modeling and testing of requirements. With the use of SMLK, the system
behavior can be modeled textually through scenarios. This scenario-based modeling
is close to how engineers communicate system behavior and hence enables a feasible
formalization of requirements. To further support and structure the formalization pro-
cess, we integrated SMLK with agile techniques and appropriate tooling. This fosters
the iterative formalization, and by testing the formalized requirements specifications,
we get early feedback about the expected system behavior and possible contradictions
in requirements. Due to the proposed coupling of inter- and intra- system scenarios,
we are also able to execute and test the system behavior on different hierarchy levels.

7https://bitbucket.org/crstnwchr/besos/
8https://bitbucket.org/jgreenyer/smlk/
9https://cucumber.io

10https://www.jetbrains.com/idea/
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And by integrating the BDD tool cucumber, we are able to specify the expected sys-
tem behavior with the help of features and usage scenarios written in natural language,
which supports the communication of expected system behavior in a multi-disciplinary
development team.

For future work, we plan to integrate our previous work [32] and the modeling
concepts shown in this paper with an automated test case creation proposed in [8] to
further reduce the modeling effort. Also, as already started in previous work [33], we
plan to integrate the results of this paper in an automotive development process and
validate the applicability within an ongoing research project. As shown in [32], we
are able to find contradictions in automotive requirements specifications, but the open
questions are if the approach is scalable and whether the effort for the requirements
modeling is justified.

Another possible direction for future work is focusing on stakeholder needs in a
SoS context. In this paper we already integrated the BDD approach to validate require-
ments and align stakeholder expectations. This could be done more systematically by
integrating goal modeling approaches [3].
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