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Abstract—Message queuing brokers are a fundamental build-
ing block of the Internet of Things, commonly used to store
and forward messages from publishing clients to subscribing
clients. Often a single trusted broker offers secured (e.g. TLS)
and unsecured connections but relays messages regardless of
their inbound and outbound protection. Such mixed mode is
facilitated for the sake of efficiency since TLS is quite a burden
for MQTT implementations on class-0 IoT devices. Such a
broker thus transparently interconnects securely and insecurely
connected devices; we argue that such mixed mode operation
can actually be a significant security problem: Clients can only
control the security level of their own connection to the broker,
but they cannot enforce any protection towards other clients. We
describe an enhancement of such a publish/subscribe mechanism
to allow for enforcing specified security levels of publishers or
subscribers by only forwarding messages via connections which
satisfy the desired security levels. For example, a client publishing
a message over a secured channel can instruct the broker to
forward the message exclusively to subscribers that are securely
connected. We prototypically implemented our solution for the
MQTT protocol and provide detailed overhead measurements.

I. INTRODUCTION

Internet of Things (IoT) environments often rely on the
exchange of messages between plentiful devices; the multitude
of possible communication flows has led to the introduction of
message passing systems, better known as publish/subscribe
systems or message brokers. Quite obviously, a secure con-
nection between message senders (publishers) and message
receivers (subscribers) is important for many application areas.
The security of such systems clearly also relies on the security
of the message exchange facilitated by the broker [Thel5b].
Since IoT devices are quite heterogeneous and have very
different capabilities, e.g. some are not always online or
have limited computational or battery power [Kas18|], devices
might also have very different needs in terms of their security
goals / requirements in terms of confidentiality or origin
authentication of messages. A proper IoT system design should
therefore allow devices to specify security needs and enforce
them towards other devices.
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The role of the message broker is to facilitate data exchange
between loosely coupled endpoints by providing message
queuing, which decouples sending devices from receiving
ones. Thus, there is usually no direct relationship between
the publisher and the subscriber and one must rely on the
broker to enforce a a given security level. We implemented
such a broker as a prototype, based on the Message Queuing
Telemetry Transport (MQTT) protocol, one of the most com-
mon protocols in the IoT [Skel9]. MQTT enables efficient
communication even with limited computational power and
constrained resources [BBBGI19]|. Essentially, the broker al-
lows clients to publish (send) messages belonging to a specific
category, usually referred to as topic. A published message is
then stored and forwarded by the broker to all clients that
signalled their interest by subscribing to that message’s topic.
The participating entities are usually refered to as publishers
and subscribers. If messages contain privacy-sensitive data,
then exchanging these messages without suitable protection
can easily be a significant security problem [FOP™16|. Fur-
thermore, many devices autonomously send information to
the manufacturer’s servers which allows for insights into the
physical activities at the location where the devices are in use
[KPS20].

Two attacks are possible with message queuing systems that
do not secure the communication between their senders and
receivers (see Fig. [T), which is the case with a plain usage
of the MQTT protocol: Firstly, confidentiality can be com-
promised and unauthenticated third parties can read arbitrary
messages. Second, unauthenticated third parties might even
create their own messages and inject them into the system,
thus compromising integrity. The MQTT protocol is known to
have several critical security issues in its default configuration,
ie.: if implemented/configured without additional security
mechanisms [[ARH17|]. These problems have mainly arisen
over time, as the protocol at the time of development had other
objectives than security, simply because it was not considered
to be significant at that time [Thel5a] as one relied on physical



security or other protection mechanisms. This has changed
significantly over time. Application areas like automotive,
smart home, logistics or transportation sectors, where MQTT
is widely used, now consider security as one of the primary
objectives. Compromising integrity and confidentiality of mes-
sages by third parties in the message queuing system can
therefore have fatal consequences. [HBK18]|

The standard solution here is to enable encryption and
authentication between the clients (subscribers and publishers)
and the broker based on the well established [| and scruti-
nised [CHSvdM16]], [DG21] transport layer security (TLS)
protocol. The clients can then authenticate the broker and
the broker can authenticate the clients using certificates or
usernames and passwords. The client’s secure connection will
then end at the broker, which is generally seen as trusted.
However, some IoT clients are too restricted to use TLS-
secured connections, either not for all interactions, or not at all;
many message queuing systems allow clients to connect over
secured (e.g. using TLS) as well as non-secured connections
to a broker. Such a broker might then relay messages between
clients connected with a different level of security and forward
a message received over TLS via an non-encrypted connection
(see Fig. [I). The securely connected client of a broker can-
not enforce secure connections on other clients and prevent
forwarding over insecure connections as shown in case 2 and
3 of Fig.[I} One could isolate non-secured connected devices
from securely-connected ones, but this would either disable
sensible message flows, or require many more devices to use
TLS, which is costly in terms of compute power or run-time.

The rest of this paper is organised as follows: We propose a
solution that enables hybrid security levels among connected
clients, so clients can connect over secured as well as non-
secured connections; we achieve this by extending the trusted
broker to enforce a certain level beyond the initial connection
on a fine-grained, per message or per topic, policy. A thorough
analysis of the problem underlying the MQTT protocol is
presented in Section[[l} we compare our novel, broker-enforced
solution to related work in Section The solution was
prototyped for MQTT, and we argue in Section that the
concept of an expansion to enforce security levels beyond the
broker does generally not require to change the existing clients.
Adjustments to the MQTT clients would of course allow
optimisations in signalling the intended security level. We
measured the overhead of TLS, which is saved when the client
could decide to not facilitate a TLS connection for certain
messages or topics: Section presents measurements of
the overhead in runtime of TLS for a device from the smallest
clas of IoT devices [KAI16|, i.e. a Wemos D1 mini with
the ESP8266EX chip running at 80/160MHz and only 50kB
of RAM and up to 16MB external SPI flash [Esp20]. In
Section we discuss how our approach relates to prior
work, like end-to-end or multi-lateral security and conclude

Isee |https://transparencyreport.google.com/, or https://telemetry.mozilla.org/
2(lass-0 is defined as the group of IoT devices with less than I0KB RAM
(Data size) and less than 100KB ROM (Code size) [KA16|
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Legend: communication flow: non secured: —# secured, e.g. TLS: =9

Fig. 1. The four different cases of message forwarding when relaying
messages between clients connecting secured and non-secured to the broker

II. PROBLEM: NO DIFFERENTIATION OF INCOMING OR
OUTGOING SECURITY GOALS

We will start with recalling some details of the MQTT pro-
tocol and its entities before we describe the general problem
of the missing differentiation between the security goals of
clients in hybrid broker environments in Section [[I-D|

A. MQTT protocol and its entities

An MQTT client is in principle any device that speaks
MQTT over a TCP/IP stack, i.e. that runs an MQTT library and
can connect to an MQTT broker via a network. Furthermore,
MQTT clients are distinguished between MQTT publisher and
MQTT subscriber. Whether a client is a publisher, a subscriber
or even both depends on whether the client sends messages
(publisher) or receives messages (subscriber). The messages
here are assigned to a certain topic, which categorizes the
messages according to their subject. In MQTT, the term
“topic” refers to a UTF-8 string that can consist of several
different levels which are separated by a forward slash (/7).
[Thel9]

For example, a smart thermometer located in the kitchen
of a house could act as an MQTT publisher and send the
current temperature of the kitchen as an MQTT message.
The corresponding topic for this would be, for example,
“home/kitchen/temperature”. In turn, another device, such
as a home owner’s mobile phone, could act as an MQTT
subscriber, monitoring the important values of the house, such
as temperature, humidity, electricity etc. To do so, the MQTT
subscriber would have to subscribe to the topic “home” to
receive all messages that have ”home” as the first topic-level.
At this point, it should be noted that in the remaining parts
of the paper we will use the term ”"TCP client” as a synonym
for any MQTT client that uses plain TCP as the underlying
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transport protocol and does not implement any additional
security measurements to address the vulnerabilities of MQTT.
Any client that uses TLS in addition to TCP will be referred
to as a "TLS client”.

The MQTT Broker is certainly the most important compo-
nent of the MQTT protocol. It constitutes the interface between
the MQTT clients and manages the exchange of messages
between them. The MQTT broker thereby ensures that the
messages of a certain topic sent by an MQTT publisher are
forwarded to the MQTT subscribers which have subscribed to
this topic. In addition, the broker also handles the management
of the persistent sessions as well as the authentication and
authorization of the clients. Since this component is often
directly exposed to the Internet, it is particularly important to
ensure security, scalability, monitoring and failure resistance
of the broker. [Thel9]

The minimum requirement for an MQTT system to be
functional and useful at the same time is to include (i) a
central broker, which forwards the incoming messages of the
publishers to the respective subscribers (ii) a subscriber, that
receives messages of at least one topic, and (iii) a publisher,
that sends a message to that topic. The subscriber and the
publisher may also be the same client.

For simplicity the message flow between one publisher,
one broker and one subscriber in Fig. [I] shows only the
message and implicitly assumes that publisher and subscriber
use the same topic. Moreover, Fig. || is simplified by having
only one publisher and only one subscriber; in general the
publish/subscribe architecture is best fitting if there are one-
to-many or even many-to-many relations, e.g. m subscribers
are listening to the messages of n publishers.

In reality the MQTT brokers and the protocol are built
to scale up to large amounts of clients, subscribers as well
as publishers [MK20], [BBBG19]. Last but not least, Fig. E]
is simplified in respect to the MQTT protocol itself, as
MQTT would actually require an initial handshake (CONNECT
message) and has acknowledgment messages that indicate the
successful reception of commands for connection, subscription
and publication (CONACK, SUBACK and PUBACK).

B. Trust assumptions among subscribers, publishers and bro-
kers

In a publish/subscribe message queuing system the clients
trust the broker to process the messages correctly, i.e. the
publisher trusts the broker to forward the message to all
interested subscribers. Subscribers trust the broker to deliver
them all messages of their indicated interest, e.g. the topic
they subscribed to.

To increase the security each client can secure the con-
nection to the broker. As discussed this can be done using
the MQTT protocol over TLS. Current implementations of
MQTT brokers allow to enable TLS and once configured
the broker enforces TLS for all clients and strictly rejects
all other connection types, such as plain TCP. Devices with
even fewer resources than the client in our experiments (e.g.,
Class-0 IoT devices as defined by [KA16]) could thus become

\ Insecure Connection TLS Connection

Average Time 9.54 ms 3207.53 ms

Standard Deviation 3.69 ms 153.57 ms

Minimum Time 4.00 ms 3162.00 ms

Maximum Time 40.00 ms 5271.00 ms
TABLE I

TIME TO ESTABLISH AN INITIAL CONNECTION BETWEEN CLIENT AND
MQTT BROKER. TIME MEASURED FROM CONNECTION ESTABLISHMENT
(= SENDING CONNECT) TILL THE CONNACK PACKET IS RECEIVED.
TLSv1.2 wiTH ECC (CURVE25519) 256 BIT KEYS AND CIPHERSUITE
ECDHE-ECDSA-AES256-GCM-SHA384. MQTT BROKER IS ECLIPSE
MOSQUITTO (VERSION 1.4.10) ON RASPERRYPI 3B+. NUMBER OF
MEASUREMENTS: 500

excluded from the system, as they are not able to allocate
sufficient resources for performing a full TLS handshake and
are therefore not TLS-capable. For MQTT in particular, it
is also conceivable that many of the devices do not require
security-sensitive message exchanges and thus have no need
for a secure communication channel with the broker. Hence,
it would be an unnecessary additional consumption of already
rather scarce resources if these devices all had to use TLS.
This is why the broker could be deployed in a hybrid or mixed
mode, supporting both secured and non-secured connections
of its clients.

C. Hybrid or mixed mode brokers and TLS on small devices

To not limit the connection to TLS-capable devices only
—as discussed above— many MQTT brokers, such as HiveMQ
or Mosquitto, allow the configuration of multiple so-called
listeners. Each listener enables the specification of one out of
several different connection types [HMQnd]. For instance, it is
possible to configure a broker such that it accepts connections
from clients using both plain TCP (port 1883) and TLS
(port 8883) simultaneously. A client can then decide which
connection type is most suitable for its purposes. Providing
the possibility for clients to choose the connection type in-
dependently is particularly useful for clients with unreliable
network connections, limited available bandwidth or highly
limited resources. After all, in some cases it is more important
to have a reliable, but possibly insecure connection in order
to be able to transfer all data reliably. [HMOQnd]]

The performance in terms of runtime for a TLS connection
in comparison to a non-secured connection are shown in
Table [l On average, it takes roughly 335 times longer (more
than 3 seconds) to establish a connection using TLS. The work
of King and Awad [KA16| even observed a delay of up to 24
seconds for certain IoT devices, even though their test setup
used DTLS, which is a more efficient and resource-saving
version of TLS. For many systems, such a performance loss
is intolerable.

D. Problem: No enforcement of incoming or outgoing clients’
security goals beyond the broker

We have identified the following problems of clients want-
ing to use mixed-mode brokers. By mixed-mode brokers
we refer to brokers offering non-secured as well as secured
connections to their clients, but relaying messages based on the



clients topics and not taking into account the security level of
their client’s connection. For simplicity we differentiate only
two security levels: non-secured and secured. In practice ’se-
cured’ means to send MQTT messages over a TLS connection
while 'non-secured’ uses just TCP. Thus, we either protect a
message’s confidentiality and integrity, or not. It would be
straightforward to extend our proposed solution to more than
two and thus more fine grained security levels.

1% problem:

Client subscribing via a secured connection to a mixed-
mode broker has no information about the security level
of the connection of publishers, i.e. from a subscriber’s
perspective the received message is looking the same in
case 1 (published secured) and case 3 (published non-
secured) of Fig. [T}

problem:

Client publishing via a secured connection to a mixed-
mode broker can not enforce the security level of
the connection of subscribers, i.e. from a publisher’s
perspective the sent message could either flow to the
subscriber like in case 1 (secured) or as in case 2 (non-
secured) of Fig.

Thus, in a mixed-mode environment there is a risk that the
confidentiality or integrity of the message is only protected
from the publisher to the broker, or only from the broker to the
subscriber — but it is never enforced beyond. More flexibility
would allow a client to enforce security levels beyond the
broker if the application demands it, but also allow to not
enforce this where needed:

271(1

15t scenario:
Publisher wants to extend security level enforcement
beyond the broker to the subscribers

274 scenario:
Subscriber wants to extend security level enforcement
beyond the broker to the publishers

374 scenario:
Publisher relaxes the security level for future communi-
cation beyond the broker to the subscribers

4th scenario:

Subscriber relaxes the security level for future commu-
nication beyond the broker to the publishers

This flexibility is currently not enforceable within the existing
publish/subscribe model and not found in existing implemen-
tations.

III. RELATED WORK

The Message Queue Telemetry Transport protocol is a data
transfer protocol developed to transfer data at the lowest possi-
ble cost. Additional mechanisms for protecting confidentiality
and integrity were neglected accordingly [ThelS5c]. It replaces
the typical end-to-end connection between devices in such
a way that data producers and data users are decoupled. It
is the origin of the Client-to-Broker architecture particularly
used in the modern IoT. [Got14]] The latest MQTT specifica-
tion [BBBG19] defines the protocol as follows: "MQTT is a

Client Server publish/subscribe messaging transport protocol.
It is light weight, open, simple, and designed so as to be
easy to implement. These characteristics make it ideal for
use in many situations, including constrained environments
such as for communication in Machine to Machine (M2M) and
Internet of Things (IoT) contexts where a small code footprint
is required and/or network bandwidth is at a premium.”. The
protocol in general runs over TCP/IP or over any other network
protocol that provides ordered, lossless and bi-directional
connections [BBBG14].

As shown in the previous chapters, the MQTT protocol
includes a number of vulnerabilities in its default state. Many
other authors have therefore analyzed the protocol for its
vulnerabilities and presented methods to address these vul-
nerabilities. Andy et al. [ARH17] analyzed the number of
freely available MQTT brokers with the help of Shodan. In
addition, they demonstrated how attackers can violate the goals
of data privacy, authentication, and data integrity in MQTT-
based systems based on numerous scenarios. As a security
measure against these numerous attack vectors, they propose
the implementation of a security mechanism - specifically,
the use of TLS. Harsha et al. [HBK18| also examined the
possible attacks on MQTT based systems. In addition to the
attacks already mentioned by Andy et al. [ARHI7], they
illustrate how MQTT specific features such as wildcards can
be exploited to subscribe to all topics simultaneously without
knowing the specific topic name. Thus, they demonstrate how
an attacker can disclose a maximum amount of information
from an MQTT based system. Furthermore, the authors prove
that the integrated authentication mechanism of MQTT in the
CONNECT message (= username and password authentica-
tion) is ineffective without additional protection mechanisms
to ensure confidentiality, since the credentials are transmitted
in plaintext and thus freely accessible to all attackers who are
able to read or intercept network packets.

To address these vulnerabilities, Harsha et al. [HBK1S]
suggest the use of TLS or any mechanism for the encryption
of the payload in combination with Access Control Lists
(ACL) which define the access policies for a certain topic,
i.e. which client can interact in which way with which topic.
Finally, the authors demonstrated that TLS in combination
with ACL can mitigate all of their defined attack-scenarios
that previously violated the goals of confidentiality, authen-
tication and integrity. Closest to our approach is the TLS-
proxy and firewall approach that was presented by Vucnik et
al. [VvKM19]. The authors implement a proxy that enforces
TLS encrypted MQTT traffic for certain clients while allowing
a non-secured plain TCP connection from others, e.g. those
connected via the local network as local clients are seen
as trustworthy. Their approach does not allow the clients to
request the broker-mediated protection beyond the broker on
a fine grained level of topics or messages, but just enforces
it based on physical network location. It would be subject
to future work to enhance our approach to take the physical
network position into account when our broker is making the
decision to forward messages.
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Fig. 2. Our proposal: Trusted enhanced broker enforces publisher’s security
level

IV. BROKER TO ENFORCE SECURITY LEVELS BEYOND THE
BROKER

As we have presented the clients are in need to be able
to specify the security levels that they would want to see
enforced. In Fig. 2] we have shown the intervention of the
broker when the publishing client would like to enforce its
security level of requiring secured connections beyond its own
connection to the broker. To enforce this the message m’
shown in Fig. [2] is no longer forwarded by the broker to a
subscriber that connected only over a non-secured channel.
The same would hold true for the enforcement of the security
level of a subscriber, i.e. for a secure subscriber the broker
would not forward —and thus the subscriber would not receive
messages— published by non-secured publishers, which is
depicted for message m’ in Fig. 3] We have termed the request
to uphold the security level of the client to other clients beyond
the broker as follows: broker-mediated client-to-client security.

A. Client-to-client security mediated by the broker

In the existing publish/subscribe model the brokers are
trusted to forward messages. In our solution the extended
broker must be additionally trusted to enforce the clients
security level. In a conventional MQTT system with a broker
that only offers one type of connection, the clients are always
aware of the achieved security goals when it comes to the
connection of other clients, since each client has the same
committed conditions which can then also be expected from
other clients. In the case the broker only allows TCP connec-
tions the publisher sends the MQTT message in plaintext to the
broker, which then distributes the message in plaintext to the
subscribers. Both publisher and subscriber have an insecure
connection to the broker and therefore do not expect any
security measures to be implemented on the path from client
to client by any means. In the case of TLS enforcement of the
broker, a publisher sends the MQTT message over a secure
communication channel to the broker. The broker in turn
forwards the message to the corresponding subscribers also
over a secure communication channel. TLS thereby ensures
the security goals authentication, confidentiality and integrity

of the message during the communication of client and broker.
All participating clients therefore can expect these security
goals to be continuously guaranteed, i.e. from the moment the
publisher sends the message to the broker and then from the
broker to the moment the subscriber receives it.

Due to the Client-to-Broker architecture in MQTT, we can-
not speak of end-to-end security when we mean that an MQTT
message is secured in terms of authentication, confidentiality
and integrity continuously on all paths throughout the network,
i.e., from publisher to broker and from broker to subscriber.
Therefore we introduce a new term, called Client-to-Client
security. Client-to-Client security in MQTT, by definition, can
only be guaranteed under the assumption of a trusted and
non-compromised broker, as the broker always acts as an
intermediary between the clients. With the introduction of
multiple Listeners, the assurance of having Client-to-Client
security changes. Assuming a broker offers both TCP and
TLS for the connection establishment with clients, then it
can no longer be ensured that a message sent or received
by a TLS client has actually been secured by measurements
for authentication, confidentiality and integrity continuously
throughout all paths through the network, since TCP clients
can also interact with TLS clients, as previously discussed in
Section This security problem occurs on the interaction
of a TLS publisher with a TCP subscriber (as depicted in
case 0 of Fig.[T) or a TCP publisher with a TLS subscriber
(case 3 of Fig. [I)) by the help of the broker, the message is
transmitted insecurely over the network at least one time and
therefore violates the security goal of Client-to-Client security.

Thus, we speak of broker-mediated client-to-client security
for the remainder of this work.

B. Enforcement of the same level of client-to-client security
between clients by an enhanced broker

For an enforcement by a trustworthy broker, it is upfront
important for the broker to detect a conflict between the
interests of a publisher and the ones of the current and
future subscribers. First, the broker needs to identify and
retain the security level of the client by inspecting incom-
ing message on publish requests (PUBLISH) or subscription
requests (SUBSCRIBE). Second, the broker needs to detect
the conflicts between the security levels and act accordingly
on every message forwarding action. We enhanced the broker
to check the MQTT protocol field User Properties, in
which our modified client can signal its wish for enforcement
of its own security level beyond the broker. While this requires
a small modification on the client side, one could also work
with unmodified clients and just assume their intention for
a certain security level from their current connection type.
For example messages like PUBLISH or SUBSCRIBE when
received over a secured connection, e.g. TLS, would result in
the broker assuming that they want to have an enforcement of
their security level beyond the broker. The latter would then
only require the clients to switch from a secure to a non-
secure connection and vice-versa depending on their desired
enforcement.



When a broker receives a PUBLISH message the broker
must decide whether the message may be forwarded. We
consider the following cases based on the MQTT protocol
and TLS or plain TCP connected clients:

1) Securely connected publisher sends message and
requests to enforce Client-to-Client Security:
If the MQTT publisher is connected via TLS and
has informed the MQTT broker that Client-to-Client
security should be enforced by including the respective
User Properties in the CONNECT or PUBLISH
message, then the broker checks whether the subscribers
meet the requirements of Client-to-Client security, i.e.
whether they have implemented mechanisms for secur-
ing authentication, confidentiality and integrity, before
the PUBLISH message is forwarded to the subscribers.
If a subscriber fulfils these requirements, e.g. when the
subscriber is also connected to the broker via TLS, the
broker forwards the PUBLISH message to this sub-
scriber. All subscribers that do not meet the requirements
e.g. if they are connected via plain TCP, will be denied
access to this PUBLISH message.

2) Non-Secure Publisher sends message and subscriber
has requested to enforce Client-to-Client Security:
If the MQTT publisher is connected via plain TCP, the
broker checks whether there are any MQTT subscribers
that have the requirement to enforce Client-to-Client
security and are connected to the broker via TLS.
The PUBLISH message will thus not be delivered to
these clients. All other subscribers —all TCP subscribers
and the TLS subscribers that have not specified the
requirement for Client-to-Client security— will receive
the message.

3) In all other cases, the MQTT PUBLISH message can
be directly forwarded to the subscriber in the usual way.

C. Possibility to extend to the security goals

Note, it is possible to define more fine-grained security
goals. For the sake of simplicity this work only discusses
two distinct level of security, secured (e.g. via TLS) and
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Fig. 3. Our proposal: Trusted enhanced broker enforces subscriber’s security
level

non-secured (e.g. plain TCP) connections. However, our
approach can be extended to contain any types of security
parameters which would allow to be compared against
each other in order to let the broker derive a security
level that is sufficient for both clients. For example, one
could be technically far more specific what type of TLS
protection is required by specifying the exact list of TLS
cipher suites to be used, e.g. specify that ephemeral Diffie-
Hellman shall be used with an RSA algorithm using a
certain key length and a certain hashing algorithm like
TLS_ECDHE_ECDSA_WITH_AES_256_GCM_SHA384.

This could be used to provide integrity of messages only
via choosing non-encrypting TLS ciphersuites. But it could
also be extended to take into account the level of security
protection by other means, e.g. integrity protection by
signatures on the message level directly [P615]], but it seems
to be preferably to favour ECDSA over RSA for less resource
consumption [BSPF16] on IoT devices. Another extension
could be to segregate communication by network location,
e.g. from outside a trusted network, or when transmitted
via VPN. This is left as future work, but our framework
is extensible in this respect. Sole requirement is that the
broker remains able to compare the security goals to identify
the minimum level to make a decision which messages to
forward to whom in order to achieve client-to-client security.

V. BROKER-MEDIATED ENFORCEMENT IN RELATION TO
OTHER GENERAL SECURITY CONCEPTS

We have presented an enhancement of the broker, that is
extended to be trusted to only selectively forward messages
in order to uphold a requested security level by one cor-
responding client (publisher or subscriber) also beyond the
broker to other corresponding clients. We have termed this
broker-mediated client-to-client security in order to highlight
the following: i) each corresponding client requests a security
level to be enforced beyond the broker to another client and
ii) the broker is doing the enforcement and thus needs to
be trusted beyond just forwarding messages to all interest
correspondents. In the following we want to briefly highlight
that the client could remain unchanged, how our concept
relates to other approaches and discuss the overheads of our
enhancements.

A. Compatibility to existing MQTT clients without changing

The good news is that the enhancement could be used
without the need to adjust or update MQTT clients, just the
broker. Of course the clients would then not be able to signal
their requested protection level freely, as they are not aware
of the additional MQTT flags/headers. However, one could
implement default or even complex policies for devices or
topics or use the usage of TLS secured connections as an
indicator which level the client wants to uphold, e.g. if the
subscriber connects with extra burden via TLS it could be
assumed that it wants to listen only to authentic incoming
messages coming from secured connections. For increased
interconnection, one could also assume that legacy clients



would not want to uphold their own security level beyond the
broker, leaving the problem still unsolved for legacy clients.

B. Comparison to other approaches

1) Multilateral security: The notion “multilateral security”
was already established in the 1990s [Ran93]] and early 2000s
[RanO1], [PfiO1]], [CKOI] and is defined as follows: “Mul-
tilateral security considers different and possibly conflicting
security requirements of different parties and strives to balance
these requirements. It means taking into consideration the se-
curity requirements of all parties involved. It also means con-
sidering all involved parties as potential attackers” [RanOl1]].
In a later publication [Pfi01]], the term was narrowed down to
the following requirements:

1) Each party has its particular protection goals.

2) Each party can formulate its protection goals.

3) Security conflicts are recognized and compromises ne-
gotiated.

4) Each party can enforce its protection goals within the
agreed compromise.

Besides, it is also clarified that the security properties must be
dynamically adaptable [Pfi01] and that "Multilateral Security
does not necessarily enable every participant to enforce all
of her individual security goals, but at least it provides
transparency of the security of an action for all parties
involved” [CKO1]. So, while the definitions and formulations
of the various authors differ, they basically all state the same
essential requirements. Our solution achieves the requirements
1-3, as each client can identify its security goals and the
broker recognises conflicts between these stated goals and if
possible enforces them. When discussing requirement number
4 one could treat the combination of a client and a trusted
and enhanced broker as a single party. Broker and publisher
can then enforce the security level desired by the publisher
beyond the broker towards other subscribers; and broker and
subscriber together can enforce it towards publishers. If one
would treat the broker as an individual party in the above
meaning, then requirement 4 can not be fulfilled by publishers
nor subscribers alone and thus requirement no. 4 could not be
met.

2) End-to-end security: The term end-to-end security ap-
plied to the publisher subscriber interaction would mean that
the broker is only able to break availability by maliciously
dropping messages, but the clients would be capable of
upholding confidentiality and integrity [Po15], [BSPF16] of
messages exchanged even if the broker is malicious and reads
or modifies messages. This would allow clients to put less trust
into the broker, e.g. broker could be honest (forward messages)
but be curious (break confidentiality) or even actively tamper
with the message as end-to-end means that the client on the
other end of the communication will notice. This is different
to the broker-mediated client-to-client security as it requires
a more trusted and enhanced broker. However, client-to-client
removes the burden of having to maintain individual keys and
trust relation among clients.

3) Other network security notions: As discussed in the
related work section, there are approaches to place a trans-
parent TLS proxy and a firewall to secure MQTT brokers.
Vucnik et al.’s approach that ensures traffic traverses through
the proxy and not directly by placing the firewall and proxy
in front of a plain MQTT server [VVKM19]. As discussed our
approach is more versatile and different as we allow the clients
to relax their own security level which would not be possible
with the transparent TLS proxy. However, following the idea
and borrowing network security terms, one could describe our
proposed solution as a firewall inside the broker to separate
or segregate the message flows. For clarity we decided to not
mix existing, clearly defined terminologies and decided to call
it broker-mediated client-to-client security.

C. Overheads in prototypical implementation

In the context of this paper, we developed a first prototype
of an MQTT broker that, as described in Section takes
into account the desired security levels of the clients and, if
necessary, performs operations to enforce them even beyond
the broker. For the implementation we chose the programming
language Python 3.8.5, as one of our main goals was to
design the code as comprehensible as possible, so that other
developers can adopt the concepts for their own purposes, e.g.
for the extension of existing MQTT brokers such as HiveMQ
or Mosquitto.

In our conducted experiments to determine the resulting
overhead of our approach, we considered two different aspects:
(1) the overhead per MQTT message and (2) the computational
overhead on the side of the broker, which arises from the
enforcement process. Our observations regarding the message
size are the following: (1) if the broker implicitly determines
and enforces the desired security level of the clients based on
their connection types (secured or non-secured), no additional
information has be to included in the various MQTT messages
and (2) if the MQTT clients should be able to indicate their
desired security levels to the broker, it requires a minimum
of 7 additional bytes (in the User Properties field of
the MQTT message, which was introduced in MQTT version
5). This User Property field either has to be added once
when the connection to the broker is established (i.e. in
the CONNECT message) to define the security-level for all
subsequent PUBLISH/SUBSCRIBE messages or alternatively
it can also be added in each PUBLISH/SUBSCRIBE message
individually to enable an even more fine-grained definition
of security levels. With an extension to the current MQTT
specification i.e. with the introduction of a new, dedicated
identifier for security-levels in the MQTT message, we would
even be able to reduce the overall message overhead to 2
additional bytes (1 byte for the identifier and 1 byte for the
security-level).

In order to determine the resulting computational overhead,
we measured the time it takes on the broker-side to forward
an incoming PUBLISH message to a subscriber. The time is
measured from the receipt of the message to the transmission
of the message to the subscriber. We measured this for normal



broker behavior, i.e. messages are forwarded without any
enforcement of security levels beyond the broker, as well as for
our extended broker behavior i.e. security levels of the clients
are enforced beyond the broker. Our 500 simulation runs show
that there are no significant performance differences between
these two approaches (median 109ms for the normal behavior
and 111ms for the extended behavior).

Here, it should be noted that this is only a prototype, which
focuses purely on functionality and does not implement any
optimizations. It is therefore conceivable that there may well
be greater differences in the case of performance optimiza-
tions. In the current state of our research, however, we could
not observe any significant performance differences.

VI. CONCLUSION AND FUTURE WORK

In this paper we have shown the importance of security
aspects in publish/subscribe based message queuing systems
and pointed out the existence of a fundamental problem in
today’s systems if they are deployed allowing mixed lev-
els of security in their connection to the clients. We have
exemplified the problem, as well as our solution, with real
implementations of TLS and plain TCP connections to an
MQTT broker. The resulting problem of clients being unable
to control the enforcement of security levels beyond the
broker can either be solved by strictly isolating non-secured
from secured clients, or it requires all devices the burden
of constantly being connected over TLS. The former hinders
a multitude of possible communication flows that might be
totally acceptable and intended. For the latter, we (and other
works) have demonstrated an impact on smaller devices which
makes it impossible in many environments to enforce TLS on
all clients.

Even though there are many available security mechanisms
that address these problems, there are still more than 150,000
MQTT systems freely accessible via the Interneﬂ

There are reasonable justifications for an MQTT based
system to neglect the usage of those security mechanisms,
especially the usage of TLS. However, TLS is able to mitigate
many and most importantly the most severe attack vectors.
We have found that one of the main reasons for neglecting
the usage of TLS, is the immense negative impact of TLS
on the duration of the connection establishment between
the MQTT client and the MQTT broker - the connection
establishment using plain TCP takes 10ms on average,
while the TLS connection establishment takes 3208 ms.
This performance loss occurs, as handling the additional
computational overhead of TLS often poses a challenge for
the resource constrained IoT devices. As a response, we
have presented our broker-mediated enforcement to make
the use of TLS in MQTT-based systems more fine-grained
and thus the extra effort spent for TLS more tolerable. In
our concept, which we have prototypically implemented,
an MQTT broker can be configured to accept multiple
connection types, such as TCP and TLS, simultaneously. As

3https://www.shodan.io, search query *mqtt’, Accessed: 17.01.2021

a result, TLS can be enforced exclusively on devices that
are in need of TLS protection, rather than enforcing it on all
devices, which currently is the state-of-the-art. Or it can be
enforced for certain topics or messages only. In this paper,
we have subsequently presented and defined a new security
model for message queuing publish/subscribe systems that
follows the approach of multilateral security. Our enhanced
broker enforces what we termed Client-to-Client security,
i.e. a continuous protection of authentication, confidentiality
and integrity of the message on all ways throughout the
network mediated by the broker from the publisher to the
subscriber or vice versa. It allows the clients to define
their security on a fine-grained level (e.g. per subscribed
topic or per published message). Furthermore, we have
provided a first implementation for MQTT brokers and
MQTT clients that successfully realizes multilateral security
in MQTT based systems. By extending the OASIS MQTT
specification, we would be able to improve the method of
transferring the client’s security goals significantly with
respect to the overhead of Multilateral Security (from a
minimum of 7 bytes to fixed 2 bytes). Overall, however,
with the current state of research of Multilateral Security in
MQTT based systems, a new level of security can be achieved.

In future work we will try to integrate the enhanced
functionality into established MQTT brokers such as
Mosquitto or HiveMQ. Based on these results, further
techniques can be developed to improve the overall
performance of enforcement of security-levels beyond the
broker.

It is also important to clarify whether current smart devices
are even capable of supporting the indication of their desired
security-levels, i.e. whether these devices support MQTT
version 5 and if it is possible to specify the necessary User
Properties, or whether the enforcement beyond the broker
can only be realized in practice through enforcement based on
the connection types; as noted in Sect. [V-A]our solution would
not require changes on the clients” MQTT or communication
stack.

Another aspect to be clarified is how the full trust of the
MQTT client into the MQTT broker can be relaxed: Among
the possibilities it would be conceivable to use homomorphic
encryption to hide specific information of an MQTT message,
that should not be revealed to the MQTT broker.

Finally, it is worth investigating whether well-established
light-weight alternatives to the TLS protocol can lead to
improvements that are worth the reduced security offered by
light-weight cryptography.
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