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Foreword

Software Technologies: Applications and Foundations (STAF) is a federation of
leading conferences on software technologies. It provides a loose umbrella organization
with a Steering Committee that ensures continuity. The STAF federated event takes
place annually. The participating conferences and workshops may vary from year to
year, but they all focus on foundational and practical advances in software technology.
The conferences address all aspects of software technology, from object-oriented
design, testing, mathematical approaches to modeling and verification, transformation,
model-driven engineering, aspect-oriented techniques, and tools. STAF was created in
2013 as a follow-up to the TOOLS conference series that played a key role in the
deployment of object-oriented technologies. TOOLS was created in 1988 by Jean
Bézivin and Bertrand Meyer and STAF 2018 can be considered as its 30th birthday.

STAF 2018 took place in Toulouse, France, during June 25–29, 2018, and hosted:
five conferences, ECMFA 2018, ICGT 2018, ICMT 2018, SEFM 2018, TAP 2018, and
the Transformation Tool Contest TTC 2018; eight workshops and associated events.
STAF 2018 featured seven internationally renowned keynote speakers, welcomed
participants from all around the world, and had the pleasure to host a talk by the
founders of the TOOLS conference Jean Bézivin and Bertrand Meyer.

The STAF 2018 Organizing Committee would like to thank (a) all participants for
submitting to and attending the event, (b) the Program Committees and Steering
Committees of all the individual conferences and satellite events for their hard work,
(c) the keynote speakers for their thoughtful, insightful, and inspiring talks, and (d) the
École Nationale Supérieure d’Électrotechnique, d’Électronique, Hydraulique et des
Télécommunications (ENSEEIHT), the Institut National Polytechnique de Toulouse
(Toulouse INP), the Institut de Recherche en Informatique de Toulouse (IRIT), the
région Occitanie, and all sponsors for their support. A special thanks goes to all the
members of the Software and System Reliability Department of the IRIT laboratory
and the members of the INP-Act SAIC, coping with all the foreseen and unforeseen
work to prepare a memorable event.

June 2018 Marc Pantel
Jean-Michel Bruel



Preface

This volume contains the proceedings of ICGT 2018, the 11th International Conference
on Graph Transformation held during June 25–26, 2018 in Toulouse, France. ICGT
2018 was affiliated with STAF (Software Technologies: Applications and Founda-
tions), a federation of leading conferences on software technologies. ICGT 2018 took
place under the auspices of the European Association of Theoretical Computer Science
(EATCS), the European Association of Software Science and Technology (EASST),
and the IFIP Working Group 1.3, Foundations of Systems Specification.

The aim of the ICGT series is to bring together researchers from different areas
interested in all aspects of graph transformation. Graph structures are used almost
everywhere when representing or modeling data and systems, not only in computer
science, but also in the natural sciences and in engineering. Graph transformation and
graph grammars are the fundamental modeling paradigms for describing, formalizing,
and analyzing graphs that change over time when modeling, e.g., dynamic data
structures, systems, or models. The conference series promotes the cross-fertilizing
exchange of novel ideas, new results, and experiences in this context among
researchers and students from different communities.

ICGT 2018 continued the series of conferences previously held in Barcelona (Spain)
in 2002, Rome (Italy) in 2004, Natal (Brazil) in 2006, Leicester (UK) in 2008,
Enschede (The Netherlands) in 2010, Bremen (Germany) in 2012, York (UK) in 2014,
L’Aquila (Italy) in 2015, Vienna (Austria) in 2016, and Marburg (Germany) in
2017, following a series of six International Workshops on Graph Grammars and Their
Application to Computer Science from 1978 to 1998 in Europe and in the USA.

This year, the conference solicited research papers describing new unpublished
contributions in the theory and applications of graph transformation as well as tool
presentation papers that demonstrate main new features and functionalities of
graph-based tools. All papers were reviewed thoroughly by at least three Program
Committee members and additional reviewers. We received 16 submissions, and the
Program Committee selected nine research papers and two tool presentation papers for
publication in these proceedings, after careful reviewing and extensive discussions. The
topics of the accepted papers range over a wide spectrum, including advanced concepts
and tooling for graph language definition, new graph transformation formalisms fitting
various application fields, theory on conflicts and parallel independence for different
graph transformation formalisms, as well as practical approaches to graph transfor-
mation and verification. In addition to these paper presentations, the conference pro-
gram included an invited talk, given by Olivier Rey (GraphApps, France).

We would like to thank all who contributed to the success of ICGT 2018, the invited
speaker Olivier Rey, the authors of all submitted papers, as well as the members of the
Program Committee and the additional reviewers for their valuable contributions to the
selection process. We are grateful to Reiko Heckel, the chair of the Steering Committee
of ICGT for his valuable suggestions; to Marc Pantel and Jean-Michel Bruel,



the organization co-chairs of STAF; and to the STAF federation of conferences for
hosting ICGT 2018. We would also like to thank EasyChair for providing support for
the review process.

June 2018 Leen Lambers
Jens Weber
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Introduction to Graph-Oriented Programming
(Keynote)

Olivier Rey

GraphApps, France
rey.olivier@gmail.com
orey.github.io/papers

Abstract. Graph-oriented programming is a new programming para-digm that
defines a graph-oriented way to build enterprise software, using directed
attributed graph databases as backend. Graph-oriented programming is inspired
by object-oriented programming, functional programming, design by contract,
rule-based programming and the semantic web. It integrates all those program-
ming paradigms consistently. Graph-oriented programming enables software
developers to build enterprise software that does not generate technical debt. Its
use is particularly adapted to enterprise software managing very complex data
structures, evolving regulations and/or high numbers of business rules.

Couplings in Enterprise Software

The way the software industry currently builds enterprise software generates a lot of
“structural and temporal couplings”. Structural coupling occurs when software and, in
particular, data structures, are implemented such that artificial dependencies are gen-
erated. A dependency is artificial if it occurs in the implementation but not in the
underlying semantic concepts. Temporal couplings are artificial dependencies gener-
ated by holding several versions of business rules in the same program, those rules
being applicable to data that are stored in the last version of the data structures.

Those couplings are at the very core of what is commonly called “technical debt”.
This debt generates over-costs each time a software evolves. Generally, the require-
ments change, the software is partially redesigned to accommodate the modification,
the data structures evolve, the existing data must be migrated, and all programs must be
non-regressed. In order to implement a small modification in an enterprise software, a
change in regulation for instance, overcoming the technical debt may represent up to
90–95% of the total workload [5, 6].

The software industry has, for a long time, identified the costs associated to
technical debts, and in particular those costs seem to grow exponentially with time [5].
That means that the productivity of any maintenance team of fixed size will constantly
decrease throughout the evolution process. In order to address this core issue of
enterprise software, a lot of engineering-oriented work-arounds can be found: design
patterns that are supposed to enhance software extensibility [1], software architecture
practices that define modules and layers inside an enterprise software [2, 4], or best
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practices for software refactoring to reduce the costs of the refactoring phase itself [3].
However, every software vendor knows that the core problem of the technical debt has
not been solved.

Graph-Oriented Programming

Graph-oriented programming is meant as an alternative programming paradigm not
collecting technical debts. This paradigm is based on three concepts: (1) Using directed
attributed graph databases to store the business entities without storing their relation-
ships in the entities themselves, i.e. there are no foreign keys; (2) Designing programs
so that the knowledge about relationships between entities (business nodes) is captured
in functional code located “outside” of the nodes, encapsulated in graph transformation
rules; (3) Using best practices in graph transformation design to guarantee a minimal or
even no generation of technical debt. This programming paradigm can be applied using
an object-oriented or functional programming language.

The expected advantages of using graph-oriented programming are multiple:
reusability of software is increased due to less software dependencies; multiple views
of the same data can be implemented in the same application; multiple versions of data
structures and business rules can cohabit, meaning that the software and the data can be
timelined; software maintenance can be done by adding new software rather than by
modifying existing software.

At last, graph-oriented programming enables to build a different kind of enterprise
software that proposes, through the use of a graph-oriented navigation, a new user
experience, closer to our mental way of representing things.

The Approach Taken at GraphApps

At GraphApps, we developed a graph-oriented designer in Eclipse whose purpose is to
model node and relationship types, as they occur in business applications, and to group
them in semantic domains. Code generators, coupled to the designer, generate
parameterized web pages proposing a default view of defined types of business entities.
For each semantic domain, an independent jar file is generated. In addition, we
developed a graph-oriented web framework, which loads the jar files and enables us
to integrate them in the graphical web framework. All domains can be integrated
without introducing any new code dependency. Each domain may include custom
code, in order to implement graph transformations, web page modifications, or new
pages. Moreover, the framework proposes reusable components that offer generic
reusable mechanisms such as business node classification (every business node can be
referenced in a tree of shared folders), business node timelines, navigation history,
personalized links between business nodes, or alternate navigation.

Those tools support a quick prototyping of large and complex applications, the
implementation of time-based business rules, and the cooperative work of several
teams collaborating to the same core model. The way the code is organized enables us
to modify the behavior of the core system, without having to modify existing code,
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migrating data, or performing non-regressing testing. We have used this set of tools for
many business prototypes and we are using it currently to build a complete innovative
aerospace maintenance information system (composed by many semantic domains)
from scratch.

Conclusion

The paradigm of graph-oriented programming enables us to build a new generation of
enterprise software that will be much easier to maintain and that can address the high
complexity of business entity structures and their life cycles, as well as time-sensitive
business rules. This paradigm may be used to rewrite a huge number of enterprise
software in the coming decades in order to decrease drastically the maintenance costs,
to enhance the capability of personalization of the software and to create new user
experiences by proposing more intuitive ways to navigate within the software.
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