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Abstract. The state of the art in vehicle configuration is still very much charac-
terized by a face-to-face sales situation. In addition, web browsers are becoming 
market places. But direct sales over the internet, without contact with a sales 
person constitute still a small segment of the market, of only a few percent for 
European manufacturers. The internet is more used as a medium to gather in-
formation. A standardised DIYD vehicle configuration is thus a must for Euro-
pean manufacturers today. This paper presents an Intelligent DIY e-commerce 
system for vehicle design, based on Ontologies and 3D Visualization, that aims 
at enabling a suitable representation of products with the most realistic possible 
visualisation outcome. The platform, designed for the automotive sector, in-
cludes all the practicable electronic commerce variants and its on-line product 
configuration process is controlled by an ontology, that was created using the 
OWL Web Ontology Language.  

1   Introduction 

This paper presents an intelligent and user-friendly e-commerce solution, by adopting 
additional technologies, such as a configuration utility, supported by an intelligent 
help desk system and 3D visualisation in a virtual reality environment. The focus of 
this paper is on the automotive sector; however the intention is that the system to be 
developed will be suitable for suppliers, and wholesalers, from other sectors, such as 
clothing, bicycles, etc. The conception of the system is as generic as possible, in order 
to facilitate knowledge transfer to other industrial sectors.  

The technical contribution of this paper is to present how to: (i) integrate and de-
velop a product Visualisation Tool, capable of handling different media types (2D and 
3D), (ii) introduce a novel configuration module, which is capable of integrating dif-
ferent functionalities, input and output devices, and (iii) provide enhanced workflow 
mechanisms and tools for an easy integration into modern legacy systems (ERPs). 

The implementation of this work has started in the context of the CATER Euro-
pean project (CN 035030), funded under the 6th EU framework, which aims to aims 
to deploy intelligent agents and knowledge management based N-business systems, 
that will support modular personalisation of the automotive products to the explicit  
as well as emotional needs and wants of the international clients, as well as mass 
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customisation and reverse engineering of product fulfilment and flexibility of ser-
vices, to meet the needs of customers, suppliers, sales, marketing and the concurrent 
engineering team and, within this framework, to develop a customisation database 
structure and functionality with exemplary product data for vehicle configuration.     

The described platform, called hereafter CATER platform, has been designed for 
industrial automotive design products, that can be configured on-line. The main mod-
ules of the CATER platform are the Intelligent Configurator Module (and its ontol-
ogy structure) and the 3D Visualisation Module. These two modules combined, 
comprise an advanced automotive design system, that offers different products and 
services to customers, based on their demand and not on a fixed product line.  

The paper is structured as following: in section 2 the intelligent configurator mod-
ule is presented, with special focus on its architecture and ontology structure. In sec-
tion 3 the 3D visualization module is analysed and in section 4 the e-shop solution 
and its integration with existing ERPs, is discussed. Finally, section 5 presents some 
experimental results and concludes the paper. 

2   Intelligent Configurator Module and Ontology 

The Intelligent Configurator module is a web based application, that allows the user 
to assembly vehicles, based on the available vehicle parts, that are being stored in the 
systems repository, maintained by the vehicle manufacturer. Figure 1 displays the 
Units of the Configurator module. 

 

Fig. 1. The Units of the Configurator Module 

The Assembly Unit allows the user to insert individual 3D objects to the scene, that 
can consist of a fully functional vehicle. The user can compose the desired vehicle 
according to his/her needs, by selecting the vehicle’s parts. The vehicle part and the 
texture selection processes are being controlled by the restriction mechanisms, that 
are generated from the system Ontology [1, 2, 3]. The main functionalities of the 
Assembly Unit are the following: (i) Insertion of 3D object parts, (ii) Selection of 
texture and (iii) Assembly process based on rules (e.g. weight). 

The purpose of the Visualization Unit is to record and store the 3D object assembly 
steps in real-time. The assembly sequence is being stored in the 3D animation reposi-
tory for future reproduction.   

The Animation Unit allows the reproduction of the vehicle parts assembly proc-
esses, that are stored in the animation system repository. In the Animation Unit the 
user can control the viewpoints and the playback of the loaded vehicle assembly proc-
ess. The web interface of the Configurator Module is depicted in Figure 2. 
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Fig. 2. The web interface of the Configurator  

2.1   Configurator Architecture 

The Configurator is implemented (Figure 3) using Java programming language. The 
system runs on Apache Jakarta Tomcat [4], as Java Servlet, and is based on the Jena 
framework [5], which is a Java framework for building Semantic Web applications.  

 

Fig. 3. Configurator Architecture 
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The ontology is created using Protégé [6], which is an open source knowledge-base 
framework. The persistent store of the ontology is achieved using the persistence 
subsystem of Jena, while the 3D visualization was developed using the VRML [7] 
standard and External Authoring Interface (EAI) mechanisms. 

2.2   Ontology Development 

The ontology was created using the OWL Web Ontology Language [8], and the Pro-
tégé OWL-Plugin [9], which is an extension of Protégé, with support for the Web 
Ontology Language (OWL).  

The OWL-DL profile, used in order to create the ontology, is based on Description 
Logics. Description Logics are a decidable fragment of First Order Logic2 and are 
therefore amenable to automated reasoning. It is therefore possible to automatically 
compute the classification hierarchy and check for inconsistencies in an ontology that 
conforms to OWL-DL [10]. 

The classes of this Ontology are interpreted as sets that contain individuals. They 
are described using formal descriptions, that state precisely the requirements for 
membership of the class. For example, the class “Vehicle” contains all the individuals 
that are of type Vehicle in the CATER domain. The taxonomy of the classes is being 
achieved using the superclass-subclass model hierarchy. 

Table 1. Example of the class hierarchy of the class “Vehicle” and an example of an Object 
Type Property for the individual “vehicle_1” 

Class Model Object Type Property 

 

There are two types of properties supported by our ontology a) Data Type Proper-
ties and b) Object Type Properties. These OWL Properties represent relationships 
between two individuals. 

In OWL, properties are used to create restrictions. In our ontology, restrictions 
were used to restrict the individuals that belong to a class. We used the universal 
quantifier ∀ restrictions to constrain the relationships along a given property to indi-
viduals that are members of a specific class. For example, the universal restriction  
∀ hasCabin cabin_1 describes the individuals, whose hasCabin relationships are 
members of the class Cabin.  
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Cardinality restrictions were used to define the order in which the individual object 
parts should appear during the 3D assembly process (i.e. real-time animation). The 
cardinality restrictions provided the way to describe the class of individuals that have 
at least, at most or exactly a specified number of relationships with other individuals 
or datatype values. 

The hasValue restrictions, denoted by the symbol ∋, were used to describe the set 
of individuals that have at least one relationship along a specified property to a spe-
cific individual. For example, when we wanted to predefine the dimensions of an 
individual object, we used a hasValue restriction (dimensions ∋ “40-50-80”). 

2.3   Ontology Reasoning 

Ontology reasoning was achieved using the Jena OWL reasoner (Figure 4). The Jena 
OWL reasoner can be described as instance-based reasoner, that works by using rules 
to propogate the if- and only-if- implications of the OWL constructs on instance data. 
Reasoning about classes is done indirectly - for each declared class a prototypical 
instance is created and elaborated. The sub-class and sub-property lattices are cached 
using the embedded OWL reasoner. Each domain, range, sub-property and sub-class 
declaration is eagerly translated into a single query rewrite rule. The result of a query 
to the graph will be the union of the results from applying the query, plus all the re-
written versions of the query to the underlying graph [11]. 

 

Fig. 4. The Jena Inference API layering [12] 

3   3D Visualisation Module 

The 3D Visualization Module is realized on the Visualization and Animation Units. 
The structure of the individual 3D scenes, supported by the 3D Visualization Module, 
can be seen in Figure 5. 

The 3D scene contains the viewpoints, the lighting of the 3D world, the back-
ground, the 3D objects and the object functionalities (interactions), that are created 
dynamically, according to the ontology specifications. The user interaction with the 
3D scene is achieved by the use of predefined VRML Protos. For every 3D object that 
is inserted in the 3D scene an animation, representing its assembly process, is dy-
namically generated.   
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Fig. 5. The 3D scene structure of the 3D Visualization Module 

The playback functionalities of the assembly process are controlled by a panel  
(Figure 6), that was developed using several VRML sensors (TouchSensor & Plane-
Sensor).    

 

Fig. 6. The assembly process control 

4   The e-Shopping Platform in Practice 

The use of the CATER platform “brings” advantages to both suppliers and buyers, 
regarding (i) the cutback of transaction costs, (ii) the use of automated supply proce-
dures, (iii) economies of scale, (iv) wide access on both local and international  
markets, (v) dynamic real-time price mechanisms/modules and (vi) the use of com-
patible/expandable technologies. 
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The requirements of the described CATER platform for automotive products, that 
together with the Intelligent Configurator Module and the 3D Visualisation Module 
comprise the advanced 3D Shop system, are: 

• search and present all the available products, based on multi-criteria search  
engines;  

• group products into multilevel categories (set by the e-shop administrator); 
• make offers/ sales and promote them; 
• update both the product catalogue and all items’ availability (set by the e-shop 

administrator); 
• create/use shop baskets (by the end buyers);  
• provide several convenient pay/ receive methods; 
• provide a secure e-payment credit card transaction (with the use of HTTPS and 

SSL protocols). 

However, the efficiency and overall quality of an e-commerce service depends 
“heavily” on its automatic connection with the existing ERP (Enterprise Resource 
Planning) system for the catalogue, prices, stock and product update. In order to inte-
grate all the available ERP data with the e-shop database, a powerful staging mecha-
nism is developed and securely transfers all necessary data. This staging process uses 
a smart “track changes” algorithm, to enhance the update speed.  

There are two staging processes, Real Time Staging and Off Line Staging (that 
uses an automated batch process). The characteristics of the two staging “methods” 
are compared in the following table. 

Table 2. Staging Procedures Comparison  

 Real Time Staging Off Line Staging 
Data Update (+) All data are updated at all 

times 
(-) All data are updated 
at specifically defined 
time  periods 

Infrastructure (-) Reliable, high speed, tech-
nical infrastructure is neces-
sary, available on a 24x7x365 
basis 

(+) Not so advanced 
technical infrastructure 
is necessary 

Security (-) The system can be secure 
but certain “protective” actions 
must be taken 

 (+) Security is obvious 

The previous table shows that a real time staging procedure should be followed 
only if the nature of the commodity traded imposes the constant database update. In 
our case, an every day off line procedure is chosen for both security and convenience 
reasons.  

Yet, if we try to deduct a general case example we must notice that each com-
pany’s and product’s needs, concerning the use of an e-market, are different; therefore 
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the connectivity solutions (between an e-shop and an ERP) provided vary, depending 
on: (i) the ERP used (it can be a widely used international ERP such as SAP, Oracle 
Applications, etc. or it can be a custom made system, that fits to specific needs), (ii) 
the transaction volume and the form of the data transferred, (iii) the importance of the 
information transferred (regarding time, safety etc. aspects), (iv) the use of unilateral 
or bilateral communication  and (v) whether it is an on-line or a batch transfer of data. 

5   Experimental Results and Conclusions 

E-commerce services offered through a B2C (business to consumer) or B2B (business 
to business) system, provide the necessary infrastructure for real time e-business and 
an added value package of services, that guarantee faster and more efficient buy and 
sell transactions, access to a broadened database of buyers/suppliers and business 
opportunities, through the development of new partnerships. 

In conclusion, in this paper we presented an interactive and user-friendly e-
commerce solution for the vehicle sector, but appropriate for other sectors as well. 
Volvo Technology Corporation (VTEC) has been the end-user responsible for using 
and testing the CATER platform, so a number of its vehicles were integrated in the 
platform for evaluation and testing purposes.  

Finally, the main contribution is that our approach integrates additional technolo-
gies, such as an intelligent configurator module and a 3D visualisation environment 
aiming at enabling a suitable representation of products, in order to achieve the most 
realistic possible visualization and simulate a realistic shopping procedure.  
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