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Abstract. There are demands for improving accessibility in existing websites 
by enlarging text and changing the colors. Typical solutions use technologies 
such as ActiveX that can only run on a specific client environment. JavaScript 
is supported in many Web browsers, and it can be used to add new functions for 
improving the accessibility of existing websites. However, Web browsers pro-
hibit JavaScript from accessing webpages of another domain, so it is difficult to 
improve accessibility for related websites spanning multiple domains. This pa-
per describes a method that solves the problem. 
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1   Introduction 

The Web plays important roles in daily life and business. Many organizations develop 
websites for various purposes, such as to deliver information and for electronic com-
merce. Meanwhile, the ratio of senior citizens is increasing and will soon be increas-
ing quite rapidly in many countries. However, there are many obstructions to senior 
citizens’ access to the Web. Due to the complications of weak eyesight, many seniors 
are uncomfortable about browsing webpages crammed full of information and using 
small, hard-to-read fonts. In response, many websites’ owners recognize that accessi-
bility is increasingly important [1, 2, 3]. It is possible to improve accessibility for 
people with limited vision by enlarging the text and by changing the colors. 

Fig. 1 shows two types of accessibility tools. The first type is an accessibility tool 
for a Web browser (a). Users install such an accessibility tool by themselves [4]. Us-
ers can access any Web server with the tool, but it is difficult for novice users to in-
stall such tools. The second type is an accessibility tool for a Web server (b). Provid-
ing accessible websites without troubling the user is important for many 
organizations, especially for public institutions. This paper describes an accessibility 
tool for a Web server. 

When a website’s owner decides to improve accessibility, it is not always the case 
that the affected webpages are in a single domain. For example, a local government 
may have a website, http://www.city.jp/, but a university established by the local gov-
ernment may have a separate website, http://www.u-city.ac.jp/, in another domain. 
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Fig. 1. Two types of accessibility tools: (a) an accessibility tool for a Web browser, and (b) an 
accessibility tool for a Web server 

Fig. 2 shows three methods for a website’s owner to improve the accessibility of 
the website. The first method is by generating personalized webpages on the Web 
server (a). The text size, the text color, and the background color of the webpages are 
changed according to each user’s preferences. This method is not acceptable for many 
website owners, because they already have a lot of content in their website and this 
method usually requires modification of the existing content to parameterize it. The 
second method is transcoding webpages at a Web intermediary [5, 6, 7] (b). This 
method does not require modification of the existing content, but lots of computing 
power is required for the Web intermediary if the number of users is large. The third 
method involves sending a program to the Web browsers, and the program modifies 
the appearance of the webpages on the Web Browsers [8, 9, 10] (c). This method also  
requires no modification of the existing content. In addition, this method is scalable, 
because the changes of the webpages’ appearances are made by the users’ machines. 
This paper describes an approach using the third method. 

Most of the proposed solutions [8, 9, 10] to improve websites’ accessibility use 
technologies available only on a specific client environment (such as ActiveX for 
Internet Explorer). With such solutions, users have to use a specific operating system 
and a specific Web browser. Our work addresses this problem. 
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Fig. 2. Three types of method to improve website accessibility: (a) generating personalized 
webpages on a Web server, (b) transcoding webpages by a Web intermediary, and (c) sending a 
program to a Web browser 

The remainder of this paper is organized in the following way: Section 2 presents 
the basic methods to improve accessibility for an existing website using JavaScript™. 
Section 3 suggests ways of enhancing the method for related websites in multiple do-
mains. Section 4 concludes the paper and describes our future work. 

2   Improving Accessibility Using JavaScript 

Our proposed method uses JavaScript [11] to add new functions to improve accessi-
bility. JavaScript is supported in many Web browsers and such Web browsers run on 
many operating systems, so users can access these accessible websites from heteroge-
neous client environments. In addition, users do not have to install a program when 
using JavaScript. JavaScript programs are executed without special installation. 

A webpage loaded in a Web browser is represented by a tree structure called a 
Document Object Model (DOM) [12]. JavaScript can handle events generated by a 
DOM, and can modify the DOM to change the webpage’s appearance. For example, 
JavaScript can highlight a text element under the mouse pointer, and can show the 
text in another frame with larger text. Fig. 3 shows an example of enlarged text. 
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Fig. 3. Example of enlarged text 

 

Fig. 4. Modification of a DOM 

Our method uses several frames: one frame (the content frame) is used for displaying 
existing webpages and the other frames are used for additional functions such as dis-
playing buttons and showing enlarged text. When an existing webpage is loaded in the 
content frame, an “onload” event handler for the content frame is called. (Although the 
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“onload” event handler for the “FRAME” element is not actually defined in HTML 
specification [13], it is enhanced in both of the major Web browsers Internet Explorer 
and Mozilla.) The handler modifies the appearance of the webpage and sets event han-
dlers for “mouseover” and “mouseout” events on the page. By setting up the event han-
dlers, we can manipulate the webpage’s DOM when events are generated. 

The “mouseover” event occurs when the pointing device is moved onto an HTML 
element, and the “mouseout” event occurs when the pointing device is moved so it is 
no longer over an HTML element. We can highlight the pointing HTML element, and 
show the enlarged text in the other frame by the event handlers. 

It is sometimes necessary to modify the DOM in the “onload” event handler to ac-
cess fine-grained mouse events. For example, a “P” element can be divided into sev-
eral “SPAN” elements to get mouse events for the individual sentences (Fig. 4). 

When a link in a webpage (in the content frame) is followed to another webpage in 
the same domain, the “onload” event handler is executed and the accessibility func-
tions work fine. However if it is followed to another webpage in another domain, the 
“onload” event handler cannot be executed and the accessibility functions do not 
work. Script programs cannot access a DOM loaded from another domain. This is 
called the Same Origin Policy [14]. 

3   Enhancement for Multiple Domains 

We enhanced our method so that the added functions for improving accessibility can 
be used without requiring the users to make special efforts between related websites  
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in multiple domains. Suppose a website’s owner want to improve the accessibility for 
two related websites such as http://www.city.jp/ and http://www.u-city.ac.jp/ (Fig. 5). 
And some of the webpages in the websites are linked to each other. Our goal is to let 
users navigate from one website to the related website while using the accessibility 
capabilities without special efforts. 

Each website has a dynamic webpage for generating an accessible page with a 
frameset: http://www.city.jp/EasyWeb and http://www.u-city.ac.jp/EasyWeb. The 
URL of the content frame is specified as a parameter. It is possible to access the web-
page http://www.city.jp/news.html with improved accessibility by specifying 
http://www.city.jp/EasyWeb?content=news.html. 

Following is an example of generating an accessible webpage implemented with 
JavaServer Pages™. The second frame is a content frame, and the “src” attribute is 
specified by the “content” parameter. The other frames are used for additional func-
tions. 

<HTML> 
<HEAD> 
<%@ page language=”java” contentType=”text/html” %> 
<TITLE>Easy Web</TITLE> 
<SCRIPT type=”text/javascript” src=”easy.js”></SCRIPT> 
</HEAD> 
<FRAMESET rows=”20%,*,30%”> 
  <FRAME src=”controller.html” name=”controllerFrame”> 
  <FRAME src=”<%=request.getParameter(“content”)%>” 
    name=”contentFrame” onload=”init(contentFrame)”> 
  <FRAME src=”magnifier.html” name=”magnifierFrame”> 
</FRAMESET> 
</HTML> 
 

We added the following two steps to the “onload” event handler for the content 
frame to support multiple domains. First, we check the “href” attribute of all “A” 
elements and the “action” attribute of all “FORM” elements in the content frame’s 
page. Next, if the attribute value is specifying a page in a related website, we change 
the value to be a corresponding URL for improved accessibility, and change the “tar-
get” attribute to “_top”. “_top” means that loading a new webpage does not occur into 
the content frame but into the topmost window. When the user navigates to the modi-
fied URL, the webpage contains a “FRAMESET” and the webpage in the content 
frame have the same origin so the “onload” event handler can execute. By using these 
steps, users can navigate to the pages of the related websites with improved accessi-
bility. 

4   Conclusion and Future Work 

We developed a prototype system for our proposed method, and confirmed that our 
method can improve accessibility for existing websites spanning multiple domains. 
We also confirmed that our method works on several combinations of operating  
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system and Web browser: Windows™ with Internet Explorer, Windows with Mozilla, 
Linux™ with Mozilla, and Mac with Mozilla. 

The IBM® Tokyo Research Laboratory developed an assistive Web browsing sys-
tem, Easy Web Browsing [8, 9], in 2002. The system has already been adopted by 
some IT leaders among local governments, ministries of the central government, and 
IT companies in Japan and other countries. It enlarges the displayed characters, 
changes background and character colors, and reads text aloud. The currently released 
version is implemented with ActiveX, so it works only on the combination of Win-
dows with Internet Explorer. Although installing Easy Web Browsing is not difficult, 
users do have to install it on their computers. 

We plan to enhance Easy Web Browsing by using our new method. Although it is 
possible to implement most functions required for improving the accessibility of web-
pages by using JavaScript, it is not possible to implement some functions that way. 
For example, reading text aloud is not possible with JavaScript. We have to imple-
ment such functions by using another technology, and call the functions from 
JavaScript. 
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