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Abstract In this work we describe the development process of multi-
agent application design and implementation with MULAN. Our approach
can be characterized as model driven development by using models in
all stages and levels of abstraction regarding design, implementation and
documentation. Both, standard methods from software development as
well as customized ones are used to satisfy the needs of multi-agent
system development.

1 Introduction

The agent metaphor is highly abstract and it is used to develop software en-
gineering techniques and methodologies that particularly fit the agent-oriented
paradigm. Flexibility and autonomy of an agent’s problem-solving capabilities,
the richness of agent interactions and the (social) organizational structure of a
multi-agent system as a whole must be captured.

Our approach borrows several ideas from well-known methodologies (AO,
0O0) as well as concepts from conventional modeling techniques (UML). We in-
tegrate our techniques and tools with the model-based implementation of the
MULAN framework, which facilitates Petri net-based programming. In the Mu-
LAN architecture, agents and multi-agent systems are modeled through the high-
level Petri net formalism of reference nets.

The result of those efforts is a development methodology that continuously
integrates our philosophy of Petri net-based and model-driven software engineer-
ing in the context of multi-agent systems. In Section [2] we introduce the basic
conceptual features of multi-agent application development with MULAN. The
particular techniques, models and tools are presented in Section [Bl

2 Concepts of Application Development with Mulan

The reference net-based multi-agent system architecture MULAN (Multi Agent
Nets) structures a multi-agent system in four layers, namely infrastructure, plat-
form, agent and protocol |2J3]. In a multi-agent application the organizational
structure has to be defined, such that responsibilities for all aspects of the system
are specified. The general perspectives in the area of multi-agent systems are the
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structure, the interactions, and the terminology. These perspectives are orthogo-
nal with connecting points at some intersections. The structure of a multi-agent
system is given by the agents, their roles, knowledge bases and decision compo-
nents. The behavior of a multi-agent system is given by the interactions of the
agents, their communicative acts and the internal actions related to the inter-
actions. The terminology of a multi-agent system is given as a domain-specific
ontology definition that enables agents and interactions to refer to the same ob-
jects, actions and facts. Without a common ontology, interactions are impossible.

3 Techniques, Models and Development Tools

In this section we describe the techniques applied during the various stages of
multi-agent application development with MULAN. Most of the techniques and
tools mentioned can be seen in Figure [11
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Figure 1. Models

The coarse design is done mainly in open discussions. The results are cap-
tured in simple lists of system components and agent interactions. This cul-
minates in a use case diagram. The structure of the multi-agent application is
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refined using a role diagram. This kind of diagram uses features from class di-
agrams and component diagrams. The terminology of a multi-agent system is
used in form of an ontology definition by the agents to communicate with each
other and for their internal representation of the environment. The facts about
an agent’s environment are located in its knowledge base. The behavior of the
system components is specified using agent interaction protocol diagrams (AIP,
integrated into PAOSE in [I]). Additionally Decision Components (DC) can be
used to encode behavior not directly related to communication between agents.
Last, but not least monitoring and debugging tools are developed in our group.

4 Conclusion

In this paper we presented an integrated approach to multi-agent application
development with MULAN, which is based on Petri nets and agent-oriented soft-
ware engineering. The approach allows for multiple levels of abstraction. The
tools that are used during the development process support all phases of devel-
opment with modeling power and deployment facilities, although some of the
tools still have prototypical character.

For the future, we follow several directions to refine the approach. On the
practical side, we look into further developments, improvements and integration
of tools and techniques. On the conceptual side, we want to expand the multi-
agent oriented approach to other aspects of the development process like project
organization and agent-oriented tool support. Following these directions, we want
to achieve symmetrical structures in all three aspects of software development:
the system, the development process and the project organization.
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