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Preface

Software correctness is a perennial concern. It can and should be addressed as
well as possible at various levels and in various complimentary ways. This book
is devoted to software correctness at the programming-in-the-small level—down at
the point where the developer is in the process of giving birth, so to speak, to an
algorithm or part of an algorithm. Its concern lies with that which Brooks [15] calls
the essentials:

Those aspects of the programming task which are inescapably error-prone; which confound
and confuse our minds, even though individual programming commands in isolation seem
quite simple; those uncomfortable points in the code where we are inclined to behave
intuitively, guessing at or making little leaps in logic—just tiny little leaps—in an effort to
speed up the coding effort. And when we are done with coding and everything compiles
nicely, then we hold our breath and live in faith and hope that if there were small
misjudgments, they will be exposed during testing.

The book advocates a development style known as correctness by construction. The
idea is to start with a succinct specification of the problem, which is progressively
evolved into code in small, tractable refinement steps. Experience has shown that
the resulting algorithms are invariably simpler and more efficient than solutions that
have been hacked into correctness. Furthermore, such solutions are guaranteed to
be correct (i.e. they are guaranteed to comply with their specifications) in the same
sense that the proof of a mathematical theorem is guaranteed to be correct.

The idea is not new. It emerged from earlier attempts in computer science to
prove programs to be correct after the code had been written. By the mid-eighties,
hopes that such ex post facto correctness proofs could contribute practically to
software correctness more or less reached a dead end. Without imposing some
restraint on how code is to be produced, proofs rapidly become too complex—both
for the human mind, and for computers. Instead, a tradition built up, starting with
some of the most prominent founding personalities in computer science (Dijkstra,
Hoare, Knuth, Wirth) of methodically evolving correct code from specifications in
a disciplined step-wise fashion.

Dijkstra was arguably the most vociferous proponent of these ideas. He posi-
tioned himself as a prophetic voice crying out in the wilderness that the only path to
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creating enlightened software developers was through “the cruelty of really teaching
computer science” [13]. He contrasted this approach with software engineering,
whose charter he disparagingly characterised as “How to program if you cannot.”
This kind of polarising language has led to unfortunate caricatures around two
computer science stereotypes: industry-based developers who supposedly hack
around in the real world producing lots of flakey code; and head-in-the-clouds
academia engaging in impractical esoteric scientific research. In this caricatured
world, the former call themselves software engineers and the latter call their research
“formal methods”.

We vigourously contest these polarised stereotypes and we hope that this book
will contribute to their erosion. We aim to convince the reader that the kind of
methodical formal approach that Dijkstra and others have advocated is well within
the reach of the average computer scientist and software engineer. Not only that:
we hope that the reader will discover that, when confronted with algorithmic
problems whose logic is unusually complicated or confusing, it is both satisfying
and profitable to develop the code by engaging in a correctness by construction
style of programming. We have therefore pitched this text at those who actually
develop code, rather than at the formal method purists. At the risk of being accused
of being insufficiently formal, we have avoided the kind of presentation style which
has given formal methods the reputation of being the domain of an elite few.

The way in which we set about achieving our purpose is by a series of graded
examples, rather than by an over-emphasis on the theory that drives the correctness
by construction development method. However, a modicum of theoretical and
notational background is unavoidable, and this we provide in Chap. 2. After rapidly
reviewing first-order predicate logic in this chapter, we relate it to the idea of (total)
correctness of Hoare pre-post formulae. This allows us to define the notion of the
weakest precondition which, in turn, allows for precisely defining the semantics
of the commands used in Dijkstra’s Guarded Command Language (GCL)—the
notation used throughout the book. Initially we rely on Hoare pre-post notation
for expressing the refinement laws of Morgan’s refinement calculus [32], but later
also introduce Morgan’s somewhat more concise notation. We restrict ourselves to
a small but useful set of the refinement laws, thus shielding the average computer
scientist from the more obscure refinement rules which will only interest theoretical
computer scientists.

Chapter 3 illustrates the correctness by construction development method on
a number of simple algorithms, many of which might have already been seen
in the first or second year of study. Chapter 4 looks at a variety of intermediate
range algorithms across a broad spectrum of application domains: analysing array
properties (such as finding the longest segment of different elements); raster
graphics applications; computational geometry; the majority voting problem; etc.
Chapter 5 considers the development method in the context of procedure calls,
including recursive procedure calls.

Chapters 6 and 7 are intended as case studies. Chapter 6 shows how the cor-
rectness by construction method was used to derive an elegant recursive algorithm
for constructing the cover graph of a so-called set intersection closed lattice. The
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formal concept analysis (FCA) research community are discovering how variants of
these lattices can be used in a numerous applications such as machine learning and
data clustering. The derived algorithm turns out to be significantly superior to many
other competing algorithms in the domain. Although a version of the algorithm
had been intuitively discovered in the nineties, its articulation was so obscure that
even domain specialists found it difficult to understand and verify. As a result,
there were niggling doubts about its correctness, despite thorough testing. The case
study highlights the fact that the correctness by construction derivation leads to a
clear, comprehensible version of the algorithm. Its correctness can thus be readily
apprehended and accepted by the user community.

The Chap.7 case study illustrates yet another useful feature of correctness by
construction: it offers a rational basis for articulating algorithm taxonomies. The
chapter shows how, when a number of related algorithms are developed in this style,
their commonalities are clearly exposed, thus offering a basis for taxonomising the
related algorithms. The resulting taxonomies are not only useful from a pedagogical
perspective; they also tend to expose algorithmic “gaps” in the derived taxonomy,
thus suggesting further areas of algorithmic research. In this text we have chosen
to illustrate the idea in respect of algorithms to construct minimal acyclic finite
automata. Such automata are widely used for in domains such as natural language
processing, voice recognition and intrusion detection. This is but one of several other
studies which have relied on correctness by construction as a basis for taxonomising.

Although these last two chapter are specialist in nature, we consider them
important in that they dispel the myth that correctness by construction should be
positioned in the domain of dilettante formal methods theoreticians. On the contrary,
we think that any respectable computer science/software engineering university
curriculum ought to cover the basic material to be found in this book and that
every well-educated computer scientist/software engineering graduate should know
something about its major themes. It is becoming increasingly apparent that in
universities where such material is casually bypassed under the pretext of focussing
the curriculum on industry needs, the better-informed students feel cheated by what
they perceive as a dumbing down of courses—and they would be right! Such a
viewpoint directly contradicts IEEE’s Guide to the Software Engineering Body of
Knowledge (SWEBOK)'! which identifies themes covered in this book as part of the
software engineer’s armory of tools and methods. Similarly, this book’s material
will be seen to be consonant with the aspirations of the Software Engineering
Method and Theory (SEMAT) initiative which, in its call to action?, somewhat
controversially aims to “refound software engineering based on a solid theory”.

The first four chapters of the book, as well as Chap. 6 has formed the core of
a fourth year course (involving about 30 contact hours) that we have presented for
more than a decade. More of the book can be covered in this time if the instructor

ISee Chap. 10 of the SWEBOK specifications available from http://www.computer.org/portal/web/
swebok/home.

2See http://www.semat.org/bin/view.
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selectively omits and/or assigns as self-study, some of the material in Chaps. 3, 4
and 6. We have found that students are well-able to cope with self-studying many
of the examples in Chaps. 3 and 4, provided that the instructor has initiated them
into the approach by walking through a representative number of examples. Such
self-study-based fast tracking through Chaps. 3, 4 and 6 enables one to cover the
main ideas in Chap. 7 as well—something that is well worth doing.

Students who wish to take the course are advised that they should have a basic
background in logic. Subject to this proviso, we believe that much of the material
can be taught at third year level and probably even earlier. Indeed, because of
Dijkstra’s influence, this approach to programming was taught at an introductory
level at Eindhoven University of Technology.

Many people have contributed to this book in many different ways. They all
deserve our sincerest thanks:

* Numerous students whose feedback over the years has helped improve the quality
of text.

* Loek Cleophas, who has read and critiqued earlier drafts of the book.

* Alexander Skelton, who wrote the first draft of Chap. 5 as a student project.

e Our many colleagues and friends who have constantly inspired and encouraged
us in various ways to produce this book.

e Last, but not least, our respective families who have been a constant source of
support and encouragement to us.

Pretoria, South Africa Derrick G. Kourie
Eindhoven, Netherlands Bruce W. Watson
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