
Polyglot: Systematic Analysis

for Multiple Statechart Formalisms�

Daniel Balasubramanian1, Corina S. Păsăreanu2, Gábor Karsai1,
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Abstract. Polyglot is a tool for the systematic analysis of systems
integrated from components built using multiple Statechart formalisms.
In Polyglot, Statechart models are translated into a common Java repre-
sentation with pluggable semantics for different Statechart variants. Poly-
glot is tightly integrated with the Java Pathfinder verification tool-set,
providing analysis and test-case generation capabilities. The tool has been
applied in the context of safety-critical software systems whose interacting
components were modeled using multiple Statechart formalisms.
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1 Introduction and Tool Overview

Polyglot is a unified environment in which multiple variants of Statecharts [1],
a popular modeling formalism for the dynamics of reactive systems, can be exe-
cuted and verified against properties. The work on Polyglot has been motivated
by large programs such as human space exploration, that involve multiple sys-
tems that interact via safety-critical protocols. These systems have been designed
using different Statechart formalisms to build models from which code is auto-
matically generated. Determining the impact of using different formalisms on
the reliability and safety of such model-based software has been a daunting task
with little prior tool support available.

Polyglot performs the analysis of the different models (e.g. expressed in Mat-
lab Stateflow or Rational Rhapsody) by translating them to a common inter-
mediate representation, which is then translated into Java code that represents
the “structure” of the model (see Figure 1). The semantics are provided as sepa-
rate “pluggable” modules. Currently, Polyglot includes modules that implement
the semantics of Matlab Stateflow, Rational Rhapsody, and UML Statemachines;
the framework can be extended easily with other Statechart semantics. The Java
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Fig. 1. The Polyglot tool

code representing the structure of the model is combined with one of these se-
mantic modules, resulting in an executable component. We have also developed
a formal description for the various Statecharts semantics using the structural
operational semantics formalism (SOS) [2] to provide confidence in our imple-
mentation. Properties of interest are expressed using specification patterns [3]
which are automatically translated into checking code similar to observer au-
tomata [4]. The analysis is performed using Java Pathfinder (JPF) [5]. JPF
is a mature open-source tool-set for the verification of Java bytecode, that in-
corporates model checking and powerful test-case generation (i.e. the symbolic
execution tool Symbolic PathFinder – SPF [6]) and compositional verification
capabilities [7]. Polyglot is written in Java and it is freely available from [8].

The clear separation between the model structure and the different semantics
provides several advantages. First, it provides the basis for analyzing interacting
models that operate under different semantics. This is crucial to finding interop-
erability and interface errors early in the design phase, since e.g. previous findings
show that the majority of errors in NASA’s Apollo and Skylab software were
interface errors [9]. Furthermore, this approach allows users to verify whether
model properties are preserved across different variants of Statecharts, ensuring
that there are no misunderstandings in requirements and design development
due to semantical differences. Moreover, Polyglot allows a user to understand
and analyze the behavior of models across different tools in a single framework.

Verification and validation techniques exist for several individual modeling for-
malisms, and supporting tools offer features such as test-input generation and
model checking (see below). However, existing modeling languages and analysis
tools are limited to a single Statechart formalism and have limited verifica-
tion capabilities. What distinguishes Polyglot from other related approaches is
its extensibility both in terms of Statechart semantics that are supported (via
“pluggable” semantics) and analyses that can be performed, via the extensible
JPF verification framework or custom analysis.

Related Tools. The analysis of Simulink/Stateflow models is supported by
commercial tools such as Mathworks’ Design Verifier, used for model checking
and test case generation, and Reactive System’s Reactis and T-VEC’s tester,
used for test generation and coverage. Similarly, for UML Statecharts, there are
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a wide variety of research tools. However, we believe that the ability to analyze
multiple semantics in one environment is a major benefit to our approach.

Polyglot is similar to the heterogeneous model analysis from [10], which is
based on a common “inframodel” and a set of rules describing the semantics
and interactions between multiple formalisms. The work is concerned with high-
level model descriptions and it would take considerable effort to use those rules
to capture the semantic details for the Statecharts that are the focus here. Also
that work does not address property preservation under different semantics.

The Ptolemy environment [11] is a laboratory for experimenting with different
models of computation for component based systems. Ptolemy implements poly-
morphic componentswhose behavioral semantics depend on an “execution engine”
(“director” in Ptolemy) similar to our “pluggable semantics”. Our work addresses
different Statechart variants and formal semantics with particular focus on model
checking and systematic test case generation, while Ptolemy’s goal is simulation.

The parametric semantics from [12–14] provide powerful semantic frameworks
for many Statecharts variants as well as process algebras. While quite flexible,
they can not fully capture the behavior of any of the three notations considered
here (see [15] for details).

2 Design Choices and Extensions

Design Choices. We chose Java as the common language to represent and ana-
lyze Statecharts for several reasons. First, we needed an executable representation
for the models, to allow for quick validation and debugging. Java has a precise,
clear semantics, well-understood by many, so implementing a concise simple exe-
cution engine for the Statechart variants (that is actually readable) is a good, prag-
matic approach to defining semantics. We also wanted a modular and extensible
design for our framework, to allow for easy integration of new semantic variants.
Java is an ideal language for this purpose. Furthermore, we chose Java to leverage
the model checking and symbolic execution capabilities from JPF for systematic
analysis, automated test case generation (with SPF) and coverage measuring.

We also note that the Statechart variants have large action languages. Features
like complex data types and function states, along with transitions containing
guards and actions that use these types and functions, would be difficult to repre-
sent in simpler modeling languages, e.g. satisfiability modulo theories (SMT) for-
mulas that can be solved with off-the-shelf solvers. On the other hand, there is a
straightforwardmapping frommostaction-language features into a similar concept
in Java.

We have designed the generated code and semantic modules so that they
work together to provide a clean input-output interface to the environment.
This interface allows us to simulate the models and also to connect them to
JPF, with JPF driving the execution non-deterministically or symbolically.

Extensions. The integration of Polyglot with JPF enables us to take advantage
of the optimized analysis techniques that are already provided by JPF. To further
improve the performance of Statechart analysis in Polyglot, we have experimented
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with two techniques [16]. The first is a multithreaded custom symbolic execution
engine for Polyglot, while the second technique is the application of partial eval-
uation to optimize the generated Polyglot code with respect to particular models
and semantics. We note that the design of Polyglot, which decouples the semantic
modules from the “structure” of a Statechart model, lends itself well to a multi-
threaded implementation.

Polyglot can be used as described above to execute and analyze both in-
dividual models and also systems with a simple communication that matches
Statechart semantics (i.e. event broadcast). This mechanism is insufficient for
components that execute in parallel and communicate asynchronously. The prob-
lem could be addressed by modeling the communication protocol itself as another
Statechart and composing it with the other models. However this may be ineffi-
cient, as the protocols can be very large. We have therefore explored extending
Polyglot with features not inherent to the basic Statecharts paradigm. These
include a connector mechanism for communication and a scheduling framework
for sequencing the execution of individual components [17].

Polyglot comes with a library of connectors modeling lossless FIFO com-
munication. Instead of reading data from or sending data directly to another
component, data is read from or written to a connector. Other communicat-
ing mechanisms, such as lossy communication and non-FIFO message delivery,
can be easily incorporated. The scheduler is responsible for ordering the com-
ponent execution and for invoking the property checking. We have developed a
generic scheduler that can be instantiated with different scheduling mechanisms,
e.g. non-deterministic, priority-based, calendar-based, etc. By default, Polyglot
uses a non-deterministic scheduler. Currently, it is the responsibility of the user
to manually link the components via the connector and scheduling mechanism.
We intend to automate the process using the Generic Modeling Environment
(GME) [18], a graphical tool that already supports our intermediate represen-
tation and in which we can describe a system’s architecture and automatically
generate the code for connector and scheduler instances.

3 Tool Usage

Polyglot has been applied to medium-sized models of flight software, including
an example modeling a component from NASA/JPL’s Mars Exploration Rovers
(MER) [15].TheMERsoftware consists of aResourceArbiter and several user com-
ponents, serving specific applications, such as imaging, controlling the robot arm,
communicating with earth, and driving. The arbiter moderates access to shared
resources, preventing potential conflicts between resource requests and enforcing
priorities; e.g., a communication session with Earth can not be started while the
rover is driving. Each user has 2 pseudostates, 4 atomic states, 1 compound state
and 9 transitions (259 LOC in the Java representation), while the arbiter has 33
pseudostates, 15 atomic states, 2 orthogonal states and 58 transitions (1788 LOC).
Polyglot was used for checking safety properties and generating test cases for this
model, where the semantics of User 1 was changed from Stateflow into UML and
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Table 1. Experimental results

Semantics, Seq. size Total # Test Cases Property Memory, Time

U1 Stateflow, 4 125 true 20 MB, 43 s

U1 Stateflow, 5 412 true 22 MB, 2 m 04 s

U1 Stateflow, 6 1343 true 24 MB, 6 m 46 s

U1 UML, 4 57 false 21 MB, 21 s

U1 UML, 5 155 false 21 MB, 53 s

U1 UML, 6 579 false 23 MB, 2 m 50 s

U1 Rhapsody, 4 57 false 21 MB, 21 s

U1 Rhapsody, 5 155 false 21 MB, 55 s

U1 Rhapsody, 6 579 false 23 MB, 2 m 45 s

Rhapsody. Table 1 shows the results for analyzing the models with increased num-
ber of time steps, corresponding to sequences of sizes 4, 5 and 6.

The property holds for the Stateflow models, but it fails when we change the
semantics of one user to UML or Rhapsody. This is due to a semantic difference
between UML and Stateflow (outer transitions have higher priority over inner
transitions in Stateflow, but have lower priority in UML and Rhapsody). This
semantic difference is also reflected in the different number of test cases. Note
that the results for UML and Rhapsody are practically identical (since their
semantic differences are not exposed by the analyzed models).

The feedback produced at the Java-level has the form of test sequences that
have been used as inputs to drive the simulation of the models in the original
modeling environments. The generated test sequences can also be used for testing
the code that is generated from the models.

Polyglot has been used also to analyze models representing the interaction be-
tween the Ares launch vehicle and the Orion Crew Exploration Vehicle [17]. The
Ares-Orion communicationduring abortwas formulatedasapropertyderived from
the official flight software design documents and the software requirements specifi-
cation available for Ares I. The analysis confirmed problems suspected by the engi-
neer who developed themodel, who had already submitted a request for a change to
the Ares I design document. Since then, the design has changed to reduce the com-
mand echo dependency because of a bit-rate limitation. The effects of that change
have not yet been investigated, but our tool can help answer this for the future.

4 Conclusion

We have described Polyglot, a tool for the systematic analysis of model-based
software written with multiple Statechart formalisms. The tool has been applied
to the analysis of safety-critical systems whose interacting components were
modeled using multiple Statechart formalisms. We plan to further expand and
robustify the tool and use it for the analysis of the ground system in the GOES-R
project [19]. We also plan to explore the compositional techniques from JPF [7]
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for the component-based analysis of models in Polyglot. As model-driven devel-
opment is increasingly used in a diverse way for the design and implementation
of safety and mission critical systems, we believe that our tool will provide a key
capability for the verification and validation of such software.
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