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Foreword

Optimisation has really taken off as an area of research, in general, not just in
the software engineering community, since the 1940s. However, we can trace the
origins of software optimisation right back to the very birth of software itself, with
Ada Lovelace’s prescient comments on the nature of software and the need for its
optimisation. That is, 180 years ago, she wrote:

In almost every computation a great variety of arrangements for the succession of the
processes is possible, and various considerations must influence the selection amongst them
for the purposes of a Calculating Engine. One essential object is to choose that arrangement
which shall tend to reduce to a minimum the time necessary for completing the calculation.

This is an extract from “Note D” of “Sketch of the Analytical Engine Invented by
Charles Babbage” by Ada Augusta Lovelace, 1842. It is surely the first instance of
any author writing about the need to improve software execution performance by
optimising the expression of the computation itself: optimising the program.

The application of meta heuristic search to software optimisation dates back to
the 1970s, but has really taken off in the last two decades with the advent of the field
that has come to be known as “Search-Based Software Engineering” (SBSE). The
interest in optimisation techniques and evolutionary computation as a vehicle for
softer optimisation rendered the software engineering community highly receptive
to artificial intelligence techniques more generally. Recent breakthroughs in machine
learning have further stimulated software engineers’ interest in artificial intelligence
in all of its forms and many applications.

Artificial intelligence techniques have been used to optimise almost every kind
of engineering artefact and the processes by which they are made, right across the
spectrum of engineering disciplines, including mechanical, biological, chemical, and
even social engineering disciplines. Nevertheless, it is in software engineering that
these techniques find a uniquely well-fitted potential in their application: Not only is
the engineering artefact optimised using Al techniques but also the Al techniques are,
themselves, implemented in the same engineering material—software. This opens up
possibilities for self-application, and, with that, the potential for continuous, dynamic
adaptive optimisation in deployed software environments.
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I firmly believe that a deeper understanding of the nature of optimisation and its
applications to software engineering will yield many more insights into the nature
of optimisation itself and also, in so doing, will shed further light on the specific
properties of software as an exciting (arguably the most exciting, and certainly the
most peculiar) engineering material with which our species has yet worked.

The foundational nature of optimisation has led not only to an explosion of
research on Search-Based Software Engineering but also to widespread uptake of
computational search as a practical and flexible tool for software engineering opti-
misation. Most notably, techniques associated with software testing and repair have
found their way into widespread industrial practice in many companies, both large
and small. This impact has been felt by almost every user of the Internet, through
applications at companies such as Meta, Google, and Microsoft. Currently, approxi-
mately 2.9 billion people are running software (consisting of tens of millions of lines
of code) on smartphones. They are running software that has been automatically
fixed by computational search techniques that automatically found fixes for bugs
that were automatically detected by test cases that were, themselves, automatically
designed by computational search.

This is but one recent example of the application of search-based software engi-
neering to testing and bug fixing, and we can be sure that this is just the beginning.
We are witnessing the early development of a fundamentally new approach to soft-
ware engineering in which artificial intelligence and human intelligence combine to
optimise software systems and the processes by which they are produced. Our grand-
children will surely consider the idea that the word “programmer” refers exclusively
to a human as being just as quaint and anachronistic as we, today, would consider the
view of our nineteenth-century engineering forebearers, who thought that the word
“computer” would naturally and solely only ever refer to a human.

Much of the overall body of work on software optimisation has focused on soft-
ware products, such as optimisation of the code itself, and also documentation, design
diagrams, and test suites. However, optimisation has also been applied to software
engineering processes. It is this set of related application areas that forms the concern
of this excellent compendium of work on optimising software development processes
with artificial intelligence.

In this single volume, the reader will find many aspects of the overall software
development life cycle tackled using optimisation, from the elicitation of require-
ments and systems modelling through to development and on to deployment (e.g.
cloud-based deployment) and on-going maintenance. These are the processes of most
interest and importance to practising software engineers, and form the foundations
for multiple research disciplines within the overall body of work on software engi-
neering. The reader will also find work on optimising the overall management of
processes and on developer productivity assistance (such as code completion) as
well as work on software testing.

The chapters in this book have been written by leading researchers in the field
of software process optimisation using Al techniques. The collection into a single
volume provides an overview and introduction to an exciting field of engineering
optimisation, with many practical applications and challenges for further research.
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To further support practitioners and researchers from the software engineering
community, seeking to deploy these techniques, the final chapters in this book provide
foundational tutorial work on meta heuristics and machine learning. This ensures that
the book is useful for researchers and practitioners alike. The interested reader, who
wants to follow up further having read the book, will also find many other surveys
and tutorials available online.

London, UK Mark Harman
July 2022



Preface

A software development project is complex, and poses constant challenges to the
professionals who supervise, plan, design, analyse, develop, and maintain it. When
we think of a software project, we must think of all its phases and activities: both
in those phases referring to the planning and control of the engineering project,
and in the phases of the development process itself, from the specification of the
requirements and the architectural design to the testing, refactoring, and maintenance
of the software.

In recent years, there has been a clear interest in automating and providing support
to the professionals, with the goal of reducing the effort, time, cost, and risk of the
different phases of a software project. To this end, initiatives related to the use of
artificial intelligence (AI) for optimising these tasks have been tested for decades,
from expert systems to search and optimisation techniques to machine learning.
The editors of this volume have been working for more than 20 years in software
engineering (SE), including the application of Al techniques for the optimisation of
the different phases of the software life cycle. And we must recognise that during
this time great advances have been made, but the most important comes from the
industry itself, which acknowledges the need to apply techniques that improve its
software engineering process and demands solutions for it. Al-enhanced software
engineering or AI4SE (artificial intelligence for software engineering) was born.

An important factor is the popularisation of general-purpose tools among the
developer community based on these techniques. Examples of these applications are
the GitHub Copilot intelligent assistant, which had a great impact on the community
by making visible and tangible the pros and cons of using Al for software develop-
ment assistance. Other development assistant tools such as DeepMind AlphaCode or
OpenAl Codex have also attracted the attention of professionals in this field—a field
that had already been generating assistant tools in academia for some time, such as
EvoSuite for the automatic generation of test suites.

The discussions generated about these tools, their internal foundations, their
scope, and practicability, as well as the near future of AI4SE research and devel-
opment have motivated the need for a volume like this. With this book, we aim to
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provide Information Technology (IT) professionals (practitioners, developers, soft-
ware engineers, or managers) as well as advanced graduate and Ph.D. students with
a practical introduction to the use of Al techniques to improve and/or optimise the
different phases of the software development process, from the initial project plan-
ning to the latest deployment. Notice that Al is a broad term, and the book is intended
to cover it from different perspectives: optimisation and search algorithms applied to
software engineering (also known as Search-Based Software Engineering, SBSE),
machine learning, and pattern mining in software analytics, mining software reposi-
tories (MSR), natural language processing (NPL), etc. The Al solutions for SE used
throughout the book are explained in a didactic way to provide the reader with a
sufficient basis for a complete understanding of its content.

For producing this contributed volume, we have relied on renowned authors,
highly experienced in each of the areas of the book. We first divided the project
according to the classic phases of software project development and studied how Al
had been used for the optimisation and improvement of each of them. The authors
were invited not only to write descriptively about the state of AI4SE in their specific
domain but also to describe real use cases and to develop practical and reproducible
examples to enable the reader to understand, execute, and/or modify practical case
studies. Most of the chapters come with a reproducibility package composed of
source code and datasets for the reader to experience the techniques described in the
chapters. A snapshot of the reproducibility packages has been uploaded to Zenodo as
complementary material for this volume. But the chapters also provide links to a live
version of the packages in GitHub, where the interested reader could find new updates
of the software tools presented in this book. Finally, all chapters were reviewed by
experts from industry and academia and were double-checked by the editors. The
result is a homogeneous book that, despite dealing with complex problems in each
topic, allows the reader to go deeper into the areas of interest from the ground up.
The two final chapters of the volume cover the necessary background on artificial
intelligence techniques for understanding the rest of the text.

Cérdoba, Spain José Rail Romero
Cadiz, Spain Inmaculada Medina-Bulo
Mailaga, Spain Francisco Chicano

October 2022
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