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Abstract. At CRYPTO 2006, Halevi and Krawczyk proposed two randomized hash
function modes and analyzed the security of digital signature algorithms based on these
constructions. They showed that the security of signature schemes based on the two
randomized hash function modes relies on properties similar to the second preimage
resistance rather than on the collision resistance property of the hash functions. One of
the randomized hash function modes was named the RMX hash function mode and was
recommended for practical purposes. The National Institute of Standards and Technol-
ogy (NIST), USA standardized a variant of the RMX hash function mode and published
this standard in the Special Publication (SP) 800-106.

In this article, we first discuss a generic online birthday existential forgery attack
of Dang and Perlner on the RMX-hash-then-sign schemes. We show that a variant
of this attack can be applied to forge the other randomize-hash-then-sign schemes. We
point out practical limitations of the generic forgery attack on the RMX-hash-then-sign
schemes. We then show that these limitations can be overcome for the RMX-hash-then-
sign schemes if it is easy to find fixed points for the underlying compression functions,
such as for the Davies-Meyer construction used in the popular hash functions such as
MD5 designed by Rivest and the SHA family of hash functions designed by the Na-
tional Security Agency (NSA), USA and published by NIST in the Federal Information
Processing Standards (FIPS). We show an online birthday forgery attack on this class
of signatures by using a variant of Dean’s method of finding fixed point expandable
messages for hash functions based on the Davies-Meyer construction. This forgery at-
tack is also applicable to signature schemes based on the variant of RMX standardized
by NIST in SP 800-106. We discuss some important applications of our attacks and
discuss their applicability on signature schemes based on hash functions with ‘built-in’
randomization. Finally, we compare our attacks on randomize-hash-then-sign schemes
with the generic forgery attacks on the standard hash-based message authentication
code (HMAC).
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1. Introduction

1.1. Hash Functions and Digital Signatures

A cryptographic hash function is a tool which processes a message of arbitrary length to
a hash value of fixed length. The length of the message and its hash value are measured
in the number of bits or bytes. In general, a hash function with t-bit hash value is called a
t-bit hash function. The fundamental security properties of a hash function are collision
resistance, second preimage resistance and preimage resistance [54]. A hash function is
collision resistant if it is computationally infeasible to find two distinct messages that
have the same hash value. A hash function is second preimage resistant if, for a given
target message, it is computationally infeasible to find a message distinct from the target
message such that the hash values of these two messages are the same. A hash function
is preimage resistant if, for a given target hash value, it is computationally infeasible to
find a message which hashes to the given target hash value. The term ‘computational
infeasibility’ means that the complexity of an algorithm to break any of these properties
is not less than that of the generic attack required to break that property. The generic at-
tack to break the collision resistance property of a t-bit hash function is called a birthday
collision attack, and it requires 2t/2 (distinct) queries to the hash function. The generic
attack to break the second preimage resistance and preimage resistance properties of a
t-bit hash function requires on average 2t (distinct) queries to the hash function. Formal
definitions for these security properties were given by Rogaway and Shrimpton [73].

Efficient digital signature generation and verification is one of the main applications
of hash functions. In this application, a signer uses a hash function H to compress a
message m, that he or she intends to sign, to a fixed size hash value H(m). The signer
then signs the hash value using the signature generation algorithm SIG to produce the
signature s = SIG(H(m)). The signer sends (m, s) to the intended receiver, who verifies
the signature s on m by using the verification algorithm VER which outputs a bit 1
upon successful verification. Digital signature algorithms that use hash functions in this
way are called hash-then-sign digital signature algorithms. When the underlying hash
function H is not collision resistant, a signature scheme SIG can be forged by asking a
signer to sign a legitimate message m and then showing SIG(H(m)) as the signature of
a fraudulent message n where m �= n and H(m) = H(n). Hence, a hash function used
in a hash-then-sign scheme must be collision resistant for the security of the scheme
against forgery attacks.

Several hash functions were designed exclusively for the digital signature application.
Some notable proposals are MD4 [71] and MD5 [72] by Rivest and the SHA family of
hash functions [60,63–65] by the National Security Agency (NSA), USA and published
by the USA’s government standards agency, the National Institute of Standards and
Technology (NIST). The SHA family includes SHA-0 published in the Federal Infor-
mation Processing Standard (FIPS 180) [63] and its successors SHA-1, SHA-224, SHA-
256, SHA-384 and SHA-512 that were published in the standard FIPS 180-3 [60].1 All
these designs are based on the Merkle–Damgård [20,55] iterated hash function design

1 The standard FIPS 180-3 was preceded by the standards FIPS 180-2 [65], which has SHA-1, SHA-256
and SHA-512, and FIPS 180-1 [64] in which SHA-1 was first published.
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paradigm with the exception that SHA-224 and SHA-384 truncate their final 256-bit
and 512-bit hash values to 224 and 384 bits respectively.

The MD4, MD5, SHA-0 and SHA-1 hash functions are no longer collision resistant,
and several collision attacks on their reduced versions [12,26,27], compression func-
tions [18,29] and full hash functions [12,28,31,52,83,84] were demonstrated. Of these
hash functions, MD5 and SHA-1 are widely implemented in many information pro-
cessing applications. Nearly a decade before collisions were found for the MD5 hash
function [85], Dobbertin [30] suggested not to implement MD5 as a collision resistant
hash function after his pseudo collision attack on MD5 [30]. Although no practical col-
lisions have been found for SHA-1, a theoretical collision attack on SHA-1 by Wang,
Yin and Yu [84] in 2005 demonstrated that SHA-1 is not collision resistant. Soon after
the formal notice of this attack, NIST announced that federal agencies must stop relying
on digital signatures that are generated using SHA-1 by the end of 2010. Considering
the wide usage of MD5 and SHA-1 in the signature algorithms such as RSA [45,74] and
DSA [61,62], there has been a growing amount of research showing how seriously these
attacks (in particular on MD5) could undermine the security of digital signatures [10,
38,49,79,80] in which these hash functions are deployed.

1.2. Randomize-Hash-then-Sign Digital Signatures

For a long time, it has been suggested to randomize each message using a fresh random
value, also called a salt, before it is hashed and signed so that the security of the digital
signatures depends on a property weaker than the collision resistance of the hash func-
tion [1,23,24,56]. Message randomization before hashing would require an attacker to
predict the random value in order to make use of collisions in a hash function to forge a
digital signature. The composition functions of message randomization transforms and
hash functions are called randomized hash functions.

Shortly after the discovery of collision attacks on several popular hash functions by
Wang et al. [81,82,84,85], Halevi and Krawczyk [40] proposed two concrete random-
ized hash function constructions to strengthen the security of digital signature schemes
against collision attacks on hash functions. These randomized hash function construc-
tions use Merkle–Damgård hash function construction as a black-box and were intended
for use with standard digital signature schemes without the need to make any changes
to either the underlying hash functions or the signature algorithms. When a message is
processed using the first randomized hash function of [40], the signature must be gen-
erated on both the hash value and the random value used to randomize the message.
However, certain standard digital signature algorithms such as DSA and RSA do not
support signing both the random value and the hash value. To overcome this practi-
cal constraint, Halevi and Krawczyk proposed another randomized hash function called
RMX [40, Appendix D], [41] which does not require the hash values generated under
it to be signed together with the random value. They also suggested RMX for adoption
into practice. An implementation of RSA based on RMX-SHA-1 was discussed in [43].
NIST standardized a variant of RMX in the special publication (SP) 800-106 [21]. In
addition, it is welcomed by NIST, that the candidate hash functions in the SHA-3 hash
function competition support randomized hashing [66].

In an RMX-hash-then-sign signature scheme, the signer computes the signature of
a message m as follows: He chooses a random value denoted r , and randomizes m by
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passing the pair (r,m) as input to the RMX transform. The randomized message is given
by M = RMX(r,m). The signer processes the message M using a t-bit hash function
H and obtains the t-bit hash value H(M). The signer signs the hash value H(M) using
a signature algorithm, denoted SIG, and obtains the signature s. The signer sends the
triplet (m, r, s) to the verifier, who computes M = RMX(r,m) and provides the pair
(M, s) to the verification procedure VER to verify s. In this article, signature schemes
based on the two randomized hash functions (including the RMX hash function) pro-
posed in [40] are called randomize-hash-then-sign signature schemes and those based
on the RMX hash function are called RMX-hash-then-sign signature schemes.

1.3. Analytical Results of Halevi and Krawczyk

As noted before, security of the randomized hash functions would depend on properties
weaker than the collision resistance property of hash functions. For the first randomized
hash function proposed by Halevi and Krawczyk [40], this property was called target
collision resistance (TCR) and for the RMX hash function, the property was referred to
as enhanced target collision resistance (eTCR). Halevi and Krawczyk proved that ran-
domized hash functions are TCR and eTCR if their underlying compression functions
possess two security properties called chosen second preimage resistance and evaluated
second preimage resistance. Both these properties are related to the second preimage
resistance property of the compression function.

Finally, the analysis of [40] argues that an attacker who can break the TCR property of
the first randomized hash function and the eTCR property of the RMX hash function can
forge signature schemes based on these hash functions. It was also claimed that to break
randomize-hash-then-sign signature schemes an attacker must solve a cryptanalytical
problem close to finding second preimages, which is a much harder task than finding
collisions in a hash function. They also observed that the generic second preimage attack
of Kelsey and Schneier [46] on the Merkle–Damgård hash functions is applicable to
their two randomized hash functions. This attack breaks the TCR and eTCR properties
of the two randomized hash functions and has complexity far beyond the bound of a
birthday attack.

Definitions of two randomized hash functions and their respective TCR and eTCR
properties as well as chosen and evaluated second preimage resistance properties are
provided in Sect. 3.

1.4. Related Work

Dang and Perlner [22] showed a generic chosen message forgery attack on signature
schemes based on a t-bit RMX hash function in 2t/2 chosen messages and 2t/2 opera-
tions of the hash function and a similar amount of memory. This attack produces a col-
lision of the form H(RMX(r,m)) = H(RMX(r∗, n)) which implies SIG(m) = SIG(n),
where m is one of the chosen messages, n is the message corresponding to the forged
signature and (r,m) �= (r∗, n).

1.5. Our Results

In this article, we first note that the attack of Dang and Perlner [22] does not produce a
verifiable forgery if the signer uses the same random value for both RMX hashing and
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signing for randomized signature algorithms such as DSA [61,62], ECDSA [4,62] and
RSA-PSS [45,74]. The idea of re-using the random value present in signature schemes
for the randomized hashing to save the communication bandwidth was addressed in [21,
40,57,67]. The attack of Dang and Perlner also does not apply to signature schemes
based on the other randomized hash function analyzed by Halevi and Krawczyk wherein
both the random value and hash value are signed.

We then show a generic chosen message existential forgery attack [39] on the RMX-
hash-then-sign signature schemes when the compression function of the hash function
has fixed points that are easy to find. Our attack produces a valid forgery in the applica-
tions where the forgery attack of Dang and Perlner does not succeed. In our attack we
use a subtle variant of Dean’s method of finding fixed point expandable messages [25,
46] for hash functions based on the compression functions vulnerable to easily found
fixed points.2 Many popular hash functions, which include MD4 [71], MD5 [72], the
SHA family [65] and Tiger [2], have compression functions that use the Davies–Meyer
construction [44,68] for which fixed points can easily be found [58]. In an existen-
tial forgery attack, the attacker asks the signer for the signatures on a set of messages
of his choice and is then able to produce a valid signature on a message which was
never signed by the signer. Our forgery attack requires 2t/2 equal length chosen mes-
sages, 2t/2+1 offline operations of the compression function and has a probability of
2−24 to hit the correct bits used to pad the message according to the RMX transform.
The attack requires about 2t/2 words of memory. With this computational complexity,
we can establish a collision of the form H(RMX(r,m)) = H(RMX(r,m‖n)), where
m is one of the chosen messages and n �= m is a randomized message block which
gives a fixed point. This implies SIG(m) = SIG(m‖n) = s and therefore (m‖n,s) is the
forgery of (m,s). This attack demonstrates that the RMX hash function instantiated with
the Davies–Meyer construction gains implementation benefits at the expense of online
birthday forgery attacks on the RMX-hash-then-sign signature schemes.

Variants of our forgery attacks as well as those of [22] on the randomize-hash-then-
sign signature schemes require less than 2t/2 queries to the signer and less than 2t/2

memory at the expense of more than 2t/2+1 (but still less than 2t ) offline compression
function computations. Our attacks also apply to signature schemes that use a variant
of RMX published by NIST in SP 800-106 [21]. They also apply to signature schemes
based on the randomized hashing for some of the variants of the Merkle–Damgård con-
struction, such as HAIFA [13] and the construction with split padding [87].

Finally, to develop an understanding of the differences between the generic attacks
on randomized hash functions and those applied on the standard keyed hash functions
such as hash-based message authentication code (HMAC), we compare the generic at-
tack models used to forge randomize-hash-then-sign signature schemes presented in this
article to those applied on HMAC [7,8].

1.6. Comparison of Our Analysis with that of Halevi and Krawczyk

In [40] it was formally shown that for the randomized hash functions to be TCR and
eTCR, it is sufficient for the compression functions to have chosen second preimage

2 Fixed point expandable messages were used to mount long message second preimage attacks in the
Merkle–Damgård hash function [25,46] and some of its variants [3,34,35].
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resistance and evaluated second preimage resistance properties. As noted before, both
these properties are related to the second preimage resistance of the compression func-
tion. In other words, the analysis of Halevi and Krawczyk shows a relation between
second preimage resistance of the compression function of a given hash function and
the difficulty of breaking TCR and eTCR properties in the corresponding randomized
hashing schemes. Breaking these properties of randomized hash functions is much
harder than finding collisions for a hash function. An attacker who breaks the TCR
(resp. eTCR) property of the first randomized hashing scheme (resp. RMX) can then
forge the digital signature based on this hash function by making one query to the sig-
nature algorithm. We remark that the analysis of [40] does not provide any explicit
security bounds required to break the TCR and eTCR properties of two randomized
hash functions when their compression functions are chosen second preimage resistant
and evaluated second preimage resistant. It also does not provide any explicit security
bounds required to forge randomize-hash-then-sign signature schemes when the under-
lying randomized hash functions are TCR and eTCR. Since it was claimed that to break
randomize-hash-then-sign signature schemes an attacker must solve a cryptanalytical
problem close to finding second preimages, one may observe that the complexity of
breaking TCR and eTCR properties of a t-bit randomized hash function is close to 2t

hash function computations, which is a much harder task than finding collisions in a
hash function by a birthday attack in about 2t/2 complexity. The analysis of [40] also
observes that the application of a Kelsey–Schneier [46] second preimage attack on t-bit
randomized hash functions for a target message of length 2d blocks leads to an exis-
tential forgery attack on the corresponding randomize-hash-then-sign signature scheme
in 2t−d offline operations of the compression function and one query to the signer of a
randomize-hash-then-sign signature algorithm.

Our analysis aims to present an upper bound of security for the randomize-hash-then-
sign schemes against the adversaries who make several queries over online to the signer.
As shown by our attacks, an attacker who can make about 2t/2 queries to the signer of a
randomize-hash-then-sign signature algorithm, can mount existential forgery attacks on
the randomize-hash-then-sign signatures with a similar amount of offline computations
and memory, where t is the size of the hash value. This result illustrates the exact secu-
rity of the randomize-hash-then-sign schemes with respect to online attacks and shows
that the security of these schemes does not necessarily rely on the properties similar to
the second preimage resistance of the hash functions, as better attacks can be found in
an online model. Our analysis also shows that compression functions with easily found
fixed points, such as the Davies–Meyer construction, can be exploited in the RMX hash
function setting to forge digital signature algorithms that can use the same random value
for both RMX hashing and signing, as noted in Sects. 1.5 and 4.1.1.

In summary, our analysis of randomize-hash-then-sign schemes follows an attack-
oriented approach in comparison to the proof-oriented approach pursued by Halevi and
Krawczyk. In addition, we analyzed the security of these schemes against adversaries
who make several queries with the same or different messages to the signer, whereas
Halevi and Krawczyk analyzed the security of randomized hash function modes against
an adversary who makes only one message query to the signer. Both these analytical
results show that it is not possible to forge randomize-hash-then-sign signatures by em-
ploying only offline birthday collision attacks on the hash functions. As shown by our
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analysis, collision attacks must be online and with about birthday attack complexity one
can forge randomize-hash-then-sign algorithms. Thus, our analysis complements the
analysis of Halevi and Krawczyk by showing that randomized hash functions achieve
an essential security improvement over the offline birthday collision attacks by forc-
ing these attacks to work online (e.g. requiring 2t/2 messages signed by the legitimate
signer and similar amount of memory).

1.7. Impact of Our Results

Our generic forgery attacks on the randomize-hash-then-sign signature schemes using
fixed points in the compression functions are totally impractical for a typical hash value
size of 256 bits. Moreover, our attacks cannot be parallelized, as they require a real
signer to sign a very large set of messages. Our analytical results are in no contradiction
to those of Halevi and Krawczyk [40] for the reasons stated in Sect. 1.6. Although vari-
ants of our forgery attacks require less than 2t/2 legitimate signatures and memory, they
require more than 2t/2+1 (but less than 2t ) offline compression function computations.
The forgery attack of [22] on the RMX-hash-then-sign signature schemes has a similar
complexity, though its application is more limited.

1.8. Guide to the Article

In Sect. 2, we define the notation and fundamentals of hash functions and digital signa-
tures. In Sect. 3, we define randomized hash functions of [40] and the variant of RMX
hash function mode standardized by NIST [21]. In Sect. 4, we present the forgery at-
tack of [22] on the RMX-hash-then-sign schemes and discuss its limitations. In Sect. 5,
we show how to apply Dean’s method of building fixed point expandable messages
to forge hash-then-sign signatures. In Sect. 6, we argue that offline birthday collision
attacks are not useful to forge randomize-hash-then-sign digital signatures. In Sect. 7,
we describe our forgery attack on the RMX-hash-then-sign signature algorithms and
discuss variants of this attack. In Sect. 8, we present some important applications of
our forgery attacks. In Sect. 9, we discuss the applicability of our analysis to signature
schemes based on hash functions with a ‘built-in’ randomization feature. In Sect. 10,
we compare the generic attack models on randomize-hash-then-sign schemes to those
on HMAC. Section 11 holds the conclusion.

2. Preliminaries

2.1. Notation

For a t ∈ Z
+, {0,1}t defines the set of all bit strings of length t . For two bit strings a and

b, a‖b defines the concatenation of a and b. For example, if a = 000 and b = 11 then
a‖b = 000‖11 = 00011. For a bit string a, the left most bit of a is its most significant
bit (MSB) and the right most bit of a is its least significant bit (LSB). For α ∈ N, the
first α bits of a are called the first α MSBs of a and the last α bits of a are called the last
α LSBs. For example, for a = 10100010, the bit 1 is the MSB and the bit 0 is the LSB
and the bits 1010 are the first four MSBs of a and the bits 0010 are the last four LSBs.
For α ∈ N and e ∈ {0,1}, eα defines the concatenation of e bit for α times. For example,
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14 = 1‖1‖1‖1 = 1111. For a bit string a and α ∈ N, a[α] defines consecutive α bits of a

starting from its MSB. For example, if a = 1011011001 then a[4] = 1011. Similarly, for
ab ∈ Z

+, (ab)[α] defines consecutive α bits of ab starting from its MSB. The number of
bits in a bit string a is denoted by |a|. For example, if a = 0256‖1128 then |a| = 384.

2.2. Merkle–Damgård Hash Function Construction

The Merkle–Damgård construction [20,55] is a popular hash function mode of operation
which has been used in the design of popular hash functions such as MD5, the SHA
family and the Whirlpool hash functions. A compression function which takes a fixed
input length value and outputs a fixed length hash value is the core component of this
construction. Let h : {0,1}b × {0,1}t → {0,1}t be a compression function which takes
a b-bit message block and a t-bit chaining value as inputs and produces a t-bit output
chaining value. Let H : {0,1}∗ → {0,1}t be the Merkle–Damgård construction built by
iterating the compression function h in order to process a message of arbitrary length.
Often, an upper bound on the length of the message which can be hashed is specified for
H . Let this length be 2l bits. A message m to be processed using H is always padded
in a manner such that the length of the padded message is a multiple of the block length
b of h. Let |m| be the l-bit binary representation of the length of the message m. The
message m is padded as follows:

Divide m into b-bit blocks mi for i = 1 to L and let q be the number of message bits
in the last block mL where q ≤ b.

– If q ≤ b − l − 1 then the message m is padded with 1‖0b−l−q−1‖|m|.
– If q > b − l − 1 then the message m is padded with 1‖0b−q−1 and an additional

b-bit block 0b−l‖ |m| is concatenated to the padded message m‖1‖0b−q−1.

Every message block mi is processed by iterating h as defined by the expression Hi =
h(Hi−1,mi), where H0 is the initial value (IV) of H , Hi is the intermediate chaining
value of H at the ith iteration of h and HL is the hash value of H . In this article, the
Merkle–Damgård hash function with H0 as the IV is denoted by HH0 .

2.3. Fundamental Security Properties

Some fundamental security properties of an iterated hash function HH0 (e.g. Merkle–
Damgård) instantiated with an ideal compression function h and an ideal compression
function h that are essential for the analysis presented in this article are listed below.

2.3.1. Properties of an Iterated Hash Function HH0

1. Collision resistance (CR): It should take 2t/2 operations of HH0 to find two mes-
sages m and n such that m �= n and HH0(m) = HH0(n).

2. Second preimage resistance (SPR): For a challenged target message m and its hash
value under HH0 , it should take 2t operations of HH0 to find another message n

such that n �= m and HH0(m) = HH0(n). We recall that for a target message of 2d

blocks, a second preimage for a Merkle–Damgård hash function can be found in
2t−d operations of the compression function [46].
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Fig. 1. Illustration of fixed point attack for the Davies–Meyer compression function.

2.3.2. Properties of an Ideal Compression Function h

1. Collision resistance: It should take 2t/2 operations of h to find two different pairs
(Hi−1,mi) and (H ∗

i−1, ni) such that h(Hi−1,mi) = h(H ∗
i−1, ni).

2. Second preimage resistance: For a challenged pair (Hi−1,mi), it should take
2t operations of h to find a pair (H ∗

i−1, ni) such that (Hi−1,mi) �= (H ∗
i−1, ni)

and h(Hi−1,mi) = h(H ∗
i−1, ni). This property is also called random-SPR (r-

SPR) [40].

2.4. Compression Functions with Fixed Points

The Davies–Meyer compression function construction is one of the twelve single block
length block cipher-based compression functions that were proved to be collision resis-
tant and (second) preimage resistant in the ideal cipher model [17,68]. This construction
has been used in the design of many popular hash functions such as MD4, MD5 and the
SHA family and recently in SHAvite-3 [14], a second round candidate of the NIST’s
SHA-3 hash function competition. Let h be the Davies–Meyer compression function;
then h is defined by h(Hi−1,mi) = Emi

(Hi−1) ⊕ Hi−1 = Hi , where mi is the message
block which is used as a key to the block cipher E, the input chaining value Hi−1 is the
plaintext to E and ⊕ is the feed-forward operation.

A fixed point for a compression function h is a pair (Hi−1,mi) such that
h(Hi−1,mi) = Hi−1. A fixed point for h can be easily found by evaluating the ex-
pression E−1

mi
(0) for some message block mi [58], [46, Appendix A.1] as illustrated in

Fig. 1. Note that, for every unique message block mi , there exists one and only one fixed
point for the Davies–Meyer compression function. Fixed points can also be found for a
variant of this compression function with addition modulo 2t as the feed-forward oper-
ation. Similarly, it is easy to find fixed points for three other provably collision resistant
and second preimage resistant single block length compression functions [17,68].

2.5. Existential Forgery Attack on the Digital Signature Schemes

In this article, we consider an adversary who tries to make an existential forgery at-
tack on a digital signature scheme SIG under a generic adaptive chosen message attack
model [39]. In this attack, an attacker first queries the signer (also called the challenger)
adaptively for signatures on several chosen messages. The attacker then outputs a new
message which was not queried to the signer and its signature as the forgery. The attack
is adaptive, as the adversary can choose queries that depend on both the challenger’s
public key and signatures obtained for the previous queries. This attack is regarded as
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the most severe natural attack an adversary can mount on the signature scheme [39].
The sequence of steps associated with this attack are outlined below:

1. The challenger generates a public and a private key pair (Pk,Sk) using a key
generation algorithm. An attacker receives the public key Pk.

2. The attacker queries a list of q messages m1, . . . ,mq to the challenger, and the
attacker can choose these queries adaptively.

3. The challenger generates the signatures si for the messages mi by using his private
key Sk and the signature algorithm SIG, where i = 1, . . . , q . The challenger sends
the signatures si to the attacker.

4. The attacker is considered to have existentially forged the signature scheme SIG
by returning a pair (m, s) satisfying:
(a) (m, s) /∈ {(m1, s1), . . . , (m

q, sq)}; and
(b) The triplet (Pk,m, s) produces a valid verification. That is, the verification

algorithm VER(Pk,H(m), s) outputs a bit 1.

Let Adv be the probability that the adversary succeeds in this attack, taken over the
coin tosses made by it and the challenger. The adversary is said to (t, q, ε)-existentially
forge the signature scheme SIG if it runs in at most t time, makes at most q queries and
Adv ≥ ε.

3. Randomized Hashing

The notion of universal one-way hash functions (UOWHFs) was introduced by Naor and
Yung [59], who showed how to construct UOWHF primitives based on any 1-1 one-way
function and proposed digital signature schemes based on UOWHFs. The UOWHFs
were called target collision resistant (TCR) hash functions by Bellare and Rogaway [9],
a notion which was also adopted by Halevi and Krawczyk [40]. Bellare and Rogaway [9]
and later Shoup [78] proposed and analyzed composition constructions to build TCR
hash functions from TCR compression functions.

3.1. TCR Hash Function Mode

A family of hash functions {Hr}r∈R for some set R is TCR [9,40,59,78] if no efficient
attacker can win the following game except with negligible probability:

1. First choose a message m and then receive a salt or random value r ∈R R.
2. Find a second message n such that m �= n and Hr(m) = Hr(n).

A signature scheme based on a TCR hash function is called a TCR-hash-then-sign
signature scheme [9,78]. Halevi and Krawczyk [40] proposed a TCR hash function
mode Hr for the Merkle–Damgård hash function HH0 . In this scheme, every block
mi of the message m is mixed with a b-bit random value r by using an exclusive-or
operation before it is processed with the hash function HH0 . The scheme Hr with H0

as the IV and a hash value of size t bits is formally defined as follows:

HH0
r (m) = HH0

r (m1‖ . . .‖mL)
def= HH0(m1 ⊕ r‖m2 ⊕ r‖ . . .‖mL ⊕ r).
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Fig. 2. Illustration of RMX hash function mode.

To sign a message m, a user of the TCR-hash-then-sign scheme first chooses a salt
r and then invokes the underlying digital signature scheme to sign the pair (r,Hr(m)).
However, signing this pair requires modifications to some of the standard digital signa-
ture schemes, similar to the schemes proposed in [9,78], which is undesirable in practice
as a general solution. For instance:

– Signature algorithms such as DSA [61,62] and ECDSA [4] do not accommodate
for the signing of both r and Hr(m) as they are designed to compute signatures
only for the hash value Hr(m) and do not have a field to accommodate r .

– Signature schemes such as the traditional deterministic RSA encoding of PKCS#1
v1.5 [45,74] can accommodate both r and Hr(m) under the signed block (since
RSA moduli are long enough) [40]. However, the PKCS#1 standard does not ac-
commodate the random value r but only the hash value [40]; to accommodate r ,
explicit changes to this standard are required, which is possible but difficult [48].

3.2. eTCR Hash Function Mode

To solve the problem of signing both r and Hr(m) in the TCR-hash-then-sign schemes,
Halevi and Krawczyk introduced an improved notion for the TCR hash function family
called the enhanced TCR (eTCR) hash function family [40]. A hash function family
{H̃r}r∈R for some set R is eTCR if there exists no efficient attacker who can win the
following game except with negligible probability:

1. First choose a message m and then receive a salt or random value r ∈R R.
2. Find a second message n and a salt r∗ such that (r∗, n) �= (r,m) and H̃r (m) =

H̃r∗(n).

Halevi and Krawczyk [40] proposed an eTCR hash function mode, denoted H̃r , as
a suitable randomized hash function mode for use in digital signatures, as it does not
require explicit signing of the salt r . The eTCR hash function H̃r with H0 as the IV and
a hash value of size t bits is formally defined as follows:

H̃H0
r (m) = H̃H0

r (m1‖ . . .‖mL)
def= HH0(r‖m1 ⊕ r‖m2 ⊕ r‖ . . .‖mL ⊕ r).

Figure 2 depicts the eTCR hash function mode H̃r assuming that the last message
block mL of m is complete (i.e. the message m is a multiple of b bits). Hence, an
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additional padding block mL+1 which contains the bits 1‖0b−l−1‖|m| is appended to
m. The designers proposed a concrete specification of H̃r called RMX together with its
implementation details [40, Appendix D], [41,43]. The major focus of this article is the
analysis of signature schemes based on the RMX hash function mode.

3.2.1. RMX Specification

The RMX hash function randomizes an input message m of at most 2l −b bits by using a
random value r of size between 128 and b bits and outputs a message M . Following [40,
Appendix D], [41,43], we define the RMX algorithm as below:

1. Compute three random values r0, r1 and r2 from r as follows:
(a) r0 = r‖0b−|r| such that |r0| = b bits.
(b) r1 = r‖r‖ . . .‖r

︸ ︷︷ ︸

b bits

such that |r1| = b and the last repetition of r is truncated if

needed.
(c) r2 = r

[b−l−8]
1 (i.e. the first b − l − 8 MSBs of r1 are assigned to r2).

2. Divide the input message m into equal size b-bit blocks. Assume that the size of
m is L − 1 × b + b′ bits, where L − 1 × b bits are divided into L − 1 b-bit blocks
m1,m2, . . . ,mL−1 and the last b′ LSBs of m are placed in a block mL of length
b′ where 1 ≤ b′ ≤ b.

3. Assign M0 = r0.
4. For i = 1 to L − 1:

(a) Mi = mi ⊕ r1.
5. Let lpad, which means the last block pad, be a 16-bit string representing the bit

length b′ of mL in big-endian notation. Let lpad0 and lpad1 be the first and second
bytes of lpad respectively, and each of these bytes represents a number between 0
and 255. This implies that b′ = 256 × lpad1 + lpad0.
(a) If b′ ≤ b − l − 24 then assign M∗

L = mL‖0k‖lpad where k = b − b′ − 16 − l.
Assign ML = M∗

L ⊕ r2.
(b) If b′ > b − l − 24 then assign M∗

L = mL‖0b−b′
and M∗

L+1 = 0b−l−24‖lpad.
Assign ML = M∗

L ⊕ r1 and ML+1 = M∗
L+1 ⊕ r2.

6. Output the randomized message M , where M = RMX(r,m) = M0‖ . . .‖ML in
the case of (5) and M = RMX(r,m) = M0‖ . . .‖ML‖ML+1 in the case of (5).

7. Process M with HH0 to obtain a t-bit hash value.

Remark 1. We note that when b′ ≤ b − l − 24 with k = b − b′ − 16 − l, an additional
b-bit block must be appended to ML to accommodate the padding and message length
encoding bits of size at least l + 1 required by the hash function HH0 to process M . We
illustrate this observation in Appendix A. In addition, when b′ ≤ b− l−24, |M∗

L| = b− l

and hence |r2| = b − l bits which means r2 = r
[b−l]
1 . For example, when |mL| = b′ =

b − l − 24 bits, k = b − b′ − l − 16 = 8 bits. Now M∗
L = mL‖08‖lpad and |M∗

L| =
b − l − 24 + 8 + 16 = b − l bits. Hence, r2 must also be of size b − l bits. Therefore, in
this article, we assign r2 = r

[b−l]
1 for b′ ≤ b − l − 24 bits.

Remark 2. Instead of k = b − b′ − 16 − l, if one assigns k = b − b′ − 24 − l for
b′ ≤ b − l − 24 bits, then the padding and message length encoding bits required by
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HH0 to process M can be accommodated in the last block of M itself, as illustrated
in Appendix A. When k = b − b′ − 24 − l with b′ ≤ b − l − 24, |M∗

L| = b − l − 8

bits and hence |r2| = b − l − 8 bits, which means r2 = r
[b−l−8]
1 which is the same as

in the RMX specification. For example, let |mL| = b′ = b − l − 24 bits. Then k = 0
bits. Now M∗

L = mL‖00‖lpad and |M∗
L| = b − l − 24 + 0 + 16 = b − l − 8 bits; hence

|r2| = b − l − 8 and one must have assigned r2 = r
[b−l−8]
1 .

3.2.2. Standardization of RMX

NIST standardized a variant of RMX in SP 800-106 [21]. We denote this variant of
RMX by RMXSP; its specification is placed in Appendix B. We observe the following
differences between these two transforms:

1. RMX and RMXSP differ in the padding rule defined to randomize the messages.
2. In RMX, the prepended random value of r is extended to a block of b bits by

padding it with 0 bits (i.e. r0 = r‖0b−|r| such that |r0| = b bits). However, in
RMXSP, the prepended random value is directly concatenated with the exclusive-
or of the message bits and the random value bits.

3.3. Security Properties of TCR and eTCR Hash Functions

The hash functions H̃r and Hr are eTCR and TCR respectively if their underlying com-
pression function h is either chosen-SPR (c-SPR) or evaluated-SPR (e-SPR) [40]. Let t

be the output size of h. These properties are defined below:

1. c-SPR: For a given message block mi , find (Hi−1,H
∗
i−1, ni) such that

h(Hi−1,mi) = h(H ∗
i−1, ni).

2. e-SPR: Choose u ≥ 1 values Δ1, . . . ,Δu each of length b bits. Receive a random
value r ∈ {0,1}b and then define mi = r ⊕ Δu and Hi−1 = HH0(r ⊕ Δ1‖ . . .‖r ⊕
Δu−1). Find (H ∗

i−1, ni) such that h(Hi−1,mi) = h(H ∗
i−1, ni).

Both these properties of h are related to its r-SPR property [40]. A generic birthday
attack can be mounted on the c-SPR property of an ideal h, as an attacker can use the
freedom in both the chaining values Hi−1 and H ∗

i−1 as well as in the message block
ni to find a collision. Hence, the expected security level of the c-SPR property of h is
about 2t/2. Due to the lack of freedom in varying (Hi−1,mi), this attack does not apply
to the r-SPR property of h (defined in Sect. 2.2). Therefore, the expected security level
of r-SPR for an ideal h is about 2t . Since an attacker has no control over the random
value r used to compute the pair (Hi−1,mi) in the e-SPR property of h, he also does
not have the freedom to vary the pair (Hi−1,mi) to apply a birthday attack on the e-SPR
property of h. Therefore, the e-SPR property of h is much closer to the r-SPR property
of h in its meaning, as noted in [40]. Therefore, one would expect that for an ideal h the
security level of the e-SPR property is similar to the r-SPR property of h.

4. Generic Forgery Attacks on Randomize-Hash-then-Sign Signature Schemes

In Sect. 4.1, we present a generic existential forgery attack on the RMX-hash-then-sign
signatures by Dang and Perlner [22] and discuss its limitations. In Sect. 4.2, we present
a generic existential forgery attack on signature schemes based on Hr .



Security Analysis of Randomize-Hash-then-Sign Digital Signatures 761

4.1. Forgery Attack on the RMX-Hash-then-Sign Signature Schemes

The online birthday forgery attack of [22] on signature schemes based on a t-bit RMX
hash function requires 2t/2 chosen messages, 2t/2 offline hash function operations and
a similar amount of memory. This attack is outlined below:

– Online phase:

1. Query the signer for the signatures of 2t/2 adaptive chosen messages mi

where i = 1, . . . ,2t/2. Store every mi in a Table L1.
2. The signer chooses a random value ri to compute the signature si of every

message mi using SIG. The signer first computes RMX(mi) and then com-
putes SIG(HH0(RMX(mi))) = si . The signer returns the pair (ri , si) where
i = 1, . . . ,2t/2. Store these pairs of values in L1 corresponding to the chosen
messages mi .

– Offline phase:

1. Using ri compute the hash values HH0(RMX(ri ,m
i)) for i = 1, . . . ,2t/2 and

store them together with (ri , si) in L1.
2. Choose random pairs (rj ,mj ) where j is in increments of 1 such that

(rj ,mj ) �= (ri ,m
i) and compute the hash values HH0(RMX(rj ,mj )). While

computing each of these hash values, check whether any of these hash values
collide with any of the hash values in the Table L1. After about 2t/2 trials,
with a good probability, we can find a collision. Let that random pair be
(ry,my). That is, we can find (rx,m

x,Hx, sx) from L1 where (rx,m
x) �=

(ry,my) such that Hx = HH0(RMX(ry,my)) = HH0(RMX(rx,m
x)) and

VER(ry,my,Hy, sx) outputs 1 where x, y ∈ {1, . . . ,2t/2}. Hence, SIG(mx) =
SIG(my).

3. Output (my, ry, sx) as the forgery.

4.1.1. Limitations of the Forgery Attack

For extremely limited bandwidth applications, it is possible to save on the communi-
cation bandwidth by re-using the random value meant for the signing purposes as in
RSA-PSS and DSS algorithms also as a salt for the RMX hash function mode. In the
case of RSA-PSS, randomness used internally by the signature can be recovered by the
recipient of the signature by using the RSA verification algorithm. In the case of DSS
signatures, the random value used for the signature generation purpose is transmitted to
the verifier along with the signature. These applications were also noted in [22,40].

We note that the generic forgery attack on the RMX-hash-then-sign signature scheme
discussed in Sect. 4.1 does not succeed in these signature applications during the forgery
verification step, as the random value used by the signer for RMX hashing and signing
matches that of the arbitrary value chosen by the attacker with a negligible probability.

4.2. Forgery Attack on Signature Schemes Based on Hr

The offline phase of the generic forgery attack on the RMX-hash-then-sign signature
schemes from Sect. 4 can be modified to forge signature schemes based on Hr . In the
offline phase, the attacker computes hash values for some chosen messages under HH0
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until he finds a candidate message, say N , whose hash value HH0(N) collides with the
randomized hash value of one of the queried messages, say mx , computed during the
online phase of the attack. Let this randomized hash value be Hrx (m

x) and the signature
of Hrx (m

x) be sx . The attacker then computes m∗ = N ⊕rx and produces (m∗, rx, sx) as
the forgery. This attack does not produce a meaningful message as the forgery because
m∗ is random and does not render any meaning.

Remark 3. The number of queries to the signer required for the generic forgery attacks
in Sects. 4.1 and 4.2 can be reduced by increasing offline compression function compu-
tations such that the product of the number of offline computations and online queries
is equal to 2t . In addition, these attacks are independent of the size of the random value
used in the randomized hashing and length of the messages queried to the signer.

Remark 4. The online phase of the forgery attacks outlined in Sects. 4.1 and 4.2 is
also possible in the known message attack model, leading to more powerful forgery
attacks. That is, an attacker can use only known messages and their signatures instead
of adaptively querying chosen messages to the signer for signatures.

5. Application of Fixed Point Expandable Message to Forge Hash-then-Sign
Signature Schemes

5.1. Fixed Point Expandable Message

Dean [25] showed that if it is easy to find fixed points (see Sect. 2.4) for a compression
function, then a multicollision based on several distinct length messages can be con-
structed for the hash function in about twice as much as the work required to build a
birthday collision attack. Kelsey and Schneier [46] called a multicollision where mes-
sages of different lengths collide to the same hash value an expandable message. An
expandable message does not yield a collision to the full hash function due to the pro-
vision of the encoding of the length of the messages in the last block. This expandable
message attack on the hash function HH0 based on the Davies–Meyer compression
function h and without message length encoding is outlined below:

1. For i = 1, . . . ,2t/2, construct 2t/2 random fixed points (Hi−1, ni) for h. That is,
h(Hi−1, ni) = Hi−1. Store these fixed points in a Table L1.

2. Build 2t/2 hash values from the initial state H0 of HH0 by processing that many
message blocks and store these blocks and hash values in a Table L2.

3. Find a match between the hash values stored in Tables L1 and L2 and let n and m

be the corresponding message blocks. This implies a collision of form HH0(m) =
HH0(m‖n).

4. Output (m,m‖n) as the expandable message where two messages of lengths 1 and
2 blocks produced a collision.3

The complexity of this attack is about 2t/2+1 compression function computations and
a similar amount of memory.

3 An expandable message of desired size can be obtained by appending a desired number of copies of the
fixed point message block n to m‖n.
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5.2. Forgery Attack on Hash-then-Sign Signatures

We show a forgery attack on hash-then-sign signature schemes by employing a variant
of Dean’s technique of finding fixed point expandable messages. In this attack we ensure
that the encoding of the length of the message to be produced as a forgery is integrated in
the fixed point block and build a collision of form HH0(m) = HH0(m‖n). We then query
the signer for a signature on m and show that SIG(m‖n) = SIG(m), thereby showing
m‖n as the forgery of m. The complexity of the attack is 2t/2+1 computations of HH0

and one query to the signer. Let h be the Davies–Meyer compression function. This
forgery attack is outlined below:

1. Consider 2t/2 messages mi where i = 1, . . . ,2t/2. Let these messages contain c

number of b-bit blocks and let the length of these messages in bits be (c × b) −
(l +1). Pad each mi with a bit 1 followed by l bits that represent the binary format
of the length (c × b) − (l + 1) bits. Compute the hash values Hi for each of these
padded messages under HH0 . Store mi and Hi in a Table L1.

2. For j = 1, . . . ,2t/2, compute 2t/2 fixed points for h such that h(H ∗
j , nj ) = H ∗

j

where the last l + 1 bits of every block nj are fixed with a padding bit 1 and l bits
that represent the binary format of the length of the message mi‖pad‖(nj )[b−(l+1)]
where (nj )[b−(l+1)] represents the first b − (l + 1) bits of nj . Let the last l + 1 bits
of nj be a string called padf which means padding bits in the fixed point block.
Store H ∗

j and (nj )[b−(l+1)] in a Table L2.
3. Due to the birthday paradox, with a significant probability we can find a hash

value Hx from the Table L1 and a hash value H ∗
y from the Table L2 such

that HH0(mx‖pad) = Hx = H ∗
y = h(H ∗

y , ny) for some x ∈ {1, . . . ,2t/2} and

y ∈ {1, . . . ,2t/2}.
This implies HH0(mx‖pad‖ny) = HH0(mx‖pad) = Hx . Let m = mx and

n = (ny)[b−(l+1)]. Therefore, HH0(m‖pad‖n‖padf ) = HH0(m‖pad). Recall that
padf bits are the padding bits of the message m‖pad‖n under HH0 .

4. Query the signer for the signature on the message m. The signer hashes the mes-
sage m‖pad using HH0 and then signs the hash value HH0(m‖pad) using the
signature algorithm SIG to obtain the signature s = SIG(m).

5. Since HH0(m‖pad‖n‖padf ) = HH0(m‖pad), SIG(m‖pad‖n) = SIG(m).
6. Output (m‖pad‖n, s) as the forgery.

Remark 5. Our attack technique subtly differs from Dean’s method [25], as we exert
control over the fixed point message blocks by integrating the padding and length en-
coding bits that represent the length of the forgery message in the last few bits of the
fixed point block. This is in contrast to Dean’s method of finding expandable messages
where all bits in the fixed point block are random. In addition, our forgery attack does
not use an expandable message, as our attack requires a collision for two distinct length
messages for the full RMX hash function. Therefore, our attack technique is stronger
than the one used by Dean; hence our technique would also be applicable to build ex-
pandable messages for the hash functions when the message inputs are exclusive-ored
with a random value as in RMX.



764 P. Gauravaram, L.R. Knudsen

6. Offline Collision Attacks Are not Useful to Forge Randomize-Hash-then-Sign
Signatures

We argue that offline collision attacks that are used to forge hash-then-sign digital sig-
natures such as the one outlined in Sect. 5 are not useful ‘as is’ to forge the RMX-
hash-then-sign digital signatures. The reason is that a signer who uses the RMX-hash-
then-sign signature algorithm to sign the message m chooses a salt r and signs the hash
value H̃

H0
r (m) to obtain the signature s. The signer then sends the triplet (m, r, s) to

the receiver. Therefore, to forge an RMX-hash-then-sign algorithm, we must satisfy the
condition that the offline birthday collision obtained for the hash function HH0 in Step 3
of the forgery attack in Sect. 5 would also produce a collision for the RMX hash function
mode H̃

H0
r . That is, we must obtain a condition H̃

H0
r (m‖pad‖n‖padf ) = H

H0
r (m‖pad)

to claim m‖pad‖n as the forgery message of m under the signature algorithm SIG.
However, this condition holds with a probability of 2−t , as the collision obtained in
the offline phase of the attack would no longer exist once the two colliding messages
m‖pad‖n and m are randomized with the salt r . Hence, we have to find a collision
for the messages that have already been randomized with the salt r to be able to forge
RMX-hash-then-sign signatures. Since the signer chooses a fresh salt at random for ev-
ery signature generation, we must be able to predict this salt to find a collision for the
messages randomized with the salt. This is an improbable event for a salt r with a typ-
ical size such as |r| ∈ [128, b] where b = 512 bits for compression functions such as
those in the MD5 and SHA-1 hash functions.

These security arguments also apply when one attempts to forge TCR-hash-then-
sign signatures by using offline collision attacks. Therefore, offline collision attacks
are not useful to forge randomize-hash-then-sign algorithms. These attacks must be
inherently online, as shown in the generic forgery attacks on the randomize-hash-then-
sign algorithms in Sect. 4 and on some RMX-hash-then-sign algorithms in Sect. 7.

7. Existential Forgery Attack on Some RMX-Hash-then-Sign Signatures

We extend the technique presented in Sect. 5 to provide a new existential forgery attack
on the RMX-hash-then-sign signatures that use compression functions for which fixed
points can be easily found. The significance of this new attack is that it can be used to
forge RMX-hash-then-sign signature schemes (e.g. RSA-PSS and DSS schemes based
on RMX hash) when the same salt is used for both RMX hashing and signing; thus
overcoming the limitation of the generic forgery attack on the RMX-hash-then-sign
signatures presented in Sect. 4.1. We first provide an outline of the attack and then
provide its pseudocode.

7.1. Outline of the Forgery Attack

In this attack, we first determine the lengths of the messages to be forged and to be
produced as a forgery. We then compute 2t/2 fixed point message blocks for the com-
pression function by integrating padding bits (including length-encoded bits) required
for the forgery message into the fixed point blocks. We then query the signer to sign 2t/2
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Fig. 3. Illustration of birthday collision attack between the hash values of RMX hash mode H̃r and
fixed point chaining values of the compression function h. RMX hash values and fixed points are built for
i = 1, . . . ,2t/2. The message block mx under the RMX hash mode H̃r with the hash value Hx is shown as
colliding with the chaining value H∗

y of a fixed point block Nz .

equal length adaptive chosen messages4 and collect their signatures and random values
used for the generation of the signatures. We use these 2t/2 random values and mes-
sages to compute 2t/2 RMX hash values and find an RMX hash value which collides
with one of the 2t/2 pre-computed fixed point hash values. This attack is illustrated in
Fig. 3. Due to the birthday paradox, with a good probability, we can find a chosen mes-
sage (along with its random value and signature) whose RMX hash value collides with
the hash value of one of the fixed point message blocks. This technique is illustrated
in Fig. 3 and in Fig. 4(a) and (b). We then use the exclusive-or operation to mix the
fixed point block and the random value used to sign the chosen message to obtain a new
block as shown in Fig. 4(c). Finally, we concatenate this block to the chosen message
and produce this concatenated message as the forgery of the chosen message. The attack
involves some subtleties due to the fact that the RMX hash function has a padding layer
as specified in Sect. 3.2.1 and, hence, the attack has an additional negligible complex-

4 Although we must make queries of the same length, they may still be chosen adaptively respecting this
length constraint.
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Fig. 4. Illustration of the forgery attack on the RMX-hash-then-sign scheme based on Davies–Meyer.

ity of 224 which adds to the complexity of 2t/2 adaptive chosen messages and 2t/2+1

operations of the compression function.

7.2. Pseudocode of the Forgery Attack

The pseudocode for the existential forgery attack on the signature scheme SIG which
uses the RMX hash function H

H0
r based on the Davies–Meyer compression function h

is given below:

– Pre-computation phase:

1. Determine the length of the message to be forged. Let m be a message whose
signature has to be forged and let the size of m be 2b − l − 24 bits. Let m∗ be
the forgery of m to be produced whose length can be pre-determined using
|m|. That is, |m∗| = |m| + l + 24 + b + (b − l − 24 − 1) = 4b − l − 25 bits.

2. Compute 2t/2 fixed points for the compression function h by using mes-
sage blocks Nj , each of size b bits, such that H ∗

j−1 = h(H ∗
j−1,N

j ) for

j = 1, . . . ,2t/2. While finding fixed points, fix the last l + 1 bits of each mes-
sage block Nj with the pad bit 1 and l bits to represent the pre-determined
length encoding of the message m∗ of length 4b − l − 25 bits to be produced
as the forgery. Let these l + 1 bits be padf bits. Store the pairs (Nj ,H ∗

j−1)

in a Table L1 where j = 1, . . . ,2t/2.

– Online phase:

1. For i = 1, . . . ,2t/2, query the signer with equal length adaptive chosen mes-
sages5 mi . Let |mi | = b + b − l − 24 bits. Every message mi can be repre-
sented as mi = mi

1‖mi
2 where |mi

1| = b bits and |mi
2| = b − l − 24 bits. Store

these 2t/2 messages in a Table L2.

5 All queried messages can also be the same. Since the signer always chooses a fresh salt to randomize
each queried message independently of the value of the message, all randomized messages are distinct.
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For i = 1, . . . ,2t/2, the signer computes the signatures si on the equal-
length messages mi as follows:
(a) The signer chooses a fresh random value ri for every ith query inde-

pendent of the message mi . The signer calculates three random values
r0,i , r1,i and r2,i for every chosen random value ri following the RMX
specification in Sect. 3.2.1 and Remark 1 as follows:

i. r0,i = ri‖0b−|ri |
ii. r1,i = ri‖ri‖ . . .‖ri such that |r1,i | = b bits and the last repetition of

ri is truncated if needed.
iii. r2,i = r

[b−l]
1,i (as noted in Remark 1).

(b) The signer divides every message mi as mi = mi
1‖mi

2 where |mi
1| = b

bits and |mi
2| = b − l − 24 bits.

(c) The signer randomizes every message mi as follows:
i. Mi

0 = r0,i

ii. Mi
1 = mi

1 ⊕ r1,i

iii. Mi
2 = (mi

2‖08‖lpad) ⊕ r2,i

(d) Let padm represent the l-bit binary encoded format of the length of the
message Mi

0‖Mi
1‖Mi

2. For every randomized message Mi
0‖Mi

1‖Mi
2, the

signer computes the hash value by passing this message as an input to
the hash function HH0 . The hash value for every randomized message is
H̃

H0
ri (mi) = HH0(Mi

0‖Mi
1‖(Mi

2‖1‖0l−1)‖(0b−l‖padm)). The signer re-

turns the signature si = SIG(H̃
H0
ri (mi)) of every message mi .

2. For every queried message mi where i = 1, . . . ,2t/2, the signer returns the
pair (ri , si).

– Offline phase:

1. Add the received pair (ri , si) to the Table L2.
2. Using the random value ri , compute three random values r0,i , r1,i and r2,i

following the RMX specification in Sect. 3.2.1 and Remark 1.
3. Randomize the message mi as follows:

(a) Mi′
0 = r0,i

(b) Mi′
1 = mi

1 ⊕ r1,i

(c) Mi′
2 = (mi

2‖08‖lpad) ⊕ r2,i

4. Let Mi′ = Mi′
0 ‖Mi′

1 ‖Mi′
2 . The validity of the signatures si returned by the

signer during the online phase of the attack ensures that Mi′
0 ‖Mi′

1 ‖Mi′
2 =

Mi
0‖Mi

1‖Mi
2.

5. Compute H̃
H0
ri (mi) = HH0(Mi

0‖Mi
1‖(Mi

2‖1‖0l−1)‖(0b−l‖padm)) and add

the hash values H̃
H0
ri (mi) to the Table L2. Let H̃

H0
ri (mi) = Hi for i =

1, . . . ,2t/2. Now the Table L2 contains the values (mi, ri , si ,Hi).
6. Find a collision between the 2t/2 hash values stored in the Tables L1 and

L2. This step is illustrated in Fig. 3. With a good probability, we can find a
hash value Hx from the Table L2 and a hash value H ∗

y from the Table L1
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such that:

HH0
(

Mx
0

∥

∥Mx
1

∥

∥

(

Mx
2 ‖1‖0l−1)

∥

∥

(

0b−l
∥

∥padm
)) = Hx = h

(

H ∗
y ,Ny+1) = H ∗

y

where
(a) Mx

0 = r0,x and |Mx
0 | = b

(b) Mx
1 = mx

1 ⊕ r1,x and |Mx
1 | = b

(c) Mx
2 = (mx

2‖08‖lpad) ⊕ r2,x and |Mx
2 | = b − l

(d) Ny+1 = (Ny+1)[b−l−1]‖padf
and x ∈ {1, . . . ,2t/2}, y ∈ {0, . . . ,2t/2 − 1}. This step is illustrated in Fig. 3
and in Fig. 4(a) and 4(b). Let y + 1 = z.

7. Let r ′
2,x be the last l bits of r1,x . Then r1,x = r2,x‖r ′

2,x .

Note that |r2,x | = b − l. Let padr = r ′
2,x ⊕ (1‖0l−1).

Let padr1 = (r
[b−l]
1,x ⊕ 0b−l )‖(r ′

2,x ⊕ padm). Note that |padr1| = b bits.

8. Calculate (Nz)[b−l−1]⊕r
[b−l−1]
1,x = nz as shown in Fig. 4(c). The probability

that the last 24 bits of nz are 08‖lpad is 2−24. These 24 bits represent the
padding bits of the message randomized by RMX.

9. Let m∗ = mx
1‖(mx

2‖08‖lpad‖padr)‖padr1‖(nz)[|nz|−24] and m = mx
1‖mx

2 .
Note that |m| = 2b − l − 24 bits and m∗ = 4b − l − 25 bits, which is the
same as determined in Step (1) of the Pre-computation phase of the attack.
The signature SIG(m) on the message m is also valid on m∗ as H̃

H0
r (m) =

H̃
H0
r (m∗). Let SIG(m) = s.

10. Finally, output (m∗, r, s) as the forgery.

7.2.1. Complexity

It takes 2t/2 operations of h to compute the fixed points, 2t/2 adaptive chosen message
queries to the signer during the online phase, 2t/2 operations of h and 2t/2 exclusive-
or operations during the offline phase and a probability of 2−24 to match the correct
padding bits of the RMX transform. Therefore, the computational complexity of the
attack is approximately 2t/2+1 operations of the compression function and 2t/2 chosen
messages. The memory requirements of the attack are as follows assuming that the size
of the signature is four times the security level of t/2 bits of a t-bit hash (which is
possible for the DSA algorithm): b × 2t/2 + t × 2t/2 bits in the pre-computation phase,
2b × 2t/2 bits in the online phase and |r| × 2t/2 + t × 2t/2 + 2t × 2t/2 bits in the offline
phase. The memory required for the attack is equal to (3b + 4t + |r|) × 2t/2 bits. This
is approximately 2t/2+3 memory of t-bit values.

7.3. Practical Security

Here we illustrate with an example the practical security offered by the RMX-hash-then-
sign signature algorithms. Our attack can be used to forge a signature scheme based on
RMX-SHA-256 in about 2129 operations of the SHA-256 compression function, 2128

chosen messages and a probability of 2−24 for the forged message to contain the 24
padding bits used in the RMX transform and a memory of about 2131. In addition, our
attack is independent of the size of the random value r . Note that in our attack we
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assumed that b′ = b− l −24 bits. The attack also applies for about the same complexity
when b′ < b − l − 24 bits. However, when b′ > b − l − 24 bits, the padding bits of the
RMX transform are placed in the last two blocks ML and ML+1. Since the last block
ML+1 does not contain any message bits, it is not possible to generate a fixed point
block which can represent this block; hence the attack does not apply.

In comparison, as remarked in [40], forging a signature scheme based on RMX-SHA-
256 by using the long message second preimage attack of [25,46] requires about 2201

offline operations of the SHA-256 compression function, more than 255 memory and
one chosen message of size about 255 message blocks each of 512 bits. We briefly
outline this attack by assuming |r| = b bits for an easy description.

1. Query the signer with a long message m = m1‖ . . . ,mL−1 where L = 255,
|mi | = 512 bits and the block mL is reserved for the padding bits required by
the SHA-256 algorithm. The signer produces the signature s for the hash value
HH0(RMX(r,m)) by using the signature algorithm SIG and sends (r, s) to us.

2. Compute HH0(r).
3. Use HH0(r) as the starting state of the hash function and find a second preimage

for m by following the Kelsey–Schneier [46] long message second preimage at-
tack algorithm. Let n = n1‖n2, . . . ,‖nL−1 be the second preimage which has the
same size as m.

4. Compute m∗ = n1 ⊕ r‖n2 ⊕ r, . . . ,‖nL−1 ⊕ r .
5. Now, HH0(RMX(m, r)) = HH0(RMX(m∗, r)) and produce m∗ as the second

preimage of m under the hash function HH0(RMX(.)). Therefore, the signature s

computed for the message m by using SIG based on RMX-SHA-256 is also valid
for m∗.

6. Output (m∗, r, s) as the forgery.

The time complexity of this attack increases when we desire to produce forgeries for
messages of size less than 255 blocks. For example, the complexity of this attack to
produce a forgery message of size 512 bits will be the same as the brute force attack
complexity of 2256 SHA-256 operations.

Remark 6. We can also derive trade-offs between the online and offline time com-
plexities for the forgery attack in Sect. 7 similar to the generic forgery attack on the
RMX-hash-then-sign algorithms discussed in Sect. 4. In addition, a variant of our at-
tack is possible wherein an attacker can query several signers but with less than 2t/2

queries to each of them and finally forge the signature of one of the signers, one of
whose randomized hash values collides with one of the pre-computed hash values.

Remark 7. Unlike the generic forgery attacks of Sect. 4, the forgery attack of Sect. 7 is
not applicable in the known message attack model unless the lengths of all 2t/2 known
messages are the same.

7.4. Attack on the e-SPR Property of the Compression Functions

Our forgery attack on the RMX-hash-then-sign signature schemes translates into a birth-
day collision attack on the e-SPR property of the compression function h for which
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fixed points can be easily found. Recall that in the e-SPR game, we choose u ≥ 1 val-
ues Δ1, . . . ,Δu, each of length b bits. We then receive a random value r ∈ {0,1}b and
define mi = r ⊕Δu and Hi−1 = HH0(r ⊕Δ1‖ . . .‖r ⊕Δu−1). Finally, we aim to find a
pair (H ∗

i−1, ni) such that (H ∗
i−1, ni) �= (Hi−1,mi) and h(Hi−1,mi) = h(H ∗

i−1, ni). The
attack is outlined below:

1. Find 2t/2 fixed points (Hi−1,m
i) for h where i = 1, . . . ,2t/2 and store them in a

Table L.
2. Play the e-SPR game for 2t/2 times with u = 2 where Δ1 = Δ2 = 0. For every

call to the e-SPR game, we receive a fresh random value rj for j = 1, . . . ,2t/2.
3. Due to the birthday paradox, we can find Hi−1 = HH0(rj‖rj ) for some i and j

with a good probability. Let this rj = r and mi in the fixed point (Hi−1,m
i) be

mi for some i.
4. Let H ∗

i−1 = HH0(r), ni = r , Hi−1 = HH0(r‖r).
Now, we have h(H ∗

i−1, ni) = HH0(r‖r) = HH0(r‖r‖mi) = h(Hi−1,mi).

Thus, after 2t/2 games, we expect to win one game. Note that the forgery attack in
Sect. 4.1 also translates into an e-SPR attack on any compression function after 2t/2

e-SPR games.
These attacks on the e-SPR property of the compression function illustrate that the

security level of e-SPR is not as high as expected (i.e. similar to the second preimage
resistance) when an attacker plays the e-SPR game for 2t/2 times. In contrast, the se-
curity reduction of [40] from the e-TCR property of the RMX hash function mode to
the e-SPR property of the compression function considers an attacker who plays the
e-SPR game only once (i.e. the attacker receives random value r only once). Hence, our
analysis complements the analysis of [40] by considering an attacker who can play the
e-SPR game more than once.

8. Applications of Our Forgery Attack

In this section, we discuss some interesting applications of our forgery attack on the
RMX-hash-then-sign digital signatures.

8.1. Meaningful Forgeries

The method used to forge RMX-hash-then-sign schemes provided in Sect. 7 may be
used to produce an ‘almost’ meaningful forgery message by querying meaningful mes-
sages to the signer during the online phase of the attack. Then all bits in the forgery
message except those in the fixed point block convey the meaning, and all bits in the
fixed point block except the padding bits are random. In addition, this method is also
applicable to forge signature schemes based on the TCR hash function mode on which
the generic attack of Sect. 4.2 does not produce a meaningful forgery.

8.2. RMXSP is Weaker than RMX

NIST standardized a variant of the RMX hash function in SP 800-106 [21]. We called
this variant RMXSP in Sect. 3.2.2 and it is defined in Appendix B. Our forgery attack
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on the RMX-hash-then-sign algorithms also extends to those based on RMXSP that use
fixed point compression functions. When |m| + 1 ≥ |r| for RMXSP, the complexity of
our forgery attack on the SIG based on RMXSP is similar to the one on the SIG based on
RMX with the exception that it requires a success probability of 1/2 to hit the correct
padding bit ‘1’ used to pad the message by RMXSP. Note that RMX uses 24 bits for
padding; hence our attack requires 2−24 success probability to match the padding bits of
RMX correctly. Hence, RMXSP is weaker than RMX due to its weak padding compared
to the one in RMX.

8.3. Variants of Merkle–Damgård

Our forgery attack is also applicable on signature schemes based on a variant of the
eTCR hash function mode HH0(r‖HH0

r (m)) proposed by Halevi and Krawczyk [40]. It
is also applicable to signature schemes that use the RMX hash function together with the
split padding [87] technique used to pad the message input to the hash function. The split
padding employed for a hash function ensures that a minimum number of message bits
are used in every block including the padding and message length encoding blocks. The
forgery attacks on the RMX-hash-then-sign algorithms outlined in Sect. 7 and in Sect. 4
are also applicable to signature schemes based on the hash functions with sequential
counters (for example, HAIFA hash function mode [13]) as the counter inputs can be
controlled in both the attacks. However, sequential counters for the RMX hash function
would still prevent the attempts to forge RMX-hash-then-sign schemes by using the
long message second preimage attack of Kelsey-Schneier [46] as recalled in Sect. 7.3.

Remark 8. Our online birthday forgery attacks are not useful to forge signature
schemes that use the randomized setting of the wide-pipe hash construction [51] with
an internal state size w ≥ 2t as the attack requires at least 2t chosen messages and 2t+1

operations of the compression function. This remark also holds even if it is easy to find
fixed points for the compression functions used in the wide-pipe hash function. For ex-
ample, the online birthday forgery attacks do not apply to the signatures based on the
RMX hash mode of Grøstl [36], a finalist in the NIST’s SHA-3 hash function compe-
tition, which uses a compression function for which many fixed points can be easily
found but has w ≥ 2t for a t-bit hash value.

9. On the Applicability of Our Analysis to the Hash Functions with ‘Built-in’
Randomization

Consider a Merkle–Damgård hash construction in which salt is mixed with the input
state and message block inside the compression function at every iteration. Such con-
structions are called hash functions with ‘built-in’ randomization. This method of ran-
domizing hash functions is different from the setting we have analyzed in this paper.
The generic forgery attack on the RMX-hash-then-sign schemes presented in Sect. 4.1
is also applicable to signature schemes based on this randomized hash function setting.
However, the applicability of the forgery attack on signature schemes using TCR col-
lisions as presented in Sect. 4.2 to those based on these functions depends on how the
random value is mixed with the message and state. For the same reason, even if the
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compression functions have fixed points, the techniques presented in Sect. 7 are not
directly applicable to forge signature schemes based on hash functions with ‘built-in’
randomization. Hash function designs such as LAKE [6], BLAKE [5] and ECHO [11]
have this kind of ‘built-in’ support for randomization. Moreover, constructing an eTCR
attack using certain types of collision attacks on the hash functions with ‘built-in’ ran-
domization that rely on the fixed difference in the salt inputs as well as on their actual
values such as on LAKE [15] depends on the distribution of the salt inputs used in the
collision attack. The reason is that the choice of one of the salts in the eTCR attack on
a randomized hash function is determined by the signer and is not under the control
of the attacker. Analyzing eTCR and TCR properties of hash functions with built-in
support for randomization requires analysis of the c-SPR and e-SPR properties of the
compression functions.

10. Randomize-Hash-then-Sign Signatures Versus HMAC

Recall that the random value chosen by the signer is unknown to the attacker who tries
to break the TCR/eTCR properties of the randomized hash functions, and the signer
chooses a fresh random value for each query. This property is similar to the security
requirement of message authentication codes (MACs) in which the task of an attacker
is to forge a MAC function without knowledge of the secret key. Moreover, the standard
MAC function HMAC [7,8] has been proposed as a safety net for the MAC functions
that depend on the hashing strength as little as possible [42], just like randomized hash
functions. These similarities in the design goals and security properties of randomized
hash functions and HMAC makes it interesting to compare the attack models on them
when they are instantiated with the same ideal compression function.

Offline birthday collision attacks on the hash functions do not help to forge
HMAC [8]. The best known forgery attack on HMAC is the online birthday colli-
sion attack [8]. In this attack on a t-bit HMAC, the attacker first finds two distinct
messages m and m∗ such that HMAC(m) = HMAC(m∗) by querying the HMAC or-
acle with at most 2t/2 chosen messages. Then he queries the HMAC oracle for the
tag of the message m‖n and produces the message m∗‖n as the forgery of m‖n since
HMAC(m‖n) = HMAC(m∗‖n) due to the length extension property of the Merkle–
Damgård hash functions. It is not possible to derive online and offline computation time
trade-offs for this attack, unlike for the forgery attacks presented on randomize-hash-
then-sign schemes. While it is possible to generate multiple forgeries for HMAC after
querying its oracle with 2t/2 chosen messages [16,53], an online birthday attack on the
randomize-hash-then-sign signature does not lead to more than one forgery.

The cryptanalytic (second) preimage attacks on the hash functions such as those
on MD4 [50], MD5 [77], AURORA-512 [32,75,76] and the reduced round version of
SHAvite-3-512 [37] directly extend to finding second preimages for their randomized
hash function modes; hence these attacks lead to forgery attacks on signature schemes
based on these hash functions with just one chosen message. However, the possibility
of the forgery or key recovery attacks on HMAC using cryptanalytic (second) preim-
age attacks on the hash functions depends on the subtle details of the attacks and does
not extend to the attacks on HMAC with just one chosen message query. Moreover,
some cryptanalytic collision attacks on the hash functions can be extended to forge
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HMAC and its derivative NMAC functions; of course, this depends on the subtle details
of the collision attacks. See [19,33,47,69,70,86] for the analytical techniques used in
the forgery and key recovery attacks on HMAC and NMAC functions based on some
popular hash functions such as MD5 and SHA-1.

11. Conclusion and Open Questions

In this article, we presented several existential forgery attacks in an online setting on
the digital signatures based on the two randomized hash functions proposed by Halevi
and Krawczyk [40] and the signatures based on the RMX variant standard of NIST in
SP 800-106. All our attacks require a large number of queries to the message signer as
in a traditional birthday attack on the size of the hash value. Our analysis shows that
the randomized hash function standardized by NIST is slightly weaker than the RMX
hash mode proposed by Halevi and Krawczyk. However, there has been no change to
the standard since the discovery of our attacks.

Our results are in no contradiction with the previous analysis of Halevi and
Krawczyk [40], who proved that the problem of forging these signatures reduces to
a problem similar to that of finding second preimages for the underlying hash function
in these algorithms. However, our results demonstrate that the security of randomize-
hash-then-sign signature algorithms does not necessarily rely on the second preimage
resistance of the hash functions, as better attacks can be found in an online model. It
is clear from our attacks and those of [25,46] that it is well worth investigating the
second preimage resistance properties of the compression functions to identify possible
weaknesses that may affect the randomized hashing setting.

Our work opens an interesting research problem on how to improve the design of
randomized hash function modes so that the signatures based on these modes provide
about 2t security in the online setting and require no changes to the current standard
hash functions (e.g. SHA family) and signature schemes. It is also interesting to design
novel block cipher-based compression function structures that can avoid attacks on hash
functions and their applications through undesirable properties such as fixed points. For
instance, it is an interesting research problem to design and formally analyze block
cipher-based compression functions that are indifferentiable in the ideal cipher model
from a random oracle whose inputs are of fixed length.
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Appendix A. Observation in the Padding Rule of RMX

Recall from Sect. 3.2.1 that the RMX transform appends k zero bits and a 16-bit string
called lpad to the message bits in a block mL of size b′ which is less than the block
size b of the compression function. We noted that when b′ ≤ b − l − 24, the value
of k determines whether an additional b-bit block mL+1 must be appended to mL to
accommodate the padding and l-bit binary encoding of the true length of the message.
Here we illustrate this property for the RMX-SHA-256 construction.

Consider hashing of a message m using RMX-SHA-256. For SHA-256, b = 512
bits. Let |m| = 512 + 424 = 936 bits, where |m1| = 512 and |m2| = 424 bits. Following
RMX specification from Sect. 3.2.1, b′ = b − l − 24 = 512 − 64 − 24 = 424 bits and
k = b − b′ − 16 − l = 512 − 424 − 16 − 64 = 8 bits. Let |r| = 128 bits. Now the
randomized message M is defined as follows:

1. M0 = r0
2. M1 = m1 ⊕ r1
3. Calculation of M2:

(a) M∗
2 = m2‖08‖lpad where |M∗

2 | = 448 bits
(b) M2 = M∗

2 ⊕ r2

Therefore, RMX(r,m) = M = M0‖M1‖M2. A hash function HH0 used to process M

requires at least l + 1 bits for padding and encoding the length of the message. For
SHA-256, l = 64 bits, and hence it requires at least 65 bits for padding and message
length encoding. It is difficult to accommodate more than 64 bits in the remaining l-
bit positions in the last block M2, as it already has 448 bits. Therefore, to process M

using SHA-256, M is padded as follows: M = M0‖M1‖(M2‖1‖063
︸ ︷︷ ︸

512 bits

)‖ (0448‖l)
︸ ︷︷ ︸

512 bits

where l

represents the 64-bit binary encoded format of the length of M . Similarly, if b′ = 423
bits, then k = 9 bits and M∗

2 = m2‖09‖lpad. So, if b′ ≤ b − l − 24 then HH0 requires
an extra block to pad and to encode the length of M .

Alternatively, when b′ ≤ b − l − 24 bits, we could define k = b − b′ − 24 − l bits.
Then the hash function HH0 does not require an extra block to encode the length of
the message M . In the above illustration, when |m| = 936 bits, M∗

2 = m2‖00‖lpad and
M2 = M∗

2 ⊕ r2 where |M∗
2 | = 440 bits and M = M0‖M1‖M2. To process M using a

hash function HH0 , M is padded as follows: M = M0‖M1‖ (M2‖1‖07‖l)
︸ ︷︷ ︸

440+72 bits

.

Appendix B. Message Randomization Technique RMXSP

Let m be the input message, r be a message independent random bit string of size at
least 128 bits and at most 1024 bits and M be the randomized message. Let zpad be a
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string of zero bits, which has a single zero or more 0 bits. Let λ denote zero 0 bits or
an empty string. Let pad = 1‖zpad. Let rpad be the 16-bit binary representation of |r|.
The input message m is encoded to the form m‖pad and this encoded message is then
randomized (transformed to M) as specified below:

1. If |m| + 1 ≥ |r|:
(a) pad = 1‖λ = 1.
Else
(a) pad = 1‖0|r|−|m|−1.

2. m′ = m‖pad.
3. If |r| > 1024 then stop and output an error.
4. rem = |m′| mod |r|
5. Concatenate �|m′|/|r|� copies of r to the rem left most bits of r to obtain R, such

that |R| = |m′|. Now let

R = r‖r‖ . . .‖r
︸ ︷︷ ︸

�|m′|/|r|� times

‖r [rem]

6. The randomized output of m is given by

M = RMXSP(r,m) = r‖(m′ ⊕ R)‖rpad

B.1. Illustration

Let |r| = 128 and |m| = 927 bits. Now |m| + 1 ≥ |r|, therefore zpad = λ and pad = 1.
Now m′ = m‖pad = m‖1 and |m′| = 928 bits. The random value R = r‖ . . .‖r

︸ ︷︷ ︸

7 times

‖r [32].
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