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Abstract
With future shortage of professionals with programming and computing skills, 
many countries have made programming part of kindergarten – grade 12 curriculum 
(K-12). A possible approach is to make programming part of an already existing 
subject. Sweden has chosen this approach and in 2017 programming was integrated 
in the subject content of K-12 mathematics and technology. Integrating program-
ming is at the expense of extra workload on teachers. Teachers affected by these 
changes will face new challenges in their teaching and learning activities. The aim 
of the study is to examine K-12 teachers’ use and perceived affordances of program-
ming as a tool for teaching and learning activities in mathematics and technology. 
Data were collected through focus group discussions with three teacher teams in 
mathematics and technology from three K-12 schools in the mid Sweden region. 
21 teachers participated in the study. Thematic analysis with a mixture of deductive 
and inductive coding were used to analyse the data. Theory of affordances was used 
to structure findings in themes of interests and answer the study’s aim and research 
questions. Results show that the teachers use a variety of programming tools in their 
teaching and learning activities. The use of programming in mathematics and tech-
nology can be understood in five main perceived affordances: 1) Play, 2) Discovery, 
3) Adaptation, 4) Control, and 5) Freedom; which relate to both student motivation 
and subject content. Teachers also perceive obstacles and opportunities in using pro-
gramming, that relates to different programming tools’ ability to support teaching 
and learning activities. The findings of this study can be drawn upon by teachers and 
other stakeholders in the integration of programming in K-12 education, and in the 
design of teaching and learning activities with programming.
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1  Introduction

During recent years, programming has been integrated in K-12 education (kin-
dergarten to grade 12) in many countries (Nouri et al., 2020). This is in line with 
the expected need of professionals with competence in programming, due to an 
increased automation of jobs on the future labour market (Smit et al., 2020). Two 
possible approaches to introduce programming in K-12 education are to estab-
lish programming as its own subject or to integrate programming in an already 
existing curriculum (Nouri et al., 2020). Sweden is one of the countries that has 
chosen the latter approach and as of 2017 the Swedish government has accepted a 
revised school curriculum where programming has been integrated in the subjects 
of mathematics and technology (Heintz et al., 2017).

The path to integrate programming in an already existing school subject ena-
bles an interesting opportunity to use programming as a tool for teaching and 
learning activities in that subject. The use of programming as a tool for learn-
ing has a long history. A well-known example is that of Seymour Papert and the 
programming language Logo. Paperts (1993) idea, which he developed in the 
theory of Constructionism, is that a path to learning is to introduce the learners 
to microworlds, in which they can use and develop their skills and knowledge in 
a natural way. In the same way that you go to France to learn French, you should 
go to Mathland to learn mathematics (Papert, 1980). The programming language 
Logo was developed to support learners in this discovery and to move the role 
of the teacher to a co-learner, where the teacher and student learn and discover 
together (Papert, 1999).

Since Papert and Logo, there has been an expansion on the market of educa-
tional programming tools and languages. Educators and students are no longer 
limited to make their choice of programming tool only between different textual 
programming tools, such as Logo, Python, Java and C#. But they can also choose 
to use a programming tool where the code is already put together in blocks and 
all they need to do is snap them together, the so-called block programming tool 
(Papadakis & Kalogiannakis, 2019). It is also possible to not use a computer at 
all, so-called unplugged programming (Bell & Vahrenhold, 2018). One of the 
more well-known programming tools in the category of block programming 
tools is Scratch (Zhang & Nouri, 2019). Scratch expands on the idea of Logo but 
makes the programming easier with the graphical interface of blocks and, with 
the web-based solution, adds a big library of programming solutions for the users 
to be inspired by (Resnick et al., 2009).

With such a rich variety of different types of programming tools, one could be 
led to believe that the integration of programming in K-12 education would be an 
easy process. However, the integration is at the expense of putting extra workload 
on a group of teachers that often have no prior knowledge and experience in using 
programming as a tool in their subject (Rich et al., 2019; Szabo et al., 2019). As 
seen in previous research, the integration of new technology in educational con-
text does not only provide educational affordances but also issues that need to be 
addressed (Andreas et al., 2010; Bower & Sturman, 2015). The teachers affected 

4888 Education and Information Technologies (2022) 27:4887–4904



1 3

by this change will have to face and solve a set of new challenges in their teaching 
and learning activities. How and to what do you use programming in K-12 math-
ematics and technology?

This study focuses on the teachers’ perspective in integrating programming in an 
already existing school subject; and how they perceive programming as a tool for 
teaching and learning activities. The aim of the study is to examine K-12 teachers’ 
use and perceived affordances of programming as a tool for teaching and learning 
activities in mathematics and technology. The study has been guided by the follow-
ing research questions:

RQ1) How do K-12 teachers use programming as a tool for teaching and learning 
activities in mathematics and technology?
RQ2) Which are K-12 teachers’ perceived affordances of programming as a tool 
for teaching and learning activities in mathematics and technology?

2 � Theoretical framework

The theory, and concept, of affordances was coined by James J. Gibson and has been 
frequently used in research on technology in educational context (Bower & Sturman, 
2015). According to Gibson (1977), affordances are what the environment (encom-
passing substances, objects, surfaces, places, medium, and other animals) provides 
for the animal (or the observer); they are not physical or phenomenal, they are based 
on information from both the environment and the observer. For example, a mailbox 
can be used to mail letters whether a person understand that it can be used for that or 
not; however, the affordance of mailing letters can only exist if there is a person to 
utilise it (Bower & Sturman, 2015).

Donald A. Norman is, besides Gibson, a well cited author in the field of educa-
tional technology (Bower & Sturman, 2015). Norman (1999) describes affordances 
as possible relationships that exists naturally between actors and objects. They 
are worldly properties, although they do not need to be known, desirable or visi-
ble (Norman, 1999). Norman also introduces the concept of perceived affordances 
which emphasis what affordances the user perceives, and which actions therefore are 
performed (Bower & Sturman, 2015).

According to Norman (1999) it is important to distinguish affordances from per-
ceived affordances and conventions. The distinction is important in product design, 
especially with screen-based products, where the designer is generally more inter-
ested in what actions are perceived to be possible by the user. What the designer 
can control in screen-based interfaces are primarily perceived affordances, since the 
affordances of the computer system are already built in. When designing the graphi-
cal layout of a screen-based product, or discussing the use of affordances, it is con-
ventions that the design and discussion rely on. (Norman, 1999).

Conventions, or cultural constraints, is part of four different classes of constraints 
that Norman (1990) introduces in The Psychology of Everyday Things. Constraints 
are important because they constitute the limitations to what actions are possible 
to the actor. Cultural constraints limit the possible actions to which are allowable 
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(based in the actor’s cultural background). Physical constraints limit the possi-
ble actions to which are physically possible (based in the properties of the physi-
cal world). Semantic constraints limit the possible actions to which are meaningful 
(based in the actor’s understanding of the situation). Lastly, logical constraints limit 
the possible actions to which are logically possible (based in the actor’s reasoning). 
(Norman, 1990).

3 � Related work

In a report from 2015, based on a survey with 21 Ministries of Education (20 Euro-
pean countries and Israel), it is reported that 16 countries had integrated program-
ming at a local, regional, or national level; and additional 2 countries had plans 
to integrate programming (Balanskat & Engelhardt, 2015). In the same report, 13 
countries integrate programming in a specific ICT/Technology course, while sev-
eral countries integrate programming in an existing subject, mostly in mathemat-
ics (Balanskat & Engelhardt, 2015). In a literature review from 2019, the authors 
conclude that most initiatives of introducing programming in K-12 education are 
targeted towards middle and high school students, and a wide range of programming 
tools are used (Szabo et al., 2019).

In the UK, programming has been integrated in K-12 education through the 
subject of Computing, which is composed of information technology, digital lit-
eracy, and computer science (Royal Society, 2017). In a report by the Royal Soci-
ety (2017), computing education across UK is labelled “patchy and fragile” and at 
risk of damaging future generations education and nation economy. A reason for 
this being shortage of computing teachers, and that most of those teaching Comput-
ing are unfamiliar with the subject and does not receive adequate support (Royal 
Society, 2017). Some of the recommendations given for addressing these issues are 
ensuring that all pupils receive Computing education and that teachers are supported 
in their teaching and professional development (Royal Society, 2017).

Finland and Sweden are two of the countries that have integrated programming 
in existing subjects (Pörn et al., 2021; Heintz et al., 2017). In a study with 91 grade 
1–6 mathematics teachers in Finland, it is concluded that the teachers have a diverse 
view on programming, where some claim teaching material is lacking or insuffi-
cient, and that this may lead to education inequality (Pörn et al., 2021). The study 
further suggests that there is a need for educational efforts by those who work with 
K-12 teachers (for example teacher education and producers of educational material) 
to support teachers in making the connection between programming and mathemati-
cal content clear (Pörn et al., 2021).

A common distinction between different programming tools for educational use 
is whether they have a text-based (for example Python) or block-based (for exam-
ple Scratch) interface (Lindberg et al., 2019). Block programming tools are usually 
considered to be easier for beginners because they use drag and drop with a mouse 
instead of typing (Lindberg et al., 2019). Studies show that students find block pro-
gramming tools engaging (Adams, 2010), and that they minimize misconception 
about programming concepts compared to the use of textual programming tools 
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(Mladenović et  al., 2020). While block programming tools may be engaging and 
easier to use, research has shown that the gains students make in block program-
ming tools does not automatically transfer to professional textual programming 
tools (Weintrop & Wilensky, 2019). Textual programming tools could attract stu-
dents with higher expectations of programming since the tools are used in profes-
sional settings (Garneli et al., 2015). Previous research has also investigated the use 
of a structured approach in teaching textual programming in K-12 education, the 
PRIMM approach (predict, run, investigate, modify, make), with positive results for 
both the students and the teachers (Sentance et al., 2019).

Another approach used in K-12 education, especially the lower grades, is 
unplugged programming (Otterborn et al., 2020). Their study show that K-12 teach-
ers use unplugged programming to give students a more concrete experience of pro-
gramming, which can later be drawn upon in the use of other programming tools 
(Otterborn et al., 2020). A study by Bell and Vahrenhold (2018) recommends that 
unplugged programming should not be used in isolation, but rather as a stepping-
stone to help and motivate students for programming.

All three types of programming tools mentioned above (textual, block and 
unplugged) can be combined with tangible objects, so called tangible program-
ming tools, to support learning. Research on an unplugged approach with a tangible 
robotic arm, showed that it could raise K-12 students’ interest and attitude towards 
engineering (Miller et  al., 2018). Inspired by block programming tools, Koushik 
et al. (2019) developed a tangible block-based programming tool (StoryBlocks) to 
support blind and visually impaired students learning basic programming.

According to Hammond (2010) there is a strong case for affordances when talk-
ing about information and communications technology (ICT) for teaching and learn-
ing. However, there must be a greater consensus on the concept if it is to be useful 
and Hammond (2010) suggest a definition of affordances as:

“the perception of a possibility of action (in the broad sense of thought as well 
as physical activity) provided by properties of, in this case, the computer plus 
software. These possibilities are shaped by past experience and context, may 
be conceptually sophisticated and may need to be signposted by peers and 
teachers. […] Affordances provide both opportunities and constraints. Affor-
dances are always relative to something and, in the context of ICT, relative to 
desirable goals or strategies for teaching and learning.” (Hammond, 2010)

A common topic in previous research on affordances in educational context is 
design of technology to support learning, for example technology for computer-sup-
ported collaborated learning (Feyzi Behnagh & Yasrebi, 2020), supporting dyslexic 
readers (Antonenko et al., 2017), and 3-D virtual learning environments (Dalgarno 
& Lee, 2010).

There are also studies that investigate affordances in relation to programming 
education in K-12 settings. Block programming tools are often considered to be 
easier for novice programmers, compared to textual programming tools, because of 
the drag and drop approach to programming (Lindberg et al., 2019). This has been 
highlighted as an important affordance in block programming tools since it reduces 
the challenges of programming syntax (Sengupta et al., 2013). In a literature review, 
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Papavlasopoulou et  al. (2017) examines the affordances of tangible programming 
and reflects on the practice and design of such tools. They conclude that the affor-
dances of tangible programming tools are less ambiguous and therefore the objects 
are perceived as easier to predict and manipulate compared to virtual objects, which 
could potentially make programming more attractive for students at any age (Papav-
lasopoulou et al., 2017).

4 � Method

The study was conducted as focus group discussions to uncover the range of experi-
ences and perceptions by the participating teachers on the studied topic (Hennink, 
2013). To create a non-threating and safe environment for discussion, the focus 
group discussions were conducted with teams of teachers that are custom to meeting 
each other regularly at their school workplace (Hennink, 2013). Further, the par-
ticipating teachers are of similar power-positions within their organisation, since the 
focus groups consists of teachers that teach the same subjects at the same schools 
(Krueger & Casey, 2014).

4.1 � Data collection

The focus group discussions were conducted during the spring and autumn semester 
of 2019 with three teacher teams at three different K-12 schools in the mid Sweden 
region. The teams consisted of teachers that have in common that they teach math-
ematics and/or technology in grade 7–9. The teacher teams were contacted through 
an e-mail invitation to all K-12 schools in two big municipalities in the mid Sweden 
region; and through an invitation post on a course forum for an introductory pro-
gramming course for K-12 teachers in mathematics and technology at the [Mid Swe-
den University]. Three teacher teams, that met the criteria of teaching mathematics 
and/or technology in grade 7–9, answered the invitation and were selected to partici-
pate in the study.

21 teachers participated in the focus group discussions. The age of the teachers 
ranged from 33 to 61, with an average age of 45.8. 12 of the teachers are male and 9 
are female. All of the teachers teach mathematics in grade 7–9, and 8 of them teach 
technology in grade 7–9. All participating teachers are familiar with the concept of 
programming since the introduction of programming in K-12 curriculum, but only 8 
of them consider that they have a competence within programming prior the change 
in the curriculum. All focus group discussions were conducted in a semi-structured 
form and recorded. The average length of the recordings is about 48 min. The fol-
lowing questions were used as a guideline for discussion: How far have you come 
in the integration? How do you integrate programming in mathematics and technol-
ogy? What programming tools do you use? What challenges and opportunities do 
you perceive? However, the participating teachers were encouraged by the modera-
tor (the author) to add their own questions to discussion.
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Focus group 1 consisted of 9 teachers, where all teach mathematics and 3 teach 
technology. 4 of the teachers consider themselves to have competence in pro-
gramming prior the integration of programming in mathematics and technology. 
(Table 1) The focus group discussion was conducted at the teachers’ workplace 
during one of their teacher team meetings in the spring semester of 2019. The 
focus group discussion was recorded and lasted for about 53 min.

Focus group 2 consisted of 6 teachers, where all teach mathematics, and none 
teach technology. 2 of the teachers consider themselves to have competence in 
programming prior the integration of programming in mathematics and technol-
ogy. (Table 2) The focus group discussion was conducted at the teachers’ work-
place during one of their teacher team meetings in the autumn semester of 2019. 
The focus group discussion was recorded and lasted for about 51 min.

Focus group 3 consisted of 6 teachers, where all teach mathematics and 5 teach 
technology. 2 of the teachers consider themselves to have competence in pro-
gramming prior the integration of programming in mathematics and technology. 
(Table 3) The focus group discussion was conducted at the teachers’ workplace 
during one of their teacher team meetings in the autumn semester of 2019. The 
focus group discussion was recorded and lasted for about 40 min.

Table 1   Participating teachers in focus group 1

Participant F1P1 F1P2 F1P3 F1P4 F1P5 F1P6 F1P7 F1P8 F1P9

Teaching mathematics Yes Yes Yes Yes Yes Yes Yes Yes Yes
Teaching technology Yes Yes Yes
Competence in programming Yes Yes Yes Yes

Table 2   Participating teachers in focus group 2

Participant F2P1 F2P2 F2P3 F2P4 F2P5 F2P6

Teaching mathematics Yes Yes Yes Yes Yes Yes
Teaching technology
Competence in programming Yes Yes

Table 3   Participating teachers in focus group 3

Participant F3P1 F3P2 F3P3 F3P4 F3P5 F3P6

Teaching mathematics Yes Yes Yes Yes Yes Yes
Teaching technology Yes Yes Yes Yes Yes
Competence in programming Yes Yes
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4.2 � Data analysis

Collected data were analysed with thematic analysis to identify themes of interests 
in the material (Braun & Clarke, 2012; Bryman, 2016). A mixture of deductive and 
inductive approach was used in the process of analysis. First, deductive coding was 
used to identify themes of interests in the collected data, highlights were extracted 
and collected in a text document. This was based on the themes’ relevance for the 
study’s theoretical framework (Kiger & Varpio, 2020). The theoretical framework 
of affordances was used to identify and select themes of interests. Since the study’s 
interest is in teacher use and perception, the concepts of perceived affordances and 
constraints (Norman, 1999; 1990) were used as the main concepts for identifying 
and selecting themes of interests in the data.

Second, inductive coding was used to regroup the identified themes of interest in 
the text document in categories based on their similarities in addressing perceived 
affordances and constraints. In this process, quotes in the collected data that repre-
sent the categories were chosen and translated to English. This work was derived 
from the collected data (Kiger & Varpio, 2020) and based in the themes’ similarities. 
The categories were formulated as main perceived affordances that all the included 
themes related to. 5 categories, or main perceived affordances, where formulated in 
this process: 1) Perceived affordance of play, 2) Perceived affordance of discovery, 
3) Perceived affordance of adaptation, 4) Perceived affordance of control, and 5) 
Perceived affordance of freedom. These categories are further used as sub-headings 
in the Results and analysis-section.

5 � Results and analysis

The integration of programming in mathematics and technology is described to be 
in an early stage in all three focus groups. The participants describe that they are 
mostly planning and thinking about how to integrate programming in their subjects. 
In the discussions, many of the teachers discuss and gives examples of how they 
have started to implement programming with their students. Generally, the attitude 
towards programming is positive in all three focus groups. However, many of the 
teachers are critical towards how the integration has been planned by school lead-
ers and other stakeholders. Common critical notions are not having enough time to 
learn and integrate programming, and that the instructions and guidelines for the 
integration are unclear.

5.1 � Perceived affordance of play

In the focus group discussions, teachers gave examples of how they use program-
ming as a tool for teaching and learning activities with their students. It was com-
mon in the discussions that the teachers reference fun and play when talking about 
the use of block programming tools in classroom practice. One such example is 
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where the block programming tool at Code.org is used to combine mathematical 
content of geometry with programming and Disney Princesses from the movie Frost 
(Quote 1).

F1P4: In mathematics […] in Code.org when we were doing geometry last 
autumn, then there was this episode about the Disney Princesses in Frost, Anna 
and Elsa. And there were a lot of geometry. There were circles, angles, and a lot 
more. So, they [the students] got to run that. Everybody got to be a Disney Prin-
cess. It went really well. Even for the boys in 8th grade.
Quote 1. Teacher describe the experience of using code.org in mathematics.

Unplugged programming was discussed in the focus groups but not used to 
a great extent by the teachers. It was mainly used as an introduction or warm-up 
for other programming tools. However, it is mentioned during discussions that 
unplugged programming is considered a fun and playful way of introducing pro-
gramming to students. If it is used over a short period of time, otherwise there is a 
risk of it being perceived as repetitive and boring (Quote 2).

F2P2: We have tested some [unplugged programming] […] only on easier instruc-
tions. […] I stood in the front and they [the students] would give me instructions 
to go and drink some water. […]
Moderator: Is it something that you would consider using over a longer period of 
time? […]
F2P2: As a warm-up in that case. To do unplugged programming over a longer 
period might be boring.
Quote 2. Teacher describe the experience of using unplugged programming.

5.2 � Perceived affordance of discovery

A popular programming tool among the teachers, especially in the subject of tech-
nology, is Micro:bit. It was mentioned during discussions that the way of combining 
block programming with tangible technology was considered an opportunity, since 
it provided students something to discover, while not being limited by programming 
syntax. According to a teacher, the experience of Micro:bit in classroom practice is 
that the students show a lot of engagement when using it. Which could be explained 
by that the students gets to try their way forward, what makes it sound, write or 
show something (Quote 3).

F2P5: I have to say that I like Micro:bit. It was a lot of engagement in the class.
Moderator: Why do you think that is?
F2P5: I think that it stimulates their joy of discovery in some way. To get some-
thing to make a sound, or to make something write, or to make something show. 
They [the students] tried their way forward.
Quote 3. Teacher describe the experience of using Micro:bit.
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Many teachers expressed a strong resistance towards using textual programming 
tools in teaching and learning activities, because the tools were considered too dif-
ficult. This was mainly because the teachers themselves lacked the knowledge and 
experience in how to use the tools for teaching and learning activities in mathemat-
ics and technology. In the discussions, it is mentioned that other programming tools 
(block programming tools and unplugged programming) limits the discovery of 
programming because you do not have access to the full programming experience. 
Most teachers in the discussions stated that they would like to know more about tex-
tual programming tools to develop their own knowledge in programming (Quote 4).

F2P4: I would like to know it [textual programming].
Moderator: For your own sake or because you would like to use it in your teach-
ing?
F2P4: Both. But also, because I feel that if I’m supposed to use this in a meaning-
ful way in my teaching, I also need to know more myself. […]
F2P3: I agree.
Quote 4. Teachers discuss learning textual programming tools.

5.3 � Perceived affordance of adaptation

During the discussions, it was mentioned that the adaptation in some block program-
ming tools were perceived as an opportunity for teaching and learning activities. It 
was mainly the functionality to adapt the tools to be easier or provide more chal-
lenges to the students that were discussed as opportunities by the teachers. Code.
org was mentioned as an example of how block programming could be adapted to 
provide more challenges for the students that want to advance faster (Quote 5).

F2P6: I would like to add an opportunity [to Code.org].
Moderator: Of course.
F2P6: That it also has the possibility for the students to, if you get this then you 
can advance fast and get more challenges. So, the degree of difficulty can always 
be increased.
Quote 5. Teacher describe the adaptation at Code.org.

Micro:bit was mentioned as yet another example of block programming that can 
be adapted to suit the needs of students that want to advance faster. Although most 
of the teachers, that used Micro:bit, stated that they used the block programming 
interface in Micro:bit, they perceived it as an opportunity that it is possible to shift 
the interface to textual programming with JavaScript. This can be used by the stu-
dents with prior experience in programming, and as a point of comparison and dis-
cussion between student and teacher (Quote 6).

F1P9: […] you click on this, at least in Micro:bit, you can click and then see the 
text.
F1P6: You can shift it. There are like two modes.

4896 Education and Information Technologies (2022) 27:4887–4904



1 3

F1P9: Yes, exactly. And then those that are a bit more skilled can go into that 
mode and see like: okey, it was that kind of statement. And then you can talk 
about that with those students.
Quote 6. Teachers describe the adaptation in Micro:bit.

A recurring obstacle with unplugged programming and textual programming 
tools in the discussions was their inability to be adapted. Unplugged programming is 
perceived to mainly be used for shorter introductions and warm-ups (Quote 2), since 
the lack of a computer limits its use for teaching and learning activities. Textual 
programming tools, on the other hand, are considered by many of the teachers to be 
too difficult for novice programmers. The concern is that the use of textual program-
ming tools will have a negative impact on their students’ motivation (Quote 7); and 
since the teachers do not see a possibility to adapt the tools to suit students with less 
prior experience in programming, they are hesitant towards using them.

F1P6: I keep coming back to this, we have to get everyone on board with this, and 
then block [programming tools] have the opportunity of making that possible. If 
you start with the other [textual programming tools] then you will lose. I’m sure 
that you will lose them [the students] straight away, half the class.
Moderator: If you go with textual [programming tools]?
F1P6: Yes.
F1P2: Absolutely.
F1P3: I also believe that. […] And to write textual [programming] is basically the 
same thing as what you get in a predefined block, but for the students it will feel 
like a huge difference.
Quote 7. Teachers discuss the obstacles and opportunities in using textual and 
block programming tools.

5.4 � Perceived affordance of control

When comparing different programming tools in the discussions, it is mentioned 
that the level of control that the tool provides the teacher can be considered an 
opportunity for the teachers. Code.org is mentioned as an example that gives the 
teacher control over the students’ use and progression, which some of the teachers 
appreciate. The teacher can create a course at Code.org for the students to take, and 
by this plan and monitor the students’ activity (Quote 8). Code.org is compared to 
another tool that uses block programming, Scratch, and Code.org is perceived to be 
more user friendly by some of the teachers.

F2P1: On Code [Code.org] there is this kind of design that allows you to create 
a course for the students. And that feels more user friendly than Scratch. […] It’s 
more strictly planned and you can follow the students’ progression and see how 
they have solved the task.
Quote 8. Teacher compares Code.org and Scratch.
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Textual programming tools are not perceived as programming tools that gives 
the teachers control over the students’ use and progression. The lack of control 
over what the students do and can do in textual programming tools is mentioned 
as an obstacle in the discussions (Quote 7). However, it is also mentioned that the 
lack of control in textual programming tools might be of less importance in the 
future. According to some of the teachers, textual programming tools will be the 
appropriate tools to use in grade 7–9 mathematics and technology in a couple of 
years; since most students will already be familiarised with unplugged program-
ming and block programming tools from lower grades by then. Textual program-
ming, such as Python, will then be the next step of learning progression in grade 
7–9, which have led some of the teachers to the conclusion that they might as 
well start using them now (Quote 9).

F3P2: They are running that [unplugged programming] in the lower grades and 
I think that is really good, when I hear my own children talk about school and 
so forth, and they are also introduced to block programming in 4th grade. So, 
I’m thinking when they come to us, they will hopefully already know this. The 
question then is, how much time should we put on establishing a way to work, 
if in 3 years we might be working with Python. Because they have already 
been through the other steps.
F3P6: And that’s how it is, because I have read quite a lot of research about 
education and what they have tried and thought, and they have kept coming to 
that conclusion again and again. That is, block programming in middle school 
and younger and unplugged programming as an introduction. And then you use 
textual programming when you reach 7th, 8th, 9th grade and up. So that you 
will have a progression all the way.
Quote 9. Teachers discussing programming tools in relation to grade.

5.5 � Perceived affordance of freedom

In the discussions, it is mentioned that an opportunity with using textual pro-
gramming as a tool for teaching and learning activities, especially in mathemat-
ics, is that the tools allow freedom in the coding. According to the teachers, 
freedom in the programming activity is important for reaching a deeper under-
standing and for conducting mathematical calculations. Compared to block pro-
gramming tools, it is mentioned in the discussions that textual programming tools 
allows deeper understanding and easier use of mathematical calculations because 
the tools are freer (Quote 10).

Moderator: So, you believe that it [textual programming tools] is a natural next 
step [after block programming tools]?
F1P7: Yes.
Others: Yes / Absolutely.
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F1P4: Yes, because you do reach deeper with programming if you are coding 
more freely. Because, if it is block programming, then you are limited by the 
blocks you have. […]
F1P8: Yes, and some code can even be easier when writing with textual [pro-
gramming]. […] When we calculate […] then it can be difficult with Scratch for 
example. […] Then it is much easier to just write [with textual programming] 
what you want.
Quote 10. Teachers discussing the opportunities with textual programming tools 
compared to block programming tools.

When discussing obstacles in using programming as a tool for teaching and learn-
ing activities in mathematics and technology, the limitations in block programming 
tools are mentioned. The concern is that block programming tools could prevent stu-
dents from reaching a deeper understanding of programming (Quote 11). Because 
the code is hidden behind blocks and the students are limited to constructions that 
the tools support, this limits their ability to fully understand what could be done 
with programming. Further, the use of blocks was also mentioned in discussions 
to make block programming more difficult to use as a tool for teaching and learn-
ing activities in mathematics. When doing mathematical calculations, it was con-
sidered easier and faster to program these with textual programming tools than with 
block programming tools such as Scratch (Quote 10). Since block programming 
tools often requires the user to navigate through menus and finding and selecting the 
appropriate blocks to use.

Moderator: It sounds like you all are quite fond of the idea of block program-
ming. Is there something negative with it? […]
F1P2: I think that you lose a deeper understanding of what it’s about.
Quote 11. Teacher about losing deeper understanding with the use of block pro-
gramming tools.

6 � Discussion

An interesting finding in this study is that not all identified perceived affordances of 
using programming as a tool for teaching and learning activities in K-12 mathemat-
ics and technology are directly related to subject content. The perceived affordances 
of adaptation, control and freedom are often described in relation to subject con-
tent in the discussions. While the perceived affordances of play and discovery more 
often are described in relation to fun, motivation, and joy of discovery. This can be 
related to the concept of microworlds by Papert (1993). By engaging in program-
ming with their students and finding it joyful and fun, they are learning and discov-
ering together with them (Papert, 1999). Related to previous research on affordances 
in educational context, where a common topic is design to support different kinds of 
learning (Antonenko et al., 2017; Dalgarno & Lee, 2010; Feyzi Behnagh & Yasrebi, 
2020), the perceived affordances identified through this study also highlights sup-
porting learning. Whether it is supporting subject content (perceived affordances of 

4899Education and Information Technologies (2022) 27:4887–4904



1 3

adaptation, control, and freedom) or supporting fun and motivation (perceived affor-
dances of play and discovery). Which are both important aspects of learning.

Most teachers in the study where familiarised with several types of program-
ming tools, most commonly textual programming tools and block programming 
tools. Their perception of these can be related to previous research. Block program-
ming tools where generally considered to be easier and more engaging, as is also 
described by Mladenović et al. (2020), Lindberg et al. (2019), Sengupta et al. (2013), 
and Adams (2010). However, block programming tools where also described by the 
teachers to be limited and harder to use when engaging in more advanced subject 
content, especially in mathematics. In this regard, many of the teachers considered 
textual programming tools to be the better alternative to support subject content, and 
also support deeper knowledge in programming. This notion is not surprising since 
textual programming tools have an established use in professional development and 
could therefore attract students (and teachers) with higher expectations of program-
ming (Garneli et al., 2015).

Some of the teachers in the study where also experienced with the use of tan-
gible programming, especially in technology, and unplugged programming. Previ-
ous research on tangible programming in K-12 education has shown that it can be 
used to both raise students’ interest and attitudes (Miller et al., 2018) and support 
special learning needs (Koushik et al., 2019). Similarly, the teachers that used tan-
gible programming described that it engaged the students and stimulated their joy 
of discovery by trying their way forward with programming. Regarding unplugged 
programming, previous research describe that it can be used to give students a more 
concrete experience with programming, which can later be drawn upon in other pro-
gramming tools (Otterborn et al., 2020). Similarly, the teachers that used unplugged 
programming used it as a fun warm-up to other programming tools, and not over 
longer periods of time since they believed that it would get boring. Many teach-
ers also considered unplugged programming to be limited, which can be related to 
previous research that recommends that unplugged programming should be used in 
relation to other tools and not in isolation (Bell & Vahrenhold, 2018).

A possible solution to the challenge that some programming tools are potentially 
better at supporting student motivation while others are potentially better at sup-
porting subject content, is to use different types of programming tools in a progres-
sion strategy. This was suggested by some of the teachers in the study, start with 
the easier and more engaging tools (that is, block programming and unplugged pro-
gramming) and as the students’ knowledge develops introduce the more professional 
textual programming tools. A potential problem with this strategy is that previous 
research has suggested that the gains students make in block programming tools 
does not automatically transfer to the use of textual programming tools (Weintrop 
& Wilensky, 2019). However, this is not to say that it cannot be done if the teachers 
support their students in the shift of programming tools and make the connection 
between the tools, and the subject content, clear. A method for introducing textual 
programming, such as the PRIMM approach (Sentance et al., 2019), can support the 
teachers in this work. Some of the teachers spoke highly of programming tools that 
support both block and textual programming, which can be used to further facilitate 
the transition from block programming to textual programming.
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Although the teachers in this study were generally positive towards program-
ming, there were some critical notions that can be related to previous work. 
Teachers stated that they did not receive adequate support by school leaders and 
other stakeholders in integrating programming. Limited time and unclear instruc-
tions and guidelines were mentioned as obstacles in the integration. In the study 
by Pörn et  al. (2021), Finnish K-12 mathematics teachers express similar con-
cerns and Pörn et al. (2021) suggest that there is a need for further educational 
efforts to support the teachers. It was also mentioned by some of the teachers 
in the focus groups that, although they were positive towards programming as 
a skill for their students, they would have preferred if it was implemented as its 
own subject. K-12 schools in the UK took a different approach to programming 
than what was done in, for example, Sweden and Finland, by integrating pro-
gramming through the subject of Computing. However, the report by the Royal 
Society (2017) highlights similar challenges in UK schools and suggest similar 
efforts in supporting the teachers. This indicates that the crucial point for integra-
tion programming in K-12 education is the support that the teachers receive, and 
not whether it is integrated through its own subject or part of an already existing 
subject.

7 � Conclusion

This study has examined K-12 teachers’ use and perceived affordances of pro-
gramming as a tool for teaching and learning activities in mathematics and tech-
nology. The study has shown that the teachers use programming in a variety of 
ways. Programming is used for calculations, tangible tinkering, and monitoring 
learning progression. But programming is also used for activities that go beyond 
being a tool for teaching and learning activities in mathematics and technology, 
such as facilitating fun, student engagement and motivation. Further, this study 
has shown that the teachers’ use of programming in K-12 mathematics and tech-
nology can be understood in terms of perceived affordances, which highlight what 
they perceive to be meaningful and possible actions for supporting teaching and 
learning. These can be summarised in five main perceived affordances: 1) Play, 
2) Discovery, 3) Adaptation, 4) Control, and 5) Freedom. Although, there is not 
a single programming tool that is perceived to supports all five. The conclusion 
of the study is that the K-12 teachers’ use and perceived affordances of program-
ming as a tool for teaching and learning activities enables them to support both 
student motivation and subject content in mathematics and technology. In that 
sense, the integration of programming in K-12 mathematics and technology is 
productive. Although, as pointed out in this study and previous research, there are 
important challenges with the integration that needs to be addressed. The results 
of this study can be used by teachers and other stakeholders in designing teaching 
and learning activities with programming in K-12 mathematics and technology; 
and in guiding the introduction of programming in K-12 education.
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8 � Limitations and future research

An interesting next step of research would be to investigate K-12 teachers’ use and 
perceived affordances of programming as a tool for teaching and learning activities 
on a larger scale. Since this study was quite limited, both geographically and in the 
number of conducted focus group discussions, it would be interesting to investigate 
additional emerging themes.

Many of the participating teachers in the study have limited experience in pro-
gramming prior the change in the curriculum. An interesting next step of research 
would be to conduct a follow-up study. What has happened since the last visit? Are 
the use and perceived affordances of programming as a tool for teaching and learn-
ing activities in K-12 mathematics and technology still the same? Or have new pro-
gramming tools and themes emerged?
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