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1. Introduction 

Sorting is undoubtedly one of the most funda- 
mental problems in computer science. Many 
sequential sorting algorithms are available in the 
literatures [6] and it is well known that this prob- 
lem requires O(n log n) time in the worst case. To 
speed-up sorting, many parallel algorithms have 
been proposed on various parallel machines [2]. 
Constant time sorting can be achieved on an ex- 
tremely powerful machine model, CRCW PRAM 
(concurrent-read concurrent-write parallel random 
access machine), in which simultaneous access 
(read or write) to the same memory location is 
allowed and the write conflict resolution process is 
to store the sum of all numbers that are written to 
the same memory location [3]. Although powerful, 
this machine is too idealistic to be implemented 
with the current hardware technology. On the 
other hand, networks of processors such as linear 
array, perfect shuffle, mesh, tree, and cube seem 
to be more feasible. However, the sorting times of 
these networks are bounded below by their diame- 
ters, which is by no means a constant. 

Recently, many processor arrays have been 
supplemented with buses to decrease their diame- 
ters in order to enhance the system performance 
[1,4,8,15,20]. Buses can give processor arrays 
greater communication capabilities. They allow 
broadcasting and long-distance communication to 

be completed in constant time. A bus system 
whose configuration can be dynamically changed 
is called a reconfigurable bus system. Many recon- 
figurable bus systems such as bus automaton, re- 
configurable mesh, and polymorphic-torus net- 
work have appeared in the literature [7,10,16,22]. 

A bus automaton [16,18] can be viewed as a 
cellular automaton with a locally switchable global 
communication network. By adjusting the local 
switches properly, straight, zig-zag, and staircase 
subbuses can be formed. Efficient algorithms on 
bus automata for many applications such as pat- 
tern recognition [9,17,19], language parsing [14], 
and string comparison [5], have been proposed. A 
reconfigurable mesh [lo] consists of a square array 
of processors which are connected to a grid-shaped 
reconfigurable broadcast bus system. Within each 
processor, four locally controllable bus switches 
are built to adjust the configuration of the bus 
system. Some graph [ll], image [12], and geometry 
problems [13] have been efficiently solved on the 
reconfigurable mesh. Like the reconfigurable mesh, 
a polymorphic-torus network [7] also consists of a 
square array of processors, but with a wrap around 
connection on each row and column. Efficient 
embeddings of tree, ring, mesh, pyramid, and hy- 
percube can be realized by properly establishing 
the programmable local switches within each 
processor [7]. 

In this paper, we derive a constant time sorting 
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algorithm on a three-dimensional processor array 
equipped with a reconfigurable bus system, which 
is far more feasible than the CRCW PRAM model. 
The processor array consists of N triangular arrays 
whose bottom processors are connected into an 
N x N square array, where N is the number of 
data items to be sorted. The sorting algorithm is 
based on the well-known enumeration sort (also 
known as sorting by ranking) [6]. Data input, data 
comparisons, and data output are performed on 
the square array. The triangular arrays are re- 
sponsible for ranking the data items during the 
sorting process. 

We first introduce the execution of each trian- 
gular array in the next section. Then, we present 
the sorting algorithm in Section 3. 

2. Summing a binary sequence on a triangular 
processor array 

In this section we propose an N X N lower 
triangular processor array with six-neighbour con- 
nections to sum a binary sequence b,,, b,, . . . , 

b ,,-,, where b,, 0 ,< i < N - 1, is 0 or 1. Figure 1 
shows such an array for N = 6. Each processor is 
identified by a unique index (j,k). There are six 
ports, denoted by U, D, N, S, UN, and DS, built 
within each processor that connect to a reconfig- 
urable broadcast bus. The configuration of the bus 
is dynamically changeable by adjusting a local 
switchable network in each processor. When two 

ports are connected by local switch, data that 
enter at one port leave the processor from the 
other port. 

The summing algorithm consists of the follow- 
ing steps: (we explain the algorithm by summing 
the binary sequence 1, 1, 0, 1, 0, 1) 

Step 0: Initially, b, is stored in processor P,,,, 

for 0 <j 6 N - 1 (see Fig. 2(a)). 
Step 1: Processor P,,o, 1 <j G N - 1, sends a 

copy of b, to processor P, ~ l,o. 
Step 2: Every processor connects port D to 

port U to form vertically straight subbuses. Then, 
processor P,,,, 0 <j< N - 2, broadcasts b, and 
b ,+1 on the corresponding subbus (see Fig. 2(b)). 

Step 3: Processor P,,k, O<j<N-2andO<k 
G N - 1 -j, connects port S to port N if (b,, 
b,, ,) is (0, 0), connects port DS to port N if (b,, 
b,,,) is (0, l), connects port S to port UN if (b,, 

b,, ,) is (1, 0), and connects port DS to port UN if 
(b,, b,,,) is (1, 1). The resulting configuration 
consists of several disjoint staircase subbuses. 
Then, the special processor P,+,,. broadcasts a 
signal “ * ” through port UN if b,_, = 1 and 
through port N otherwise (see Fig. 2(c)). 

Step 4: Processor PO,k, 0 < k 6 N - 1, connects 
port U to port D to form a vertically straight 
subbus. Then, the processor PO,k,, that received 
the signal “ *” broadcasts the value k’ on the 
established subbus (see Fig. 2(d)). 

Step 5: Processor Po,o computes the sum as 
k’ + 6, (see Fig. 2(e)). 

U 

N S 

D 

Fig. 1. A triangular processor array with a reconfigurable bus system. 
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Fig. 3. Four triangular processor arrays whose bottom processors are connected into a square processor array. 

(a) After step 0. (b) After step 2. 

(c) After step 3. 
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0000 
00000 
~00000 

(d) After step 4. (e) After step 5. 

Fig. 2. Summing the binary sequence 1,1,0,1,0,1. 
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It is clear that the algorithm takes only con- b ,+, = 0 and at port DS as b,, , = 1, and leaves 
stant time. The correctness of the algorithm is P,,k from port N as b, = 0 and from port UN as 
assured by the following lemma. b, = 1. So, the signal goes up one stair step if a “1” 

is encountered and goes horizontally otherwise. 
Lemma 2.1. The triangular processor array does After Step 3, in each column only one processor 
compute the sum of the input binary sequence. can receive the signal. If a processor P,,k, 0 <<j ,< 

N - 2, receives the signal, k ’ = b,, , + b,, z 
Proof. Step 3 is the most crucial. In Step 3, the + . . ’ + b,_ ,. The desired sum b, + b, + . . . 
signal “ * ” enters a processor P,,k at port S as + b,_, will be obtained in P,,, after Step 5. 0 

0000 
0000 
0000 

(a) After step I of comparison phase. (b) After step 2 of comparison phase. 

@O@O 

@@O@ 

OO@O 

@a@@ 
(c) After step 3 of comparison phase. (d) After step 4 of comparison phase. 

OO@O 

0000 

0000 

0000 

(e) After ranking phase. (f) After step 1 of rearrangement phase 

coooo 

+-@ooo 

4000 

+@ooo 

(g) After step 2 of rearrangement phase (h) After step 3 of rearrangement phase. 

Fig. 4. Sorting data items 4,6,1,4. 
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3. Sorting on a processor array with a reconfigura- 
ble bus system 

The processor array consists of N triangular 
arrays introduced in the last section. The bottom 
processors of the triangular arrays are connected 
into an N x N square array, as depicted in Fig. 3 
for N = 4. Six ports N, E, W, S, UN, and U are 
built within each bottom processor. Each processor 
in the processor array is identified by a unique 
index (i, j, k) and is connected to a reconfigura- 
ble broadcast bus through the ports. 

The sorting algorithm is composed of three 
phases: comparison, ranking, and rearrangement. 
In the comparison phase, the data items are com- 
pared with each other. The ranking phase de- 
termines the rank of each data item using the 
results of the comparison phase. The rearrange- 
ment phase rearranges the data items into a non- 
decreasing sequence according to their ranks. Let 
d,, d,, . . . , d,_ 1 (not necessarily distinct) be the 
data items to be sorted. The execution of each 
phase is as follows: (we explain the algorithm by 
sorting the data items 4, 6, 1, 4) 

Comparison phase. 
Step 1: For 0 < i < N - 1, input data item d, 

into processor P,,O,O in parallel (see Fig. 4(a)). 

Step 2: All processors in the square array con- 
nect port N to port S to form straight subbuses. 
Then, processor P,,O,O, 0 < i < N - 1, broadcasts d, 

on the corresponding subbus (see Fig. 4(b)). 
Step 3: All processors in the square array con- 

nect port E to port W to form straight subbuses. 
Then, processor P ,,,, 0,0 <j < N - 1, broadcasts d, 

on the corresponding subbus (see Fig. 4(c)). 
Step 4: Processor P,,,,O, 0 < i < N - 1 and 0 <j 

<N - 1, sets b,,, = 1 if (d, > d,) or ((d, = d,) and 

(i >j)), and b,,, = 0 otherwise (see Fig. 4(d)). 

Ranking phase. As we have described in the last 
section, the triangular arrays can compute r; = bi,O 
+ b,,, + . . . +b,,,_, in parallel, for 0 6 i G N - 1. 

After the ranking phase, the rank r, of the data 
item di is kept in processor Pi,,, (see Fig. 4(e)). 

Rearrangement phase. 
Step 1: All processors in the square array con- 

nect port N to port S to form straight subbuses. 

Then, processor P,,o,O, 0 < i < N - 1, broadcasts r, 

on the corresponding subbus (see Fig. 4(f)). 
Step 2: All processors in the square array con- 

nect port E to port W to form straight subbuses. 
Then, processors P,,i,,O, 0 < i < N - 1 and j’ = r,, 
broadcasts d, on the corresponding subbus (see 

Fig. 4(g)). 
Step 3: Processor PO,,,“, 0 <j G N - 1, outputs 

the data item that it has received in Step 2 (see 

Fig. 4(h)). 

Theorem 3.1. The three-dimensionul array of 0( N3) 
processors with a reconfigurable bus system can sort 

N data items in constant time. 

The proof of Theorem 3.1 is immediate from 
Lemma 2.1 and the description of the sorting 
algorithm. 

4. Concluding remarks 

In this paper we have presented a constant time 
sorting algorithm on a three-dimensional processor 
array with a reconfigurable bus system. In fact, by 
embedding the triangular arrays into the square 
array, the dimension of the processor array can be 
reduced from three to two without increasing the 
processor number. The authors are currently try- 
ing to reduce the processor number from 0(N3) 
to 0( N210g2N), which is the hardware lower 
bound of sorting while retaining the constant time 

WI. 
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