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Ubiquitous and pervasive technologies based on cloud services have become common solutions for organizations to manage, 
preserve and share large volumes of data in a cost-effective manner [1,2]. Nevertheless, organizations might lose 
control over their data when either sharing information with partners or outsourcing the data management to 
cloud providers. This lack of control has resulted in incidents affecting business continuity by outages [3], violating 
confidentiality and integrity of data [4] and leading to unauthorized accesses [3] or data accumulation [5]. 

In order to profit from economic benefits when using ubiquitous and pervasive technologies without losing 
control over data, prevention actions are required to mitigate the risks that are still associated with this type of 
technology [6,7]. End-to-end pre-processing solutions have therefore been proposed to cope with the lack of 
control over data. For instance, encryption solutions are used to reduce security issues [6,8–10], coding and 
redundancy data schemes to overcome the effects of outages or failures [11–13], compression tools to reduce the 
costs of data accumulation in the cloud [14], and acceleration strategies based on parallelism to minimize latency 
effects during data transfer [15,16]. In general, it holds that content pre-processing by a given application can add 
a control feature/property to that content. This enables an organization to mitigate a given risk that eventually 
could arise in the cloud. 

In real-world scenarios, organizations often require adding several orthogonal control features to their data, 
depending on either the sensibility or importance of and the operations to be performed with the data. For 
instance, reliability and costefficiency are desirable features to be added to data that will only be 
uploaded/downloaded in/from the cloud, whereas security plus reliability and cost-efficiency features should be 
added to data when managing sensitive data. Moreover, data sharing scenarios require additional control features 
like integrity to avoid/discover content alterations and authenticity based on access control to ensure that only 
valid users are getting access to the contents and to avoid non-repudiation by end-users participating in these 
operations. 

1. Introduction
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Software pipelines enable organizations to chain applications for adding value to contents (e.g., confidentially, reliability, and 
integrity) before either sharing them with partners or sending them to the cloud. However, the pipeline components 
add overhead when processing large volumes of data, which can become critical in real-world scenarios. This paper 
presents a gearbox model for processing large volumes of data by using pipeline systems encapsulated into virtual 
containers. In this model, 
the gears represent applications, whereas gearboxes represent software pipelines. This model was implemented as 
a collaborative system that automatically performs Gear up (by using parallel patterns) and/or Gear down (by using in-
memory storage) until all gears produce uniform data processing velocities. This model reduces delays and bottlenecks 
produced by the heterogeneous performance of applications included in software pipelines. The new container tool capsule 
has been designed to encapsulate both the collaborative system and the software pipelines into a virtual container 
and deploy it on IT infrastructures. We conducted case studies to evaluate the performance of capsule when processing 
medical images and PDF repositories. The incorporation of a capsule to a cloud storage service for pre-processing medical 
imagery was also studied. The experimental evaluation revealed the feasibility of applying the gearbox model to the 
deployment of software pipelines in realworld scenarios as it can significantly improve the end-user service experience 
when pre-processing large-scale data in comparison with state-of-the-art solutions such as Sacbe and Parsl. 
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To simplify the building and management of these heterogeneous solution scenarios, 
pipelines of applications built by using pipe&filter patterns [16,17] have been proposed to add different control 
features to the contents [18–21]. 

However, the implementation of pipelines in real-world scenarios can produce idle times and bottlenecks based 
on the data exchange between the applications included in a pipeline system. Their main cause is the 
heterogeneous performance of the applications being composed within the pipeline. In short, slow applications 
produce idle times in the rest of the applications by not being able to process enough data for the following pipeline 
stages, while fast applications lead to bottlenecks in slow applications by pushing data out to fast. 

The load imbalance is expected to increase when scaling the number of applications in a pipeline and when 
processing large volumes of data, which is becoming a common scenario in enterprise environments. For instance, 
organizations and even governments are imposing restrictive rules for protecting contents such as satellite data 
[22] and medical images [23], which are considered very sensitive data that must be preserved for long periods of
time. When attending and observing these rules, an accumulation of contents arises and organizations end up
processing large volumes of data [19,24]. In practice, this accumulation becomes critical for organizations because
the processing tasks must be performed efficiently to avoid impacting the service experiences of end-users.

In this context, organizations not only need solutions to create pipeline systems for adding control features to 
the contents but also it is required that these solutions offer mechanisms for processing large volumes of data in 
an efficient manner. 

This paper presents a container-based processing model to build application pipelines for organizations to 
efficiently process large volumes of data. This model is based on a gearbox metaphor where gears represent 
applications, whereas boxes represent pipeline systems. In a gearbox model, a workload manager based on a 
collaborative system automatically performs gearing up (by using parallel patterns) and/or gearing down (by using 
in-memory storage) procedures until all applications in a pipeline produce as uniform data processing velocities as 
possible. The manager has been developed as a software component called capsule, which represents a virtual 
container image that executes the pipeline systems built by organizations but modeled as a Gearbox. 

These capsules were evaluated through experiments processing data from both medical imagery and PDF 
repositories and were compared with traditional engine services and state-of-theart solutions. 

A study case was also conducted based on an implementation of a pre-processing pipeline system in the form 
of a capsule, which was incorporated to a cloud storage service for supporting medical imagery repository 
management. 

The main contributions of this paper are: 

• A novel gearbox model for software pipeline systems encapsulated into virtual containers: It enables
organizations to create application pipelines adding properties to contents in the form of gearboxes.

• A collaborative system to implement gearboxes in real-world scenarios: It enables organizations to deploy
software pipelines in virtual containers for processing large volumes of data in an efficient manner.

The rest of the paper is organized as follows. The gearbox model is presented in Section 2. The design principles 
of a gearbox are described in Section 3. The evaluation methodology and experimental results from experiments 
and case studies are described in Section 4. The performance results are described in Section 5. The study case 
based on the incorporation of a capsule into a cloud storage service is presented in Section 6. In Section 7 the 
related work is described. Finally, conclusions and future research lines are described in Section 8. 

2. A gearbox model for the management of software pipelines encapsulated into virtual
containers

In this section, we define the key concepts of the Gearbox metaphor, the gearbox model. We also describe the 
development and implementation of pipeline systems encapsulated into virtual containers based on this model. 

2.1. Gearbox metaphor concepts 

A traditional gearbox system consists of a series of gears integrated into a box to produce a given velocity. 
The small gears increase the velocity in a gearbox, whereas big gears reduce velocity. The difference of velocities 

created by the size of gears is expressed as a ratio. Knowing the ratios, the designers can create a gearbox layout 
to achieve a given velocity through the box by performing gearing up/down procedures. 
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In this metaphor, gears represent a virtual computing space for filters (applications), 
whereas gearboxes represent a virtual computing space to be used by the pipeline systems. The basic idea is to 
homogenize the ratios of all pair of gears (filters/applications) by performing gearing up and down procedures, 
which will be described in next section. 

The following are the logical components considered in Gearbox metaphor: 

• Pipes&Filters: A Filter represents an application, whereas a Pipe represents either an input or output interface.
Filter ⇔ Application
Pipe ⇔ I/O interface

• Pipeline is a processing structure where filters are interconnected in a sequential manner by using pipes. In
this structure, an incoming data is delivered to a filter (by using an input pipe), which transforms it into a new
version that is delivered to next filter by using an output pipe. This process is repeated until the last filter in a
pipeline delivering data to a data sink. (see an example in Fig. 1).

• Gearbox is the logical representation of a software pipeline built by using the gearbox model. A Gearbox
includes GearArray and GearboxCS.

• GearArray is a series of gears included into a Gearbox:
{Geari, Geari+1,..., Geari+n} ∈ GearArray ∈ Gearbox.

• Gear is a logical structure including one filter (application), the Input and Output pipes (I/O interfaces) as well
as a middleware for the communication of this structure with a collaborative system called GearboxCS. A gear
thus follows an Extract (from Pipein), Transform (by using the filter) and Load data (to the Pipeout) model.

• GearboxCS is a collaborative system in charge of the management of the communication and data exchange
within a software pipeline by using the principles of Gearbox model.

The middleware instances and the components of GearboxCS will be described in detail in Section 3.1. 

Fig. 1. Conceptual example of retrieval throughput (RT) and delivery throughput (DT). 

2.2. Gearbox model formalization 

In previous works, we designed pipeline-based solutions for a space agency [19], medical [24] and regular 
organizations [6] to add value to their contents before sharing data with partners or sending these contents to the 
cloud. In this process, we found that applications with small service times (fast filters) created bottlenecks when 
being coupled with slow applications, whereas slow ones led to idle times for fast ones. It is therefore desirable 
that the filters’ service times are either as homogeneous as possible (which is not to be expected) or that at least 
the throughput of each filter stage is comparable. 

Fig. 1 shows an example of a software pipeline including applications with different input and output 
performance. We call retrieval throughput (RT) to the input performance, which is measured by the amount of 
data read per unit of time, whereas we call delivery throughput (DT) to the output performance that is measured 
by the data processed per unit of time. It must be noted that different retrieval and delivery throughput can only 
be achieved by using buffers within a filter component. 

In this example, applications produce different retrieval/ delivery throughput; as a result, a performance 
mismatch is evident. As it can be seen, the fastest application (represented by F2) suffers idle times by waiting for 
F1 when it is delivering results and produces queuing in F3, which also produces delays in results sent from F2 to 
F3. In real-world scenarios, this behavior represents a challenge for developers specially when processing a large 
set of data. 

To solve this type of problem, we designed a model based on a gearbox metaphor. We recall that, in this 
metaphor, gears represent a virtual computing space for filters (applications), whereas gearboxes represent a 
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virtual computing space to be used by a software pipeline (see the concepts of Gear 
and Gearbox previously defined in this paper). 

In a traditional gearbox system, the small gears increase the velocity in a gearbox, whereas big gears reduce 
velocity. The difference of velocities created by the size of gears is expressed as a ratio. Knowing the ratios, the 
designers can create a gearbox layout to achieve a given velocity through the box by performing gearing up/down 
procedures. 

The basic idea is monitoring the service times of the applications in a software pipeline to determine the 
retrieval/delivery throughput of gears. The gearbox model uses this information to calculate the size of the gears 
and the ratio of each pair of gears in a gearbox. This information represents the input parameters of gear up/down 
processes. 

As we already said, the gear up process is performed in gears producing slow input/output performance. This 
process is implemented by using parallel patterns. In this model, a gear up is achieved by cloning gears and 
deploying them on a virtual container by using control structures, which organize the gear clones in the form of 
parallel patterns that are managed in this model as a single virtual gear. These gear clones process data in parallel 
producing an acceleration effect that improves the retrieval/delivery throughput of a slow gear. 
Fig. 2 shows a conceptual representation of a software pipeline system modeled as a gearbox for the scenario 
shown in Fig. 1 (for F1 and F2). In this example, the slow application represented by F1 is cloned to be used in 
parallel within the gear abstraction (gear up). 

Fig. 2. Conceptual representation of a pipeline system modeled as a gearbox. 

In turn, a gear down process is achieved by using in-memory storage based on virtual buckets placed within a 
computing space of the gearbox. This process artificially reduces the delivery throughput of a gear by temporally 
storing, in-memory, the surplus delivered data. This avoids a gear to delivery workload that the next gear cannot 
process. 

Fig. 2 shows that the fast application represented by F2 is connected to a bucket system by using in-memory 
storage and managed within the gear abstraction. This enables the pipeline system to absorb the surplus data 
produced by F2 (gear down) and to match it with the input performance of the next application F3. 

The methodology for modeling a software pipeline system as a gearbox includes three phases: 

1. In the measuring phase, the data retrieval/delivery throughput of gears are captured in execution time by
measuring the amount of data passing through the input/output interfaces of each application in a pipeline
system. This enables the model to calculate the gear sizes of each application.
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2. In the temporizing phase, a gearbox layout is created when modifying the size of 
the gears by performing gear up/ down adjustments until the gear ratios are balanced. The gearbox model 
homogenizes the retrieval/delivery data throughput by adjusting the size of the gears, which balancing the 
ratios of all the gears in a gearbox. This procedure is performed until the differential among the gear 
velocities is minimized, which will yield a nearly constant dataflow through the software pipelines that will 
reduce bottlenecks and idle times in the applications of a software pipeline. 

3. In the deployment phase, the gearbox configuration layout is implemented in the software pipeline by a
subjacent collaborative system (GearboxCS). This system applies the gear up/down changes suggested in the
gearbox layout to the pipeline system. At this point, the collaborative system can serve the workload to be
attended by the pipeline system based on the gearbox layout configuration. Adjustments in the gearbox
layout are performed over time, in execution time, depending on the changes applied to the pipeline system
(e.g., by adding/removing filters to/from the pipeline).

It is expected that all the systems considered to build a gearbox are encapsulated into a virtual container for all 
systems to share resources. 

2.3. The measuring phase of data retrieval and delivery throughput of the gears 

In this section, we describe the measuring phase of the methodology that we defined for modeling a software 
pipeline as a gearbox. 

We are assuming that the developers have fixed an amount of RAM and number of cores to be used in the 
virtual container. The gears considered in a Gearbox therefore get resources from the virtual container on-demand. 
This means the fast gears get access to more resources than slower of k gears ones. In this scenario, the velocity 
of {Gear1, Gear2,..., Geark} ∈ Gearbox is measured by the retrieval and delivery throughput of the gears (RTk and 
DTk). These metrics are captured each time a gear processes a sample of a fixed number of requests (Sa). 

The mean RT metric for a sample of contents Sa is calculated by using the following equation: 
∑Sa |Ci| i=1 STCi 

MRTGeark =(1) 
Sa 

The ST represents the service time spent by Geark to acquire and process each content (Ci) in an analyzed sample 
(Sa).2 This metric is used to determine the gear representing a bottleneck (GB) for the pipeline, if any. This is 
determined by the following formula: 

GB = min{RTGear1, RTGear2,..., RTGeark } (2) 

The mean delivery throughput (DT) is calculated by the formula used to calculate RT but using the data passing 
through the output interface of a gear and it is used to determine the fastest gear (FG) in a Gearbox by using the 
following formula: 

FG = max{DTGear1, DTGear2,..., DTGeark } (3) 

In this model, the mean RT represents the demand of a gear, whereas mean DT represents its production. A 
data structure (RDTDT,RT ) is created when DT and RT metrics have been calculated for all the gears ∈ Gearbox. This 
structure is used as input parameter for the gear up process. 

Notice that both metrics could report different values depending on the input or output interface used by a 
gear. For instance, RT and DT of gears either connected to data sources or data sinks may be different as the input 
or output interfaces of those gears to either data source (file system) or remote location through network (cloud 
location) respectability instead to the shared memory. 

In such a scenario, this gear produces a throughput imbalance when the input is retrieving data from a data 
source, whereas the output delivers data to shared memory. It also happens to the delivery throughput when a 

2 Median or mode can be used to adjust this metric when the virtual container is sharing resources with other virtual containers.
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gear retrieves data from an input interface through the shared memory, but the output is 
delivering data to a slower data sink. In both cases the I/O costs are different for the input and output interfaces. 

2.4. Temporizing phase; creating gearbox layouts 

In this section, we describe a temporizing method based on gear up and down procedures. 
We identified two possible methods to homogenize the velocities (DT and RT) of all the Gears. The first one is 

to solve the bottleneck (GB) by performing Gearing up over this very gear and then identifying the new GB to 
perform a new gearing up in an iterative procedure that finish when using all resources of the virtual container of 
the capsule. The second one is to compare the DT and RT of each gear with the fastest gear (FG) and to calculate 
the parameters of the gear up process for each gear. This process is performed until the RT and DT of all gears are 
either as homogeneous as possible or at least comparable to the FG. We used the second method to perform the 
temporizing of the gears in a Gearbox. 

The first step in a gear up process is to calculate the ratio of the relation demand/production of each pair of 
gears in a capsule (RatioPG), which is calculated depending on the RT and DT metrics of a pair of gears. 

DTk > RTk+1 
⎨ 

RatioPG = RTk+1 > DTk     (4) 

RatioPG represents the performance difference between a slow (Driven) and a fast (Driver) gears in a pair of 
gears. RatioPG is used to determine the number of clones (RClones) recommend for a Driven gear to produce a 
comparable velocity to its Driver gear. The RClones metric must be calculated for each pair of gears in a Gearbox 
and starts with the pairs of gears including FG gear. 

Nevertheless, the number of clones (RClones) should be limited by the resources assigned to that Gearbox. The 
number of cores (NCores) is the metric considered in this situation because RAM and storage are shared by all the 
gears (clones of driven included) considered in a Gearbox. This avoids the model inducing overload to the pipeline 
system. We are considering pessimistic and optimistic strategies to avoid this issue. The pessimistic one assumes 
that the limit to deploy clones on a Gearbox is the number of physical cores (NCores) assigned to the virtual 
container. In turn, the optimistic one includes both physical and virtualized cores in this calculation, which enables 
the model to increase the number of gear clones in a Gearbox. 

CClones + RClones 
CRU = (5) 

NCores 
The utilization of resources in a virtual container (CRU) is determined by the current clones (CClones) plus the 

recommended clones (RClones) in comparison with the available cores (NCores) in the virtual container used by a 
Gearbox. This enables the system to keep the resource demand of the clones in the limit of resources assigned to 
a gearbox. 
When the gearing up procedure is finished, the gear down is executed whenever the model not finding a layout 
where all gears reaching a DT comparable to the DT of the FG gear. This process is applied to fast gears to reduce 
the mean DT of these gears in an artificial manner. The gear down is based on the virtual bucket system deployed 
on in-memory storage where an amount of memory (AMk,k+1) is available for each pair of gears. This metric 
represents a limit to be used by the Gears and it can be either fixed at configuration time by using a given constant 
memory capacity or the gearbox can assign it on-demand. The utilization of memory per gear (MUk,k+1) is used to 
calculate the availability of memory to create virtual buckets. This metric can be calculated by a simple difference 
between the sum of delivered data (DD) by Geark and the sum of retrieved data (DR) for the requests to be 
processed (nrtp). At this point, it is expected DTk ≥ RTk+1 as the driven and drive gears have been identified (see an 
example in 
Fig. 3). 
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Fig. 3. In-memory storage bucket system for fast gears. 

 DTk  
MUk,k+1 = 1 −  (6) 

AMk,k+1 

In scenarios where the model starting a gearing down procedure, AMk,k+1 can be increased in execution time to 
reduce the value of MUk,k+1 or to keep MUk,k+1 < 1. 

A gearbox layout is created when the ratios of all gears have been homogenized by using both gear up/down 
procedure. 

3. Gearbox model development: Design principles 
In this section, we describe the design principles followed for implementing the gearbox model in the form of a 

collaborative system named GearboxCS, which represents the last phase of the gearbox implementation 
methodology. 

GearboxCS builds pipelines, implements gearbox layout configuration to manage pipelines as a gearbox, and 
manages the delivery/retrieval workload to/from the software pipeline. 

3.1. Gearbox design: concept definition 

In this section, the key concepts of the Gearbox design are described in detail. 
Fig. 4 will be used to depict the interconnections of the following virtual components considered in the Gearbox 

design principles: 

• Middleware, included in each gear, was developed in the form of a pipeline engine that launches applications 
and to couple a gear with other one in a gearbox (pipeline). A middleware thus represents an intermediary 
between a pipeline filter and GearboxCS. See {MGi, MGi+1, MGi+n} in Fig. 4. 

• GearboxCS is a collaborative system that manages the messages and data exchange within the software 
pipeline as well as applies the principles of Gearbox model to the software pipeline management. 
GearboxCS includes components such as Workload Dispatcher, In-Memory Storage Service, SyncSystem and 
Manager. 

• Workload Dispatcher manages the input/output operations arriving to the pipeline of a Gearbox. This 
dispatcher creates, in an In-Memory shared Storage Service, areas for the exchange of data within a Gearbox. 
This service is used by two components: The middleware instances that invokes this service to intercept the 
I/O data arriving/departing to/from the software pipeline as well as the Syncs associated with each gear, 
which invoke this service for distributing workload to the clones of the gears (Geari + 1, Geari + n). 
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Fig. 4. A collaborative system for adapting pipeline systems to the gearbox model. 

• In-Memory Storage Service is a shared memory service that enables Workload Dispatcher to create resource 
shared patterns for the gears to get data and put results required and produced by corresponding filters. 
These exchange areas also enable the components of GearboxCS to exchange messages and/or data each 
other. 

• SyncSystem is a collaborative synchronization system including components named Syncs (see Sync(Gi), 
Sync(Gi + 1), Sync(Gn)) in Fig. 4). 

• Sync implements Gearing Up and Gearing down to face up bottlenecks and to yield a dataflow as continuous 
as possible. This means that a Sync creates clones of its original gear for implementing gearing up procedure. 
Sync also manages the I/O in gearing down procedures performed in its gear by using the In-Memory Storage 
Service. 
A Sync includes components such as Workload Client, Inmemory Storage Client, Gear-Monitoring, and 

Manager-Client. See a zoom in of Sync (Gi) depicting its components in Fig. 4. • Workload Client is a client of 
Workload Dispatcher service. This client adapts the workload of a gear to the changes performed in the Gearbox 
layout by the Manager. This client thus distributes the load arriving to a gear to the clones of that gear. 

The Workload Dispatcher client is used by the Syncs to distribute pointers of the shared memory to the gears. 
The gears use these pointers to get/put data/results from/to the shared memory. When a gear delivering 
results, it also puts a message of finalization in the shared memory for the dispatcher can deliver new pointers 
to that gear. This pointer delivery scheme based on messages through the shared memory produces a load 
balanced in the gearbox as it keeps all the gears processing load without calculating the 
utilization/consumption of the resources when making decisions on data distribution. 

• In-Memory storage Client is used by Syncs for adapting the workload within a gear to gearing down 
procedures by getting/putting data and/or messages from/to shared memory. 

• Gear-Monitoring keeps a register of delivery and retrieval rates of a gear. This software captures the RT and 
DT as well as creates an array of these metrics (called I/O − trace) produced by a fixed sample of requests (r). 
It also keeps the parameter that determines the number of requests to be included in I/O − trace (it is set at 
configuration time). 

• Manager-Client enables the Syncs to deliver data to the Manager of the Gearbox and to receive information 
about the changes performed by the Manager in the Gearbox layout. 
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• Manager creates a gearbox layout (big picture) by executing the procedures of Gearing up 
and down, which are performed in execution time by using data produced by all the Syncs in the Gearbox. 
The communication of Manager with its Syncs is performed through a shared resource pattern, which means 
that the Syncs send/retrieve their information to/from the in-memory storage service, where the manager 
can get it. This method is used also in the communication between the gears and the Syncs. 

3.2. Operation management in Gearbox 

The operation of this collaborative system starts with the launching of one middleware instance for each gear 
defined to execute an application in a pipeline. The middleware intercepts applications’ I/O requests (from Pipein) 
and delivers the results to the In-Memory storage service through the Workload Dispatcher. At this point, the 
collaborative system is considering that each middleware in the pipeline has launched one Sync software instance 
for retrieving, from In-Memory storage service, the I/O − trace produced by the middleware. This instance 
calculates the mean of RT and DT (RDT) by using the I/O − trace. 

Algorithm 1 describes the procedure performed by the Syncs to calculate the RDT of the gears. 
The instance of software called Manager collects the RDT produced by the Syncs to perform the gear up/down 

procedures. 
Algorithm 2 has been proposed for the Manager to determine the number of clones required to balance the 

RDT of the gears in gearing up/down processes and then to create a gearbox layout. 
Algorithm 3 shows a procedure for the Manager to maintain the gearbox layout in the limits of resources 

assigned to a Gearbox. It is also useful in scenarios where either the resources of the Gearbox are modified or 
launched it in a different infrastructure from the original one where that Gearbox was deployed on. 

The Manager creates a new gearbox layout by using this information and informs the Syncs about changes to 
be performed in that configuration. Each Sync reads, from the In-Memory storage service, the messages sent by 
the manager and applies the changes suggested by the Manager to its gear. 

Notice that the changes suggested by the Manager are performed by the Syncs without modifying the code of 
the applications by only using the Middlewares of the gears, which Algorithm 1: Calculating mean throughput (RTk 

and DTk) for a slot of time. 

Input : nSyncs: Number of Syncs, AC: address control, time: time to wait for the completion of samples of RTk and DTk, nsamples: Number of samples to be 
considered in the throughput calculation.

Output : RDT: array of RTk and DTk means a set of samples.
1 RT[nSyncs]; DT[nSyncs]; RDT[2];isFinished[nSyncs];
2 allFinished = FALSE;
3 while !allFinished do
4 sumretrv ← 0
5 sumdel ← 0
6 setfalsevalues(isFinished)
7

8 for k ← 0; k < nSyncs; k + + do
9 if AC[k].processedSamples = nsamples & !isFinished[k] then

10 samples ← AC[k].samples
11 for i ← 0; i < nsamples; i + + do

12retrv ← samples[i].inputFlowSize /
samples[i].serviceTime

13del ← samples[i].outputFlowSize /
samples[i].serviceTime

14sumretrv ← sumretrv+ retrv
15sumdel ← sumdel+ del
16 end
17 RT[k] ← sumretrv/nsamples
18 DT[k] ← sumdel/nsamples
19 isFinished[k] ← TRUE;
20

21

22 allFinished ← checkfinishedstatus(isFinished)
23 end
24 RDT[0] ← RT
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25 RDT[1] ← DT
26 return RDT

Algorithm 2: Calculating the number of clones per gear 
(ClonesGear). 

Input : nSyncs: Number of Syncs, RT: array of averages for all the nSyncs gears {RT1, RT2,..., RTnSyncs}, DT: array of averages for all the nSyncs gears {DT1, DT2,..., DTnSyncs}. 
Output : ClonesGear 1 ClonesGear[nSyncs]

intercept and manage the I/O requests of the applications by using Workload Client. This ensures that the workload 
management is automatic and transparent to both the applications and the pipeline system. 

3.3. Managing clones in parallel patterns 

When a Sync receives the order from the Manager to clone a filter, the Sync not only launches the clones into 
the gear Algorithm 3: Adapting the clones to the resources assigned to the capsule. 

Input : nSyncs: Number of Sycns, NCores: Number of physical cores assigned to the capsule, CClones: Number of clones currently used in a gearbox layout.
Output : nCF: Number of clones per filter. 1 RClones ← 0

environment but also executes a software instance of Workload Client to keep control over the Inputs/Outputs 
produced by the clones of a Gear. 

This software instance organizes the clones of gears launched in a gearbox in the form of a parallel pattern. It 
also establishes controls over the synchronization of the workload, data delivery/retrieval and distribution of load 
to be sent to the clones in a balanced manner. 
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This instance re- uses the Middleware of the gears as workers. This software 
instance therefore intercepts the load sent to the original gear and performs an indirection to the clones; as a 
result, the clones process load in concurrent manner. This scheme produces task parallelism in each gear where it 
is used. 

3.4. Resource shared patterns for gears to exchange information 

All the software instances considered in the gearbox model creates resource shared patterns in the in-memory 
storage service. 

This means that the gears and control instances share memory pointers created by using the in-memory storage 
service when exchanging data with each other, which is not removed from memory. This avoids the usage of 
expensive I/O calls (e.g. file system and network) in the collaborative system. 

In the example shown in Fig. 4, the first Gear reads content to be processed from a hard disk (data source), it 
invokes the in-memory storage service to place that content in the shared memory. In this way, the gear can get 
access to data from the memory instead of the hard disk or a cloud location. The results produced by Geari are 
intercepted by its middleware and placed in-memory, the pointers of the memory are delivered to the middleware 
of the next gear (Geari + 1), which basically gets the content from the shared memory. 

Gearbox also provides gears with file system interfaces to retrieve contents from a data source and to deliver 
them to a data sink, which is the case of Geari and Geari + n. 

3.5. Development of software pipelines based on the gearbox model 

In this section, we describe the strategy used to encapsulate software pipeline systems built by using gearbox 
layout configurations into virtual containers. 
3.5.1. Gearbox Capsule image 

The collaborative system used to develop a Gearbox depicted in Fig. 4 is implemented by using a deployment 
structure called Gearbox Capsule, which basically is a virtual container image. 

This Capsule image includes the following software instances: a reduced operating system, the Gearbox 
components previously described as well as all the dependencies and libraries required by these components. This 
image also includes I/O configuration file which set the network and file system interfaces to be used by Gearbox 
Capsule to extract data from the source and to load the results produced by the Gearbox in, for instance, a storage 
sink. 

A Capsule therefore is created as a container configuration file (e.g. a Dockerfile), which grants that the pipelines 
can be deployed on an infrastructure (any of server, cluster or cloud) having installed a container platform (e.g. 
Docker). This development structure converts a software pipeline into a building block that developers can use to 
deploy pipelines in either stand-alone or in a distributed manner as this image enable them to create clones by 
using the Gearbox capsule. 

The manager, Sync(s) and Gear(s) have designed to be placed at the same Gearbox Capsule as they share the 
resources of the virtual containers. Nevertheless, a Gearbox Capsule could either include a whole Gearbox 
(pipeline) or only one gear (filter) but in both cases each Gearbox Capsule will include at least a Sync and a Manager. 

It is possible for developers to build a distributed software pipeline by using a set of Capsules deployed on a 
cluster (For instance Kubernetes or Docker swarm). The Manager and even Syncs can be removed from the 
Gearbox Capsule and use them in a separated manner to build large scale distributed systems but this type of 
scenario is not considered in the version of Gearbox presented in this paper. 

3.5.2. Implementation details 
The Docker platform was used to create the capsule virtual container image [25]. 
The middleware was developed in C and implemented in the form of an I/O library by using Inter Process 

Communication Shared Memory (a python version is under construction). It is expected to use this middleware in 
two ways: the first one is using it as a service by including the library in the applications that developers would 
include in a pipeline by setting the place of each application in a pipeline as well as the input and output interfaces 
of each application. This information enables the capsule to launch applications and chaining them in the form of 
a pipeline system. The second one is using it as a pipeline engine, which oversees the executing and chaining of 
pipeline applications. Each middleware includes a pipeline system configuration file with which it invokes and 
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launches, in automatic and transparent manners, all the instances required to create a 
Gearbox, which are deployed by the virtual container of a capsule on a given infrastructure. 

The Sync components as well as and Workload Dispatcher instances also have been developed in C and have 
been implemented by using a client–server model. 

4. Methodology: Experimental evaluation
In this section, we describe a methodology based on two case studies that were designed for evaluating the

efficiency of software pipelines that were modeled as Gearboxes encapsulated into virtual containers; as a result, 
two prototypes based on the gearbox model were developed (one per case study). 
In the first case study, the software pipelines were evaluated on-premise and the data processing and results 
delivery have been measured locally (stand-alone). A prototype of the preprocessing system was developed to 
conduct this study. The prototype processes contents in three steps: (i) it reads the contents from a data source (a 
HD partition) where two types of content repositories (PDFs and medical images) were stored in, (ii) it executes 
three types of pipeline systems (pipelines including 2, 3, and 4 filters), and (iii) it delivers the results to a data sink 
(HD partitions). 

Table 1
IT infrastructure features.

Cloud instances OS Cores Processor type Mem HD 
Client1 Centos7 12 Intel(R) Xeon(R) 

CPU E5–2640
64 Gb 3 Tb 

Client2 Centos7 16 Intel(R) Xeon(R) 
CPU E5-2650 v2

64 Gb 3 Tb 

CloudService Centos7 4 Intel(R) Xeon(R) 
CPU E5-2603 v2

32 Gb 6 × 2 Tb 

In the second case study, a version of the stand-alone prototype was incorporated into a cloud storage service 
in the form of a pre-processing service for securing data in-house before sending them to a private cloud. In this 
prototype, the medical image repository has been stored at the data source, whereas the data sink has been placed 
at a cluster of virtual containers built with Docker Swarm and providing a private cloud storage services built with 
Open Stack. 

Table 1 shows the infrastructure where the prototypes where deployed on. 

4.1. Repositories 

Two types of repositories were considered in this experimental evaluation. The first one has been a PDF 
repository stored in the content delivery system of our research group (50 thousand documents). The second 
repository is the Digital Database for Screening Mammography called DDSM [26], which consists of 11 thousand 
images. 

A bot software instance created three subsets of files from the two repositories in a random manner. The 
subsets contained between 500 and 15,000 elements (PDF: PDF5K, PDF10K and PDF15K; DDSM: DDSM0.5K, 
DDSM1K and DDSM1.5K). The bot created folders (one per subset of contents) in the data source and sent the 
contents to the corresponding target folders, from where the pipeline systems extracted contents to process them. 
Table 2 shows the characteristics of the subsets used in the experimental evaluation. 

4.1.1. Metrics 
In order to measure the performance of the capsules and software pipeline systems evaluated in this paper, we 

defined the following metrics. 

• Processing Time: This is the time required for a pipeline system to process a subset of files. In the case of a
Gearbox capsule, this time also includes the time spent by the collaborative system to manage the workload
with the gearbox model calculated.

• Percentage performance gain: gTR represents the percentage of improvement in the response time (tR) of

the Gearbox capsules in comparison with the evaluated solutions. tRs1 − tRs2
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gTR = · 100 (7) 
tRs1 

Where s1 and s2 represent the response time of solutions in each comparison. 
4.1.2. Gears implemented to build software pipelines 

Five gears were developed to create solutions based on software pipelines. 

• LZ4: This gear implements a traditional data compression algorithm [14]. This gear is used to reduce the size
of the contents |C| to improve the cloud storage utilization. This gear transforms an incoming content |C|
into a new version
|Cc|.

• AES: This gear implements the traditional algorithm AES [27] developed by OpenSSL to encrypt/decrypt

incoming content |C| or |ˆC| by using keys of 128, 192, and 256 bits length to encrypt data.
• IDA: This gear implements a dispersal information algorithm [28], which receives a content |C| that is split

into n redundant data portions called dispersal Ds of size L = |C|/m where m represents the number of Ds
sufficient to recover |C|. It is required that m < n. This means a |C| can be recovered even when n − m of Ds
are lost. The costs of this fault tolerance technique can be calculated in terms of extra capacity EC = (n/m) ·
|C|.
This algorithm can be configured by changing the parameters of n and m. In the IDA gear used in the
experiments, these parameters were fixed to n = 5 and m = 3. This means the gear receives a file |C| and
delivers five Ds, |C| = |d1|,|dn|..|d5| [11]. The extra capacity produced by this gear is 66.7%, which enables
the cloud storage to withstand the failure of 2 storage locations.

• SHA3-256: This gear calculates a Hash for each received content |C|. It produces a file H, which is used by
end-users to verify the integrity of |C|.

• CURL: This gear sends all incoming contents to a cloud storage service by producing streaming through HTTP.

5. Experiments and results
In this section, we describe the results of the case studies conducted in the experimental evaluation.

5.1. Case study: Stand-alone 

In this section, we analyze the results of evaluating the solutions/configurations when using subsets of PDFs and 
DDSM repositories. 

5.1.1. Gearbox configurations and studied solutions The following software pipelines were studied: 

• Sacbe [18]: This solution includes the chaining of filters by using pipes of the operating system. In order to
perform a fair comparison, the data flow in the software pipelines was performed by using memory pipes of
the operating system added to a virtual container. This approach represents an available solution to create
pipe and filter patterns in an efficient manner for real-world scenarios.

• Parsl [17]: This solution includes the chaining of filters by using an engine for executing data-oriented
workflows (dataflows). The dataflows of this engine produce task parallelism in the very fashion performed
by the solution presented in this paper. In order to perform a fair comparison, Parsl was configured for
creating data flows in software pipelines by using as many threads as physical cores in the servers where all
the solutions were tested.

• Gearbox: This solution is created by chaining filters by using the gearbox model. Configurations of gearbox
were also evaluated to observe the impact on performance of each component of the collaborative system
considered in this solution.
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– Gear-Sync: This is a gearbox configuration that is not considering the cloning mechanism, but only the
workload management performed by the Syncs and middleware of each gear.

– Gear-P: This is a version of Gear-Sync configuration but enabling the cloning of filters. In this
configuration no adjustments are performed in the gearbox layout in execution time. This means the
first configuration defined by the workload manager is used to process all the contents in a data source.

– Gearbox-CS: This is a version of Gear-P but the manager performs adjustments, in execution time, in the
gearbox configurations in an elastic manner.

Several pipeline software systems are currently available (e.g. Parsl, Sacbe, MakeFlow, OpenShift or even Jenkins) 
for designers to build software pipelines. We have chosen Parsl and Sacbe to conduct the experimental evaluation 
and the case studies because both solutions are very close to offer the properties offered by Gearbox. For instance, 
both solutions build software pipelines by using parallelism in the case of Parsl, and in-memory storage in the case 
of Sacbe. See more details about these and other solutions of the state-of-the-art in a qualitative comparison 
showed in Table 3 where are analyzed properties such as adaptability, efficiency and reliability. This comparison is 
described in the related work section. 

The solutions and configurations were modified by adding gradually filters to a pipeline from 2 to 3 and to 4 
filters. Each variation in the configuration was evaluated by using the repositories (PDF: PDF5K, PDF10K and 
PDF15K; DDSM: DDSM0.5K, DDSM1K and DDSM1.5K). 

5.2. Preprocessing of medical image repository (DDSM) 

Fig. 5 shows different results for response times (vertical axis) produced by the studied solutions for different 
number of filters when processing subsets of contents extracted from the DDSM repository (horizontal axis). Fig. 
5a shows response times for two filters; Fig. 5b for three filters and Fig. 5c for four filters. 

Fig. 5 also shows results of the performance gain between the pipeline systems implemented by using gearbox 
capsules with regular pipeline systems when using different numbers of filters. Fig. 5d shows this metric for two 
filters; Fig. 5e for three filters and Fig. 5f for four filters. 

As it can be seen, the synchronization of the input/output data of all filters in a pipeline is good enough for a 
software pipeline (Gear-Sync) using in-memory storage service to produce better performance than another in-
memory pipeline (Sacbe) even when increasing the number of filters in the pipelines (see Figs. 5a, 5b and 5c). 

Gear-Sync produces up to 36% better response times than Sacbe with few filters (see Fig. 5d), which is reduced 
to 10% when increasing the number of contents to be processed (see Figs. 5e and 5f). 

Table 2 
Subsets of contents used in the experimental evaluation.

PDFs DDSM 

Amount 
Total

Size

5k 10k 15k 0.5k 1k 1.5k 
5.135 GB 10.514 GB 16.296 GB 13.419 GB 26.878 GB 40.204 GB 

Average 
Per unit

Median

1.03 MB 1.05 MB 1.14 MB 26.83 MB 26.87 MB 27.11 MB 
0.43 MB 0.44 MB 0.43 MB 15.46 MB 25.46 MB 25.77 MB 

Table 3
Qualitative comparison of Gearbox with State-of-the-art solutions.

Delivery Integration Runtime Configuration In-memory 
storage

Parallelism Fault 
tolerance

MakeFlow 
OpenShift
Jenkins

a
b

b

Parsl c

Sacbe 
Gearbox c

aMeans this solution is using Jenkins. bInvolves by using Kuberneters. cMeans that the solutions offer fault tolerance only at 
pipeline level (not solving failure at stage level).



15

As expected, Parsl does not offer a competitive performance for large files (see Fig. 5a) as 
this type of engine has been designed for producing task parallelism, which is more suitable for processing small 
contents. This behavior was repeated for the pipeline including three and four filters. 

We decided to study the poor performance of Parsl when processing big size files. We found that, when Parsl 
launching threads in a server of twelve cores (one thread per core available in the server used in this experiment), 
a queuing of the file read operations was observed. This queuing kept the filers of the pipeline idle for a period 
proportional to the service time spent in these read operations. To achieve a competitive configuration of Parsl, 
we performed a set of experiments by varying the number of threads used by Parsl until finding a configuration 
that would reduce that queuing of read and write operations, which enabling the filters to start the processing of 
data in less time. We found that reducing the number of threads to the half (6) was key for Parsl to read contents 
in overlapped manner with the threads used by the filters for processing data in the pipeline. This reduced the 
response time of Parsl in significant manner (see Figs. 5a–5c). 

In the first gearbox layout that includes gear up/down (Gear − P), the improvement of response times is 
significant even when increasing the number of filters (see Gear-P in Figs. 5a–5c). It seems that the performance is 
not significantly affected when increasing the volumes of contents, which is observed in Parsl configurations (from 
47,45% to 75,5%). In fact, the percentage of performance gain of Gear-P is up to 40% better than Sacbe when 
deploying few filters (See Fig. 5d), which is increased to 88% when increasing to three filters to reach 75% when 
using four filters. When increasing the number of contents to be processed, the improvement produces a 
fluctuation of ±10% (see Figs. 5d, 5e and 5f). The drawback of the Gear-P configuration is that the number of nodes 
must be fixed at configuration time by knowing the RT 

Fig. 5. Processing and response time of software pipelines when coding DDSM repositories by using 2,3 and 4 filters.
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Fig. 6. Coding/decoding throughput and performance difference per filter when processing DDSM repositories. 

and DT of the gears in advance, and it cannot be changed during execution time. 
In turn, the Gearbox-CS configuration modifies the gearbox layout during execution time depending on the workload3 and this 

enables the Gearbox capsule to overcome bottlenecks produced during workload processing. This configuration does not only 
produce a better performance gain than Gear-P (Min = 8,3 and Max = 16,3), Sacbe (Min = 42.75%, Max = 85.63% and Parsl (Min = 
47.45% and Max = 75.51%), but Gearbox-CS can also handle changes in the workload or request accumulation within the input 
queues. Moreover, this configuration offers better performance than Gear-P when contents producing queuing (see Gear-P and 
Gearbox-CS in Fig. 5d for the different subset of contents). When moving the size of the bucket’s limit for each pair of gears in the 
Gearbox-CS configuration, a performance improvement of Gearbox-CS of up 40% is also observed in comparison with Gearbox-P. 

The decoding software pipelines produced a similar behavior to that produced by the coding software pipelines and reduced the 
response times in a range of (34-91]%. 

To understand how Gearbox-CS manages the workload during execution time to homogenize the retrieval/delivery throughput 
rates of the gears, we focus our attention on the throughput produced by each gear in the pipeline. 

Fig. 6 shows the throughput (vertical axis) produced by the configuration (Gearbox-CS) during both the coding and decoding of 
subsets of contents in the DDSM repository. 

As it can be seen, Gearbox homogenizes the gears’ throughput, in execution time, through three phases. 
In the first one, the bottlenecks are controlled (see how in very early in Figs. 7a, 7b and 7c the throughput is increased) by 

performing gear up/down. 
In the second phase, gearbox performs adjustments to increase the throughput of driven gears (slow applications), which 

improves the global throughout (see first part in Fig. 6a where a throughput variation is even better than a homogenized 
throughput). However, this increment in the throughput produces a queuing in the driver gears (fast ones) and converts them into 
driven, which reduces the throughput (downward-sloping lines shown in Fig. 6a). The homogenization algorithm stops this 
throughput reduction when the throughput variation of all gears is controlled. When more gears are included in the pipeline, the 
homogenization of the gears’ throughput produces an exponential improvement (see Figs. 6b and 6c). 

In the last phase, the behave of the pipeline throughput is stabilized and few changes are performed by gearbox to keep the 
system fine-tuned. Fig. 7 also shows that the software pipelines for decoding contents produced a similar behavior to that produced 
by the coding software pipelines but the stabilization was early achieved for these pipelines. 

 
3 The manager also can absorb the changes in the infrastructure but this is not considered in this paper. 

 

Fig. 7. Coding/decoding performance difference per filter when processing DDSM repositories. 
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Fig. 7 shows the difference of the service times (vertical axis) between the gears LZ4 and IDA with the 
fastest gear (AES). This difference was captured when the gears, included in a software pipeline, coding contents of the 0.5k, 1k and 
1.5k subsets (horizontal axis) included in the DDSM repository (see Figs. 7a, 7b and 
7c). 

Fig. 7 again allows us to observe the homogenization and balancing procedures performed by the gearbox model. As it can be 
seen, the IDA gear produced the slower performance, which producing the highest performance difference compared to the fastest 
gear (AES). This behave (more than 100% slow-down in comparison with the performance of AES gear) is produced because of the 
expensive and extensive I/O and computing operations performed in the IDA gear. We also can observe that Gearbox gradually 
reduces this difference among all the filters until it is stabilized in a range of (10%, 0.1%]. 

It can also be observed that the more contents to be processed by a pipeline, the better it is possible to balance the gear 
performance. The difference of response times among the filters was less than 5% for the 0.5k subset (see Fig. 7a), 1% for the subset 
1k (see Fig. 7b) and less than 1% for subset 1.5k (see Fig. 7c). The process of content decoding produces a smooth behave similar to 
coding process. In these cases, the stabilization was early achieved compared to the coding procedures as less information is 
processed and produced in this process than in the coding procedure. 

As it can be seen, gearbox converts a pipeline that includes applications producing heterogeneous performance into a system 
with homogeneous retrieval/delivery throughput; as a result, a nearly continuous dataflow is produced through the software 
pipeline, which enables the gearbox model to reduce bottlenecks and idle times in a significant manner. This shows the efficacy of 
the gear up/down strategies when performed during execution. 

5.3. Processing small files from a PDF repository 

Fig. 8 shows the response times (vertical axis) produced by the studied solutions for different numbers of gears when processing 
subsets from the PDF repository (horizontal axis). Fig. 8a shows results for two filters, Fig. 8b for three and Fig. 8c for four filters. 

As it can be seen, the behavior of the software pipelines when processing subsets from the PDF repository is quite similar to that 
observed when the software pipelines process subsets from the DDSM repository. As it has been expected, Parsl becomes 
competitive for this scenario when executing two gears and even better than the in-memory solution (Sacbe) for 15k-Two-Gears as 
well as for scenarios where the pipeline includes three or four gears. 

In this scenario, the improvement of Parsl in comparison with its performance when processing DDSM has been due to the task 
parallelism produced by the threads invoked by this engine as well as the small sizes of the contents that are processed in this 
scenario. This engine enables Parsl to assign more workload to the cores where the applications are executed, which reduces the 
idle periods of the applications and increases the utilization of the resources. 

Gearbox-CS produces the best performance compared with the Sacbe engine and even with other configurations of gearbox. The 
configurations also produce better results than Parsl when this solution used all available cores in the server. On average, for a 
system of two stages, gearbox yielded a performance gain of 58.36% in comparison with Parsl (64.31% for 5k, 58.36% for 10k and 
46.22% for 15k). In the case of the three stages pipeline system, the performance gain was 43.09% (62.26% for 5k, 40.30% for 10k 
and 26.72% for 15k), whereas for a pipeline system of four stages the gain was 49.65% (53.78% for 5k, 53.78% for 10k and 46.19% 
for 15k). 

As it can be seen, pipelines deployed in the form of gearbox capsules can not only improve the performance compared to regular 
software pipelines but it is also possible to easily add more properties to the contents by spending even less costs than a regular 
pipeline created by other engines (e.g., gearbox spent 461.97 s for adding 4 properties to the contents, whereas Parsl spent 675 s 
to add only two value properties). 

As expected, the efficiency of a pipeline system built with gearbox depends on the resources available in the virtual container 
where the Gearbox capsule is deployed on. The main resource properties are the number of cores (required by the clones created 
when performing gear up procedures) and the 
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memory (required by clones when performing gear down procedures). Gearbox therefore performs gear up procedures to balance 
the throughput (the best scenario) and gear down is used to reduce the differences that could not be solved by the gear up 
procedure because of infrastructure limitations. 

Fig. 8. Processing small files (PDFs) by using software pipelines.
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6. Configuration and results of a study case based on the incorporation of a capsule into 
a cloud storage service

The previous experiments have shown that gearbox represents an efficient and flexible method for building pipelines. The 
gearbox properties can also be used by cloud providers to add properties to the contents of their end-users/customers. In this 
section, we evaluate end-to-end solutions that enable end-users to add in-house properties to their contents, which avoids cloud 
providers to perform this type of task. 

This type of solution requires end-users to execute an in-house preprocessing tool to prepare their contents before sending them 
to the Cloud infrastructure defined by the organization for the content preservation (e.g., a public/private/hybrid cloud). These 
solutions are quite useful in the cases where end-users are not associated to a given organization. The following solutions were 
implemented to manage this study case: 
repository.

• Cloud-SS: This solution only used the filter CURL to send a set of files to a private cloud storage service. This solution represents
a common service for end-users but without adding properties to their contents. It is expected that this configuration would
produce the lowest response times for end-users.

• Cloud-Gearbox: This solution incorporates a Gearbox-CS capsule including four filters (SHA, AES, LZ4 and CURL) to a cloud
storage service. This solution represents the implementation of gearbox as an end-to-end preprocessing tool for a cloud
storage service.

• Cloud-Sacbe: This solution incorporates a Sacbe configuration including the very four filters in a cloud storage service. This
solution is expected to reflect the overhead of adding properties to the contents.

• Cloud-Parsl: This solution incorporates a Parsl configuration including the filters in a cloud storage service. This solution is
expected to reflect the overhead of adding properties to the contents.

The goal here is to detect the performance overhead created by adding a software pipeline to the clients of cloud storage services. 
The solutions in this study case were evaluated by processing a subset of contents (DDSM1.5K) in a private cloud storage service. 
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Fig. 11. Breakdown of response time used.

Fig. 9 shows a private cloud storage service [11] including a client, which implements both the Gearbox capsules and the 
preprocessing solutions considered in this case study. 

Fig. 10 shows the response time for the configurations evaluated in this study case. As expected, a regular software pipeline in 
including SHA, AES, LZ4 and CURL (optimized by using in-memory dataflows) produced an overhead of 13.95%, whereas Cloud-Parsl 
produced an overhead of 28.02% 

In turn, the client using the gearbox model does not produce overheads but also improves the user experience by 12.5% in 
comparison with the configuration where the end-user does not add properties to her/his contents. When removing the cloud 
storage service latency, the performance gain of gearbox in comparison with Sacbe and Parsl is the same that has been shown when 
evaluating software pipelines in the stand-alone case studies. 

In addition, the management of operations required by the gearbox implementation are not affecting the filters’ performance in 
a significant manner and this allows the model to improve overall throughput of the software pipelines in a significant manner. 

Fig. 11 shows the Breakdown of response time of Gearbox managing a four filter pipeline considered in the case study, which 
represents the sum of the service times of the gears (G1, G2, G3, G4). The costs of the communication overhead generated for the 
sake of handling different data processing and management tasks in Gearbox are showed in Fig. 11 by Management and 
ShMem(R/W) (Shared Memory service). 

Management time includes tasks such as initiation of the collaboration system, scanning data in source path, creating syncs for 
Gears and creating messages for shared resource patterns. This time represents 0.001% of the response time. ShMem(R/W) 
represents the read and write operation costs within Gearbox capsule. This time represents the 2.36% of the response time. 

The read of files (Read Files) is assumed by Gear 1 or G1 and represents the cost of reading contents from the data source, 
whereas Transfer data represents the delivery of processed contents to the private cloud storage service. This time also represents 
the service time of Gear 4. 

7. Related work
Several pipeline software systems are currently available (e.g. Parsl [29], Sacbe [18], MakeFlow [30], and OpenShift [31] or even

Jenkins [32]) for designers to build software pipelines. We performed a qualitative comparison of Gearbox with other solutions from 
the state-of-the-art for analyzing properties such as continuity, adaptability and reliability, which are showed in Table 3. This table 
will be used to describe the differences between Gearbox model and solutions available in literature. 

In this study of the state-of-the-art were identified two types of solution similar to Gearbox. The first one refers to solutions 
directly focused on the building of software pipelines to achieve continuous integration and continuous delivery (CI/CD widely used 
in industrial scenarios such as MakeFlow [30], OpenShift [31] and Jenkis [32]). The goal of this type of solution is the integration and 
the delivery of software to production. The efficiency of the processing of data in these pipelines is not a priority for these solutions. 

The second one refers to solutions focused on not only in the building of software pipelines but also in the creation of dataflows, 
which is feasible when the CD/CI is granted (Parsl Sacbe [18], and even in some homemade solutions built by using 
Jenkins). 

A data flow architecture processes data with a structure in form of graphs. The vertices of the graph represent asynchronous 
tasks, although they are often only instructions, the edges of the graph represent communication routes that carry the execution 
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results needed as operands in subsequent instructions [33]. The solution proposed in this research work is based on the usage of 
the architectural pattern of data flows, for which the prototype of the solution and comparison was implemented from this type of 
pattern. 

For dataflow solutions in software pipelines were identified both ad hoc and generic-centric solutions to create dataflows. 
In the case of ad hoc solutions, Grawinkel et al. [20] proposed a special purpose solution to create pipes developed in the C++ 

programming language as an alternative to the implementation of Unix shell pipes. The implementation of the proposed pipes 
consisted in the processing of the data for integrity (calculating a hash value), reduction of storage space (using compression 
algorithms) and encryption to increase the confidentiality of data stored in Unix. The results showed an increase of performance in 
the pipes in C++, connecting their stages directly and working with multiple pipes, independent and in parallel. Although this 
approach easily outperformed the UNIX pipes used by command line tools, this solution is only useful for the filters considered in 
this study, whereas both Gearbox and the other solutions studied in this paper enable developers to create different types of 
software pipelines. 

In a similar way, Folarin et al. [34] presented NGSeasy, a system in which containerization and pipeline execution techniques 
were integrated with focus on workflows for Next Generation Sequencing (NGS) by using a set of modular and reusable building 
blocks based on virtual containers that can be versioned. NGSeasy is composed of a method to be implemented in scenarios where 
the data cannot be shared (by size or for privacy reasons) and the analysis must be done on-site. In this context Dayal et al. [35] 
described an approach that addresses challenges that arise in online data analysis, including how to efficiently run multiple analysis 
components in the test area resources. This type of solution is mainly focused on specific data analytic, where the creation of 
multiple pipelines is not immediate, which is the case of the solutions studied in this paper. 

In past were proposed solutions focused on the building of workflows on peer-to-peer (P2P) and the Grid. This is the case of a 
java-based solution called Triana that was created by Taylor et al. [36] to support services within multiple environments, integrating 
several types of middleware tools. Triana builds workflows with multiple services and interfaces to creating processing pipes through 
the union of tools and services. This type of workflow-based solution is not considered in this paper as continuous dataflow is not 
the goal of this type of solutions but also the continuous integration and delivery. 

In the case of generic-centric software pipelines, that is the case of Sacbe [18], Parsl [29] were found offering similar properties 
to Gearbox. Sacbe, proposed by Yanes et al. is a modular software architecture for secure, reliable and flexible end-to-end cloud 
storage. This architecture is based on pipes designed as architectural software patterns to move data/metadata in continuous data 
flows (continuous flow input to the pipeline) from user devices to storage locations in the cloud, through modules of coverage 
treatment (e.g., confidentiality, reliability) or management (e.g., sharing, authentication). These coverage pipelines transport and 
process content from a data source (any of users’ devices, hard drive partitions or shared folders) to cloud storage locations, in a 
continuous data stream. This type of pipe represents a virtual path that is called Data Sacbe. The interoperability of building blocks 
(BBs) in the pipes is facilitated by a set of I/O interfaces, with which each BB sends/receives data flows from/to another BB. Sacbe 
provides continuity, reliability based on replicated BBs, adaptability at configuration time and efficiency based on in-memory 
storage. Gearbox not only includes these properties but also it adapts its layout configurations to the workload by managing in-
memory storage and yielding implicit parallelism. 

The models based on building blocks improve the deployment of pipes in different environments (operating system, cloud, 
cluster, workstation) for development, testing and production [37]. In these models the pipes are encapsulated in virtualized 
software structures called containers [37], which contain the necessary software to run the application that is being encapsulated. 
This method of encapsulation provides efficiency, portability, version control, and reproducibility, as well as flexibility in the 
deployment of solutions allowing containers to be created or destroyed quickly [38]. This building model was also incorporated to 
Gearbox by the usage of Gearbox Capsule images, which are basically a building block. 

Parsl is a library created for building both workflows and software pipelines with special focus on producing implicit dataflows. 
This solution enables developers to execute applications concurrently while respecting data dependencies. Parsl solution produces 
pipelines by executing code or applications by following a code sequence and produces task parallelism by using threads for each 
stage, which are defined at configuration time. In turn, Gearbox, produces the implicit parallel patterns on-demand, considers 
synchronization of the applications I/O operations and in-memory storage for not only producing dataflow but also a constant and 
quasi-continuous data processing flow. It is feasible for the solutions studied in this paper (both Sacbe and Parsl as well as other 
similar to those) to take advantage of efficiency and adaptability properties of Gearbox model to reach a dataflow as continuous as 
possible. In similar way, Gearbox model can be improved by incorporating more properties such as reliability and resilience for 
dataflows as well as to produce geographically distributed solutions that are already considered by current solutions available in 
the state-of-the-art. We consider Gearbox can be a complement, for instance, for function as a service as OpenShift to build in-
memory, workload adaptable and parallel software pipelines. The Gearbox Capsule produces a deployment configuration file that 
can be sent to Kubernetes [39] for deployment of the pipeline solutions in a similar way OpenShift uses Jenkins to do this task. 
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8. Conclusions
This paper presented a container-based processing model for application pipelines to process large volumes of data in an efficient

manner. 
This model is based on the gearbox metaphor where gears represent applications, whereas boxes represent pipeline systems. In 

the gearbox model, a workload manager based on a collaborative system automatically performs gearing up (by using parallel 
patterns) and/or gearing down (by using in-memory storage) until applications in the pipeline produce a uniform data 
retrieval/delivery throughput. The manager was developed as a deployment software piece called capsule encapsulated into virtual 
containers. This virtual container also included the pipeline systems built by organizations and modeled as a gearbox. These capsules 
were evaluated and compared with traditional services, through experiments processing data from repositories of medical images 
and PDFs. A study case was also conducted based on an implementation of a pre-processing pipeline system in the form of a capsule, 
which was incorporated to a cloud containerized storage service for supporting medical imagery repository management. 

The experimental evaluation revealed that the gearbox model reduces delays and bottlenecks produced by the heterogeneous 
performance of the applications included in the pipeline system. This significantly improves the end-user service experience when 
pre-processing large-scale data in comparison with available pipeline solutions. In comparison with an in-memory pipeline system, 
the improvement of response times observed in all experiments was in the range of (43%, 91%] for different numbers of applications 
in the pipeline systems, for the different repositories processed and the different studies conducted. When a pipeline included more 
than three applications in the system, the performance improvement was in a range of (81%, 86%) and when increasing the volumes 
of data to be processed, the improvement range was (89%, 91%]. This means organizations can add control properties to large data 
volumes not only without suffering overheads but also improving the performance of cloud storage services. In comparison with 
engines producing parallel workflows as Parsl, gearbox even increases the percentage of the performance gain when processing 
large contents, whereas gearbox preserves 58.33% of performance gain on average, which is in a range of [64.31%, 26.72%]. 

In the comparison with a traditional cloud storage, the evaluation revealed that when incorporating a capsule to a cloud 
containerized storage service, the end-users can ensure their contents in-house before sending them to preservation (e.g. a 
public/private/hybrid cloud). 

The capsule based on gearbox did not produce overheads but improved the user experience by 12.5% in comparison with a 
configuration where the end-user does not add properties to her/his contents. When removing the cloud storage service latency, 
the performance gain of gearbox in comparison with regular pipeline is the same that showed when evaluating software pipelines 
for two filters. These results show the feasibility of applying this model, for instance, to pipe&filter systems in diverse real-world 
scenarios. 

We are currently working on inexpensive control algorithms based on fussy logic algorithms for the Manager of the capsule to 
improve the load-balancing procedure during execution time. We also are exploring scheduling algorithms for creating gearbox 
layouts in advance for static infrastructures. 
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