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Abstract

We present a deterministic algorithm which computes the multilinear fac-
tors of multivariate lacunary polynomials over number fields. Its complexity
is polynomial in " where £ is the lacunary size of the input polynomial and
n its number of variables, that is in particular polynomial in the logarithm of
its degree. We also provide a randomized algorithm for the same problem of
complexity polynomial in ¢ and n.

Over other fields of characteristic zero and finite fields of large characteris-
tic, our algorithms compute the multilinear factors having at least three mono-
mials of multivariate polynomials. Lower bounds are provided to explain the
limitations of our algorithm. As a by-product, we also design polynomial-time
deterministic polynomial identity tests for families of polynomials which were
not known to admit any.

Our results are based on so-called Gap Theorem which reduce high-degree
factorization to repeated low-degree factorizations. While previous algorithms
used Gap Theorems expressed in terms of the heights of the coefficients, our
Gap Theorems only depend on the exponents of the polynomials. This makes
our algorithms more elementary and general, and faster in most cases.

*School of Technology and Computer Science, Tata Institute of Fundamental Research, Mumbai,
India; arkadev.c@tifr.res.in.

TLIRMM, Univ. Montpellier, CNRS, Montpellier, France; bruno .grenet@lirmm. fr.

*Univ Lyon, EnsL, UCBL, CNRS, LIB F69342, LYON Cedex 07, France;
[pascal.koiran,natacha.portier]@ens-lyon.fr.

$DAVID laboratory, Université de Versailles Saint-Quentin, France; yann.strozecki@uvsq.fr.

arXiv:1311.5694v2 [cs.SC] 21 Apr 2020


http://arxiv.org/abs/1311.5694v2

1 Introduction

The lacunary representation of a polynomial
k
P(Xy,.., X)) = D aX,™ Xy
j=1

is the list of the tuples (a;,a, j,...,a,;) for 1 < j < k. This representation, some-
times called sparse or supersparse representation in the literature, allows very high
degree polynomials to be represented in a concise manner. The factorization of lacu-
nary polynomials has been investigated in a series of papers. Cucker et al. [11] first
proved that integer roots of univariate integer lacunary polynomials can be found
in polynomial time. This result was generalized by Lenstra [35] who proved that
low-degree factors of univariate lacunary polynomials over algebraic number fields
can also be found in polynomial time. More recently, Kaltofen and Koiran [24, 25]
generalized Lenstra’s results to bivariate and then multivariate lacunary polynomials.
A common point to these algorithms is that they all rely on a so-called Gap Theorem:

If F is a factor of P(X) = Zle a; X%, then there exists £ such that F is a factor of

both Zi:l a; X% and Z?:g +14;X%. (Here, X is a vector of variables of length at least
1, and the a;’s are vectors of exponents.) Moreover, the different Gap Theorems in
these papers are all based on the notion of height of an algebraic number, and some
of them use quite sophisticated results of number theory.

In this paper, we are interested in more elementary proofs for these results. We
first focus on the case of linear factors of bivariate lacunary polynomials as Kaltofen
and Koiran [24]. Yet unlike their result our algorithm works over number fields,
and is extended to multivariate polynomials, and to the computation of multilinear
factors, with multiplicities. This was investigated by Kaltofen and Koiran [25], who
also dealt with low-degree factors. Grenet [ 16, 18] has generalized our approach to
low-degree factors, subsuming all known previous results.

We prove a new Gap Theorem that does not depend on the height of an alge-
braic number but only on the exponents. In particular, our Gap Theorem is valid
for any field of characteristic zero and we also extend it to the case of multilinear
factors of multivariate polynomials. As a result, we get a new, more elementary al-
gorithm for finding multilinear factors of multivariate lacunary polynomials over an
algebraic number field. In particular, this new algorithm is easier to implement (see
[17] for a recent implementation) since there is no need to explicitly compute some
constants from number theory, and the use of the Gap Theorem does not require the
evaluation of the heights of the coefficients of the polynomial. We also compute the
multiplicities of the factors. With our method this comes for free, which makes our
algorithm faster than the previous ones in most cases (see Section 4.5 for details).



Our algorithm can also be used for absolute factorization, that is the factorization
of a polynomial in an algebraic closure of the field generated by its coefficients. More
precisely, it can be used to compute in polynomial time the multilinear factors with
at least three monomials of a lacunary multivariate polynomial. Note that univariate
factorization reduces to the computation of binomial factors. And since the absolute
factorization of a univariate polynomial of degree d is a product of d linear factors,
these factors cannot even be listed in polynomial time. We shall also discuss the
application of our algorithms to other fields of characteristic zero.

We use the same methods to prove a Gap Theorem for polynomials over some
fields of positive characteristic, yielding an algorithm to find multilinear factors of
multivariate lacunary polynomials with at least three monomials. We show that de-
tecting the existence of binomial factors, that is factors with exactly two monomials,
is NP-hard. This follows from the fact that finding univariate linear factors over finite
fields is NP-hard [31, 2, 26]. In algebraic number fields we can find all multilinear
factors in polynomial time, even the binomial ones. For this we rely, as Kaltofen and
Koiran did, on Lenstra’s univariate algorithm [35].

Our Gap Theorems are based on the valuation of a univariate polynomial, that
is the maximum integer v such that X" divides the polynomial. We give an upper
bound on the valuation of a nonzero polynomial

k
P(X) = > aXU(vX + t)Pi(uX +w)".
j=1

This bound can be viewed as an extension of a result due to Hajos [21, see also 37].
We also note that Kayal and Saha [30] recently used the valuation of square roots of
polynomials to make some progress on the “Sum of Square Roots” problem.

Lacunary polynomials have been studied with respect to other computational
tasks. For instance, Plaisted [39] showed the NP-hardness of computing the greatest
common divisor (gcd) of two univariate integer lacunary polynomials. His results
were extended to prove that testing the irreducibility of a lacunary polynomial is
NP-hard for polynomials with coefficients in Z or in a finite field [43, 29, 24]. On
the other hand, some efficient algorithms for lacunary polynomials have also been
given, for instance for testing if a polynomial vanishes on roots of unity [8], if a
polynomial has a real root [3], or for the detection of perfect powers [14, 15] or
interpolation [27].

Another approach for computing with lacunary polynomials is to give algorithms
with a polynomial complexity in the logarithm of the degree (that is in the size
of the exponents) but not in the number of terms or the size of the coefficients.
This approach has been used to circumvent Plaisted’s NP-hardness result on the
ged [12, 1].



Note that for all the problems we address, there exist algorithms with a poly-
nomial complexity in the degree of the polynomials. They are used as subroutines
of our algorithms. We refer the reader to [42] for details and references on these
algorithms.

A preliminary version of this paper was published in the conference ISSAC 2013 [7]
that contains the bivariate case of our results. The present paper gives more details
on the algorithms especially for the computation of the multiplicities of the factors,
and the generalization to multivariate polynomials is new. In positive characteris-
tic, it includes a more general NP-hardness result. We also give a new Polynomial
Identity Testing algorithm for sums of products of dense polynomials.

Organization of the paper

Section 2 is devoted to our main technical results. In Section 2.1, we give a bound
on the valuation of a nonzero polynomial P = Zj a; X% (uX + v)Pi over a field of
characteristic 0. This result is extended in Section 2.2 to polynomials of the form
> i I fl.a” where the f;’s are low-degree polynomials. In Section 2.3, we discuss
the tightness of these results.

In Section 3, we use these valuation bounds to get new Gap Theorems, respec-
tively adapted to linear and multilinear factors. We also give in Section 3.2 a first
application of these Gap Theorems: We give polynomial identity testing algorithms
for the above mentioned families of polynomials.

Section 4 presents our main application: the factorization of lacunary polynomi-
als. We begin with the computation of linear factors of bivariate polynomials over a
number field in Section 4.1, and then extend it to multilinear factors in Section 4.2.
Then, we generalize these algorithms to multivariate polynomials in Section 4.3. We
briefly discuss absolute factorization and factorization in other fields of characteris-
tic zero in Section 4.4. Section 4.5 presents a comparison between our techniques
and existing ones.

Finally, the case of positive characteristic is investigated in Section 5. We show
how to partially extend the results of Section 2 to positive characteristic, and we give
similar algorithms as in Section 4. We note that these algorithms are less general,
but we also give NP-hardness results explaining this lack of generality.

To understand the basics of our method, one can focus on the computation of
linear factors of bivariate polynomials over a number field. To this end, one only has
to read Section 2.1, Theorem 3.1 and its proof in Section 3, and Section 4.1.
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2 Wronskian and valuation

In this section, we consider a field K of characteristic zero and polynomials over K.
We denote by val(P) the valuation of a univariate polynomial P over K, that is the
largest v such that X" divides P. More generally, we denote by u,(P) the multiplicity
of F as a factor of P, that is the largest m such that F™ divides P. In particular,
val(P) = uy(P) for P e K[X].

2.1 Valuation upper bound

Theorem 2.1. Let P = Zﬁ:l a; X% (ux +v)hi Wi?h a; <---<aanduv #0. IfP is
nongzero, its valuation is at most max;(a; + (“;_] )).
Our proof of Theorem 2.1 is based on the so-called Wronskian of a family of

polynomials. This is a classical tool for the study of differential equations but it has
also been used in the field of algebraic complexity [20, 33, 30, 32, 13].

Definition 2.2. Let fi,...,f, € K[X]. Their Wronskian is the determinant of the
Wronskian matrix

f1/ fz/ e fe/
Wilfy.f)=dec| 1 T
fl(Z.—l) 2(6.—1) o fe(é.—l)

The main property of the Wronskian is its relation to linear independence. The
following result is classical (see [5] for a simple proof of this fact).

Proposition 2.3. The Wronskian of any polynomials f,,..., f, € K[X] is nongero if
and only if the f;’s are linearly independent over K.

To prove Theorem 2.1, an easy lemma on the valuation of the Wronskian is
needed.

Lemma 2.4. Let f,,..., f; € K[X]. Then

¢
val(wr(fy,...,f,)) = Zval(fj) — (g)

Jj=1



Proof. Each term of the determinant is a product of ¢ terms, one from each column
. . -1,
and one from each row. The valuation of such a term is at least Y. jval(f;) — P

since for all i, j, val( fj(i)) > val(f;) —i. The result follows. O

The previous lemma is combined with a bound on the valuation of a specific
Wronskian.

Lemma 2.5. Let f; = X% (uX + v)Pi, 1 < j < 4, such that a;,3; = £ for all j and
uv # 0. If the f;’s are linearly independent, then

i
val(wr(fy,...,f)) < Zaj.
=1

Proof. By Leibniz rule, for all i, j

i

i L i—tyroi— i—i
5060 = 25 Jeep B
where (m), = m(m—1)---(m—n+ 1) is the falling factorial. Since a; —t > a; —i
and 3; —i+t = f;—iforall ¢,

1 .
FOC0) = x4 X +v)P x Z (;)(aj)t(/sj)i_tui—fxi—f(ux +v)".
t=0
Furthermore, since a; > { > i, we can write X%~ = X% ‘X" and since §; > € > i,
(uX + )Pt = (uX + v)P~*(uX + v)*~". The entries of the Wronskian matrix W of f;,
oo frare Wy = f®ifor0<i<{and1<j<{. Thus, the entries of the column j
of W share the common factor X% ~*(uX + v)#~¢, and the entries of the row i share
the common factor X‘~/(uX + v)*~!. Together, we get

wr(fi, ..o fi) =X %= (ux +)Zi8C) det(M)

where the matrix M is defined by
i o
My =0 ()@ (B X 4
t=0
The polynomial det(M) is nonzero since the f;’s are supposed linearly independent
and its degree is at most (é) Therefore its valuation cannot be larger than its degree
and is bounded by (é)
Altogether, the valuation of the Wronskian is bounded by Z]. a; — (Z) + (Z)

2 2
Zj a;.

0ol



Proof of Theorem 2.1. Let P = Zj a; X% (uX + v)Pi, and let fi = X9 (uX + v)Pi. We
assume first that a;, §; = £ for all j, and that the f;’s are linearly independent. Note
that val(f;) = a; for all j.

Let W denote the Wronskian of the f;’s. We can replace f; by P in the first column
of the Wronskian matrix using column operations which multiply the determinant
by a, (its valuation does not change). The matrix we obtain is the Wronskian matrix
of B f5,..., f;- Now using Lemma 2.4, we get

val(W) > val(P) + Z a;— (g)

This inequality combined with Lemma 2.5 shows that

¢
val(P) < a; + (2) (D
We now aim to remove our two previous assumptions. If the f;’s are not linearly
independent, we can extract from this family a basis f;,...,f;. Then P can be

expressed in this basis as P = Zle d,f;,- We can apply Equation (1) to fj ..., fj,
and obtain val(P) < a; + (‘21) Since j; < ¢, we have j, +d —1 < { and val(P) <

a; + (“1 h) The value of j; being unknown, we conclude that

C+1—j
val(P) < max (aj + ( ])) ) 2)
1<j<t 2

The second assumption is that a;, 3; > ¢. Given P, consider P = X‘(uX +v)'P =
a;X%(uX +v)Pi. Then P satisfies d, 8; > ¢, whence by Equation (2), val(P) <
max;(a; + (“;_j)). Since val(P) = val(P) + ¢ and a; = a;+{, the result follows. [

2.2 Generalization

We first state a generalization of Theorem 2.1 to a sum of product of powers of low-
degree polynomials. Then we state a special case of this generalization that is useful
for computing multilinear factors.

Theorem 2.6. Let (a, ;) € Z7" and

Pziajﬁfla” e K[X

j=1 i=1

where the degree of f; € K[X] is d; for alli. Let F € K[X ] be an irreducible polynomial
and let u; = up(f;) for all i. Then the multiplicity uz(P) of F as a factor of P satisfies

m

(+1—j
pp(P) < max ;(Uiai,j"‘(di_ﬂi)( 9 ))
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Proof. Let P; =[], £ for 1 < j < . As in the proof of Theorem 2.1, we can
assume without loss of generality that the P;’s are linearly independent, and the
a; ;s not less than £.

We can use a generalized Leibniz rule to compute the derivatives of the P;s.

Namely
T o a
(1) _ @ijy(t)
A= 2 (tl,...,tm)l:[(fi RiS ©)

ty ettty =T

where ( tbi tm) = T!/(ty!---t,,!) is the multinomial coefficient. Consider now a
derivative of the form (f%)(*). This is a sum of terms, each of which contains a factor
f**. In Equation (3), each t; is bounded by T. This means that PJ.(T) =Qr; I fiai’j_T
for some polynomial Qr ;. Since the degree of P].(T) equals >, d;a; ; — T, Qr; has de-
gree >, dio; ; — T — > (dio; j —d;T) = (3, d; — DT.

Consider now W = wr(P,,...,P,). We can factor out [ [, £, ~in each column
and [ [, f~" in each row. At row T and column j, we therefore factor out [ |, £ .

[ = l_[ifiai’j_T- Thus,

L,j

W = l_[ fiZj @i~() det(M)

where My ; = Qr;. Thus, det(M) is a polynomial of degree at most Q. di— 1)(2).
Therefore, the multiplicity uz(W) of F as a factor of W is bounded by its multi-

a (¢
plicity as a factor of [ [, fiZj w=G) plus the degree of det(M). We get

002 S (S, (5) )+ T}
S Tara-w))-0) @

To conclude the proof, it remains to remember Lemma 2.4 and use the same
proof technique as in Theorem 2.1. It was expressed in terms of the valuation of the
polynomials, but remains valid with the multiplicity of any factor. In this case, it can
be written as uz(W) = >; j up(P;) — (g) where W is the Wronskian of the P;’s. Using
column operations, we can replace the first column of the Wronskian matrix of the
P;’s by the polynomial P and its derivatives. We get uz(W) = uz(P) +Zj22 up(P;)—

(g), where g (P;) =D, wa; .



Together with (4), we get

ue(P) < W)= 3 () + 5

=2

< Z (,ui Z]: a;; +(d; _Mi)(g)) - (g) _;Z“iai’j * (g)
ST

To obtain the bound of the theorem, the two initial assumption have to be re-
moved using the same technique as in Theorem 2.1. O

In the previous proof, the multiplicity of F as a factor of det(M) is bounded by the
degree of det(M). One can actually bound this multiplicity by the degree of det(M)
divided by the degree of F. If we denote by d, the degree of F, the bound of the
theorem can be refined to

pp(P) < max [i (uiai,j + (j—; —Mi) (13 +;—i)) n (1 _ diF) (13 +;—j)].

i=1

As a special case of the theorem, one obtains the following corollary.

Corollary 2.7. Let P = Zf.:l a; X% (vX + £)Pi(uX +w)"s, wt # 0. If P is nonzero then

: S +1—j
its valuation is at most max; ;,(a; + 2(“7).

2.3 Is Theorem 2.1 tight?

Let P be as in Theorem 2.1, that is

{
P=> aX%uX +v)P
=1

where uv # 0. If the family (X% (1 +X)#),_,., is linearly independent over K, the

valuation of P is at most a,; + (g) In this section, we investigate the tightness of
this bound. In the special case a; = a; for all j, Hajés’ Lemma [21, 37] gives the
better bound a; + (£ —1). (This bound can be shown to be tight by expanding
X1 = (=14 (X +1))*! with the binomial formula.)

We first prove that Hajés bound does not apply when the a;’s are not all equal
by constructing a family of polynomials of valuation 2¢ —3 where { is the number of
terms. Note that in the following proposition, the polynomial has ¢’ = £ + 3 terms
and valuation 20’ —3 = 2{ + 3.



Proposition 2.8. For { > 0,

{
X2€+3 =_14 (1 +X)2€+3 4 Z

2£+3(€+1+j
j=0

2j+1\L+1—j

)X2j+1(1 +X)€+1_j.
Furthermore, the family (1,(1+X)**3, X(1+X)", X3(1 +X),.... X (1 + X)) is
linearly independent.

Proof. Itis clear that the polynomial has degree (2£ +3) and is monic. Furthermore,
the family is linearly independent since the polynomials have pairwise different de-
grees.

Let P, be the right-hand side polynomial in the proposition and [X™]P, be the
coefficient of the monomial X™ in P,. We shall prove that [X™]P, = O for all m <
2¢ + 3. It is clear for m = 0. For m > 0,

2(+3 S 20+3 C+1+4j £+1—j)
X™p, = — . 5
X" 1P ( m ) ;2j+1(£+1—j)(m—2j—1 ®

We prove that [X™]P, = O with the help of the implementation of Wilf and
Zeilberger’s algorithm in the Maple package EKHAD of Doron Zeilberger [38]. For
0 <j<{,let F(m,j)be the summand in equation (5) divided by (%n“:?’). The package
EKHAD provides the recurrence

mF(m+1,j)—mF(m,j)=F(m,j+1)R(m,j+1)—F(m,j)R(m,j)

where
C2j2j+ 1)U+ +2—m)

R(m,j)= -
(m, j) (26 +3—m)(2j—m)
To conclude the proof, it is sufficient to prove the recurrence relation and that it
implies the equality. These are simple computations that we omit but can easily be
checked by hand. That is, the validity of the proof does not rely in any manner on
the validity of the computer program that was used to produce it. O

We now address the question of improving the bound in Theorem 2.1. The bound
is obtained as a combination of a lower bound, given by Lemma 2.4, and an upper
bound, given by Lemma 2.5. None of the bounds can be improved in the general case:
The lower bound is tight if all the valuations are distinct while the upper bound is
tight if all the valuations are equal. On the other hand, both bounds can be improved
in some special cases. Let fi, ..., f; € K[X] ordered by increasing valuations, such
that val(f;) < val(f;)+(j—1) for all j > 0. Then val(wr(f3,..., f;)) = £val(f,) since
for all j, f; can be replaced in the Wronskian matrix by some g; of valuation at least
val(f;)+(j—1) (proof omitted). And if on the contrary the valuations are all distinct,
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the matrix made of the constant coefficients of the entries of the matrix M defined
in the proof of Lemma 2.5 is similar to a Vandermonde matrix. This implies that the
valuation of the Wronskian equals ) i (é) These two improvements are enough
to recover Hajdés’ bound on the one hand, and the obvious fact that val(P) = a, if the
a;’s are pairwise distinct on the other hand. Unfortunately, they are not sufficient
to improve Theorem 2.1 in the general case. For instance, if val(f;) = val(f;) + (j ;1)
for all j, we are not able to improve any of the two bounds.

3 Gap Theorems and their application to PIT

In this section, we first prove our Gap Theorems. Then we give very direct appli-
cations of these theorems in the form of Polynomial Identity Testing algorithms for
some families of univariate polynomials.

3.1 Two Gap Theorems

We still assume that the coefficients of the polynomials we consider lie in some field
K of characteristic zero.

The bound on the valuation obtained in the Section 2.1 translates into a Gap
Theorem for linear factors.

Theorem 3.1 (Gap Theorem for linear factors). Let P = Q + R where

¢ k
QZZanafYﬁf and R = Z anafYﬁf

j=1 j=0+1

such that a; < -+ < a;. Suppose that { is the smallest index such that o, > a; + (g)
Then, for every F = uX + vY +w with uvw # 0,

pp(P) = min(ur(Q), ur(R)).

Proof. Let F =uX +vY +w, uvw # 0. Then F divides P if and only if P(X,—%(uX +
w)) = 0, and the same holds for the polynomials Q and R. Let P*(X) = P(X, —%(uX +
w)), and define Q* and R* in the same way from Q and R.

Let us first prove that F divides P if and only if it divides both Q and R. Clearly,
F divides P if it divides both Q and R. Suppose that F does not divide Q, that is Q* is

nonzero. By Theorem 2.1, its valuation is at most max;,(a;+ (“;_j )). Furthermore,

11



g <ap+ (é) for all j < £ by hypothesis. Therefore,
1— i
val(Q*) < max (aj + (Z + ]))

1<j<t 2

j—1 L+1—j
< max| a; + +
1<j<¢t 2 2
14
<o+ .
2

The last inequality holds since (]Zl) + (Z_(é_l)) < (g) for1<j</{.

The valuation of R* is at least a,,; which is by hypothesis larger than a; + (g)
Therefore, if Q* is not identically zero, its monomial of lowest degree cannot be
canceled by a monomial of R*. In other words, P* = Q* + R* is nonzero and F does
not divide P. Finally, if F divides Q but not R, it cannot divide P since it would divide
P—Q=R.

To show that uz(P) = min(ur(Q), uz(P)), we remark that F is a factor of multi-
plicity u of P if and only if it divides 0™P/dX™ for all m < u. Since yu = uz(P) =
up(X?P) for all d, one can assume that a; > u. Then

amP <

axm ;ai(aj)mxaj "y P
for 1 < m < u. The hypothesis a,,; > a; + (g) in the theorem only depends on the
difference between the exponents. By linearity of the derivative, the previous argu-
ment actually shows that F divides d™P/dX™ if and only if it divides both d™Q/dX™
and d™R/JX™. This proves that uz(P) = min(uz(Q), up(R)). O

It is straightforward to extend this theorem to more gaps. The theorem can be
recursively applied to Q and R (as defined in the proof). Then, if P =P, +... + P,
where there is a gap between P, and P,,; for 1 < t <s, then any linear polynomial
(uX +vY +w) is a factor of multiplicity u of P if and only if it is a factor of multiplicity
at least u of each P,. Moreover, one can write every P, as X% Q, such that X does not
divide Q,. Then the degree in X of Q, is bounded by (&2— 1) where £, is its number of
terms.

The following definition makes this discussion formal.

Definition 3.2. Let P as in Theorem 3.1. Aset 2 = {Q,,...,Q,} is a decomposition of
P with respect to X if there exist integers q,, ..., g, such that P = X4Q, +-- -+ X%Q,
with q, > q,_; +deg,(Q,_;) for1 <t <s.

A decomposition is compatible with a set & of polynomials if for all F € &,
pp(P) = min <., up(Q,).

The degree in X (resp. in Y) of a decomposition is the sum of the degrees in X
(resp. in Y) of the Q,’s.

12



The Gap Theorem implies a decomposition of P of degree at most (kgl) in X.
Indeed, the degree of each Q, is at most (&2— 1), with Ztﬂ . = k, and the function
k — (’;) is super-additive, i.e., (l;j) > (l) + (J)

— \2 2

Remark 3.3. Let &' be the decomposition obtained from £ by replacing Q, and
Qi1 by Q; =Q, +X9+7%Q,,,. It is easy to see that if & is compatible with a set &,
then so is 2’. More generally, one obtains compatible decompositions by grouping
together any number of consecutive polynomials in a decomposition.

Using the generalization of Theorem 2.1 given in Section 2.2, one can also prove
a similar Gap Theorem, but for multilinear factors.

Theorem 3.4 (Gap Theorem for multilinear factors). Let P = Q + R where

L k
Q= aX“YP andR = Z a X9y,

j=1 j=t+1

such that a; < --- < a;. If £ is the smallest index such that a,.; > a, + 2(2) then for
every F =uXY +vX +wY + t with wt # 0,

pp(P) = min(uy(Q), ur(R)).

Proof. Let F = uXY +vX + wY + t, wt # 0. Then F divides P if and only if

P(X, —ZXX—:V) = 0. This is equivalent to the fact that the polynomial

k
)= @ X% (—vX — £) (uX +w)P P
j=1

vX +t

uX +w)P(X,—
( )P uX +w

vanishes, where B = max; 3;. The rest of the proof is identical to the proof of the
Gap Theorem for linear factors, using the valuation bound of Corollary 2.7 instead
of Theorem 2.1. O

3.2 Polynomial Identity Testing

The first algorithmic applications of our technical results are two polynomial iden-
tity testing algorithms. The problem is the following: Given a polynomial in some
specified representation, decide whether it is identically zero. Of course, if the poly-
nomial is given as the list of its coefficient, the problem is trivial. In the most general
forms of the problem, the polynomial is represented either as an arithmetic circuit
or a blackbox. Then, it is not clear how to perform the test since expanding the poly-
nomial as a sum of monomial may require exponential time. We refer the reader to
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the survey of Shpilka and Yehudayoff [40] for more details and recent results on this
problem.

Our algorithms deal with univariate high-degree polynomials, represented as
sums of product of powers of dense polynomials. In particular, one can represent
such polynomials by small arithmetic circuits. If the polynomial is known to be
sparse, one can apply the algorithm of Blaser et al. [4]. Koiran et al. [32] and Grenet
et al. [19] give results close to the ones we prove here. A comparison is given at the
end of this section.

The polynomials in this section have coefficients in an algebraic number field K =
Q[&]/ () where ¢ € Q[&] is irreducible. An element e of K is uniquely represented
by a polynomial p, € Q[&] of degree smaller than deg(y). In the algorithms, a
coefficient ¢ € K of a lacunary polynomial is given as the dense representation of p,,
that is the list of all its coefficients including the zero ones. Moreover, the algorithms
are uniform in K in the sense that they can take as input the polynomial ¢ defining
K.

Theorem 3.5. Let K be an algebraic number field and

k
P=> aX®(uX +v)¥ €K[X]
j=1

There exists a deterministic polynomial-time algorithm to decide if P vanishes.

Proof. We assume without loss of generality that a;,; = a; for all j and a; = 0. If
a, is nonzero, X* divides P and we consider P /X*1.

Suppose first that u = 0. Then P is given as a sum of monomials, and we only
have to test each coefficient for zero. Note that the a;’s are not necessarily distinct.
Thus the coefficients are of the form Zj ajvﬂf. Lenstra [35] gives an algorithm to
find low-degree factors of univariate lacunary polynomials. It is easy to deduce from
his algorithm an algorithm to test such sums for zero. A strategy could be to simply
apply Lenstra’s algorithm to ). jaX A and then check whether (X —v) is a factor,
but one can actually improve the complexity by extracting from his algorithm the
relevant part (we omit the details). The case v = 0 is similar.

We assume now that uv # 0. Then P = 0 if and only if (Y — uX — v) divides

;X %YPi. Recursively using the Gap Theorem for linear factors (Theorem 3.1),
one computes a decomposition P = X11Q, +-- - +X%Q, such that P is identically zero
if and only if each Q, in this sum is also. Therefore, we are left with testing if each
Q. is identically zero.

To this end, let Q be one these polynomials. With a slight abuse of notation, it
can be written Q = Zle a; X% ux + v)Pi. It satisfies a; = 0 and Ajpq < (é) for all j.
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In particular, o < (kgl). Consider the change of variables Y =uX +v. Then

k

Q(Y)= Z a;u~(Y — V)Y P

j=1

is identically zero if and only if Q(X) is. We can express Q(Y) as a sum of powers of

Y:
k @
Q(Y) = ZZ aju_“f(ozj)(—v)eY“ﬁﬂf_l.

j=1 £=0

There are at most k(kgl) = ¢(k®) monomials. Then, testing if Q(Y) is identically

zero consists in testing whether each coefficient vanishes. Moreover, each coeffi-

cient has the form Z]. (?J )aju_af(—v)ef where the sum ranges over at most k indices.
J

Since £, a; < (kgl) for all j, the terms in these sums have polynomial bit-lengths.
Therefore, the coefficients can be tested for zero in polynomial time.

Altogether, this gives a polynomial-time algorithm to test if P is identically zero.

U

One can actually replace the linear polynomial (uX + v) in the previous theorem
by any binomial polynomial. Without loss of generality, one can consider that this
binomial is (uX?+v), and we assume that it is represented in lacunary representation.
In other words, its size is polynomial in log(d).

Corollary 3.6. Let K be an algebraic number field and
k
P=> aXx%ux?+v)f e K[X].
=1

There exists a deterministic polynomial-time algorithm to decide if the polynomial P
vanishes.

Proof. For all j we consider the Euclidean division of a; by d: a; = q;d + r; with
r; < d. We rewrite P as

k
P=> aX"1 (X ux! + )P,
j=1
Let us group in the sum all the terms with a common r;. That is, let
P(Y)= D aYu(uy +v)P

1<j<k
rJ:l
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for 0 < i < d. We remark that regardless of the value of d, the number of nonzero
P;s is bounded by k. We have P(X) = Zfz_olXiPi (X%). Each monomial X% of XP,(X%)
satisfies @ =i mod d. Therefore, P is identically zero if and only if all the P;’s are
identically zero.

Since each P; has the same form as in Theorem 3.5, and there are at most k of
them, the previous algorithm can be applied to each of them to decide the nullity of
P. O

Using Theorem 2.6 instead of Theorem 2.1, one can give a polynomial identity
testing algorithm for a larger class of polynomials. In the next algorithm, we use the
dense representation for univariate polynomials, that is the list of all their coefficients
(including the zero ones). Then dense size of a univariate polynomial is then the sum
of the sizes of its coefficients.

Theorem 3.7. Let f,, ..., f,, be monic univariate polynomials over a number field. Let

p =Zaj -
i=1

j=1 i

faw
;.

There is a deterministic algorithm to decide if P is zero whose running time is polynomial

in k, m, the dense sizes of the f;’s and the bitsizes of the a;’s and the a, ;'s.

With an oracle to decide the nullity of sums of the form . j I, }\?i’j where the A;’s
are in the number field, the above algorithm can be used with non monic polynomials

firooos fme

Proof. Let us suppose that the f;’s are not monic. In time polynomial in the degree of
the f;’s, one can compute their monic irreducible factorizations. Then we can write

fi=A; ]_[?:1 gf “ for all i, where the g,’s are distinct monic irreducible polynomials
and f3;, = 0. Then, the polynomial P can be written as

k m n S p
Sl (e))
j=1 t=1

j i=1

For all jand t,lety;, = Y B;.a;; and A; = [ ], A;"". Note that the case of monic
polynomials is the case where A; = 1.
If n = 1, that is all the f;’s are powers of a same polynomial g, then P =

Zj a;A;g". It is thus sufficient to find the subsets of indices for which y; is con-

stant, and test for zero sums of the form Y. ;@;AAj. These sums can be easily tested
for zero if A; =1, and using the oracle otherwise.
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If n > 1, we use a Gap Theorem. To this end, we use the bound on the multiplicity
of the irreducible polynomial g, given by Theorem 2.6. Let

Q= iaj/\j ﬁ g andR= Zk: a;A; ﬁ gl
j=1 t=1 =1

j=t+1

and suppose that ¢ is the smallest index such that

l
Y11 > Y11+ (Z deg(gz))(z)- (6)

t>1

Since u, (g,) =0 for all t > 1 and u, (g;) = 1, Theorem 2.6 implies that

be, (Q < nggfx(n,j + Zdeg(gf)(z _J; 1))

t>1

<71t (Z deg(gt))(g).

t>1

The second inequality can be proved exactly as in the proof of the Gap Theorem for
linear factors. In particular, one has v, ; > u, (Q). Therefore, if Q is nonzero, since
g, (R) = 7111, then P = Q + R is nonzero. The same argument of course works for
any g;.

Algorithmically, we can decompose P into Q + R using Equation (6), and recur-
sively decompose R. In each polynomial of the decomposition we factor out the
largest possible power of g;. We obtain P = gI(”Q1 +-- gI“’ )Qp for some p such
that P = 0 if and only if each Q; = --- = Q, = 0. Furthermore, the exponents

of g; in Qy, ..., Q, are bounded by (S) > .- deg(g,). Let us call {Q,,. ..,Q,} the
decomposition of P with respect to g;.

The algorithm is then as follows. We initially consider the set £ = {P}. Then for
t = 1 to n, we replace each member of £ by its decomposition with respect to g,.
We obtain a set £ of polynomials such that P =0 if and only if Q = 0 for all Q € 2.
It remains to test whether each polynomial of £ vanishes. To this end, one can
expand these polynomials as sums of monomials since their degrees are polynomially

bounded. The coefficients of the monomials will have the form ), ja;jAjc; 5 where

¢; 5 is the coefficient of X ® in the polynomial [ [, gz’”. Therefore, it has a polynomial
bitsize. Testing the nullity of these coefficients is then easy if A; =1 and done using
the oracle otherwise.

This proves the theorem. O

Note that an alternative algorithm for the same class of polynomials is given by
Koiran et al. [32], in the case where the f;’s are not monic. Yet the complexity of
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their algorithm is exponential in k and m. We also remark that our algorithm uses,
for non monic polynomials, an oracle to decide the nullity of a sum of products of
powers of integers (or elements of a number field). The same oracle is also needed
in the polynomial identity testing algorithm of Grenet et al. [19]. This algorithm
deals with a very similar family of polynomial, where the f,’s are sparse polynomials
instead of dense ones, but the complexity is then polynomial in the exponents a;;’s
rather than in their bitsizes.

4 Factoring lacunary polynomials

We now turn to the main applications of our Gap Theorems of Section 3. We detail
how to compute linear and multilinear factors of lacunary polynomials over number
fields. We first focus on bivariate polynomials. In Section 4.3, we explain that our
algorithms can be easily extended to multivariate polynomials. We discuss the case
of other fields of characteristic zero in Section 4.4.

The input polynomials in our algorithms are given in lacunary representation.
A monomial is represented by its coefficient and its vector of exponents written in
binary. For the representation of elements of a number field, we refer to the discus-
sion opening Section 3.2. The size of the lacunary representation is the sum of the
sizes of the representations of the nonzero monomials. In particular, note that the
size is polynomial in the logarithm of the degree when the number of terms and the
coefficient heights are fixed.

As we shall see, finding binomial factors is a special case in our algorithms. To
simplify the next proofs, we first prove a lemma on the computation of these factors.

Lemma 4.1. Let K be an algebraic number field and

k
P=> aXx"YP eK[X,Y]
=1

There exists a deterministic polynomial-time algorithm that computes all the multilinear
binomial factors of P, together with their multiplicities.

Proof. Let F be an irreducible binomial factor of P. Without loss of generality, let
us assume that it depends on X. Otherwise, invert the roles of X and Y in what
follows. Then F can be written F = uXY? +vY? with u,v € K and y + § < 1. Then
F divides P if and only if P(—§Y5_Y, Y) =0. In other words, F divides P if and only
if G = uZ + v is a factor of the polynomial Q(Y,Z) = Y™ %P(ZY®™,Y). One can
view Q as an element of K[Z][Y] and write itas Q = >, q.(Z)Y*. Then G divides Q
if and only if it divides each g.. More precisely, the multiplicity u(P) of F as a factor
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of P equals min, us;(q.). Therefore, it is sufficient to compute the linear factors of
each q., with multiplicities, using Lenstra’s algorithm [35].

To find all the multilinear binomial factors of P depending on X, one has to apply
the above algorithm with (y,5) =(1,0), (0,1) and (0, 0). For the factors depending
only on Y, one has to invert the roles of X and Y and apply to above algorithm once
more. U

Note that in the previous algorithm, it is not efficient to first compute the gcd of
the polynomials g, before the computation of their common linear factors since this
task is NP-hard to perform [39].

4.1 Finding linear factors
Theorem 4.2. Let K be a number field and

k
P(X,Y)= > aX%YP eK[X,Y].

j=1

Then there exists a deterministic polynomial-time algorithm that finds all the linear
factors of P, together with their multiplicities.

Proof. The algorithm has three distinct parts. The first part is the obvious computa-
tion of monomial factors, the second part is for binomial factors using Lemma 4.1,
and the third part for trinomial factors.

Consider the factors of the form F = uX +vY +w, uvw # 0. Using recursively the
Gap Theorem for linear factors (Theorem 3.1), we can compute a decomposition of P
with respect to X of degree at most (kgl), compatible with the linear trinomial factors.
That is, P can be written P = X9 Q, +- - - +X%Q, such that uz(P) = min, uz(Q,), and
the sum of the degrees of the Q,’s is bounded by (kgl). Inverting the rolesof X and Y,
one can compute a compatible decomposition of each Q, with respect to Y. Globally,
the polynomial P can be expressed as

P = Zx%)yﬁ(t)]{t
t=1

where each R, has ¢, terms, Y, {, = k, and its degree in both X and Y is at most

(Zfz_ 1). The linear factors of P are the common linear factors of all the R,’s, or
equivalently the linear factors of gcd(R;,...,R,). One can thus apply standard al-
gorithms to compute this gcd and then factor it in time polynomial in (’;) Moreover,
up(P) = up(ged(Ry,...,R,)). Therefore, this describes an algorithm to compute the

linear trinomial factors of P and their multiplicities. O
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4.2 Finding multilinear factors

Theorem 4.3. Let K be a number field and

k
P=> aXx"YP eK[X,Y]
j=1

There exists a deterministic polynomial time algorithm to compute all the multilinear
factors of P, with their multiplicities.

Proof. As for computing linear factors, the task of computing multilinear factors
can be split into three parts: computing the obvious monomial factors, computing
the binomial factors using Lemma 4.1, and computing factors with at least three
monomials.

One can find all factors of the form uXY + vX + wY + t with wt # 0 using
the Gap Theorem for multilinear factors (Theorem 3.4). As for linear factors, one
can compute a decomposition of P with respect to both X and Y in the sense of
Definition 3.2: P = X*0YP®R, + .- + X*>YPOR, such that for all F = uXY +vX +
wY + t with wt # 0, up(P) = min(uz(R,),...,ur(R,)). Moreover the sum of the
degrees of the R,’s (with respect to X or Y) is bounded by Z(kgl). Then, finding such
factors with their multiplicities is reduced to computing the multilinear factors of
gcd(R4, ..., R,) with multiplicities.

There are two other cases to consider: t = 0 and w = 0. Both cases can be
treated in the same way. Let us first concentrate on the case t = 0.

Suppose that uXY + vX + wY divides P, uvw # 0. Let Py, be the reciprocal
polynomial of P with respect to its two variables:

k
Pyy =XAYPP(1/X,1/Y) = > a X"~y h,
=1

where A = max; a; and B = max; f8;. Then uXY + vX + wY divides P if and only if
u+vY +wX divides Py, . Therefore, one can compute the linear factors of Py, with
three monomials and deduce the factors of P of the form uXY +vX +wY from them.

One treats in the same way the remaining case w = 0. Let Py = X*P(1/X,Y), we
have that uXY + vX + t divides P if and only if uY + v + tX divides Py. Therefore,
this case is also reduced to the computation of linear factors.

Altogether, this gives a polynomial-time algorithm to compute multilinear factors
of bivariate lacunary polynomials. O

In the previous algorithm, factors with at least three monomials are computed
in several steps, using different Gap Theorems. There are three cases: the general
case wt # 0, and the special cases t = 0 and w = 0. Each time, a first decomposition
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of the polynomial is computed with respect to the variable X, and then refined with
respect to the variable Y.

We aim to show that these three distinct steps can be performed in only one step.
That is, one can first compute a decomposition with respect to the variable X which
is compatible with all the multilinear factors with at least three monomials, and then
refine this decomposition with respect to the variable Y.

The following proposition does not necessarily improve the running time of the
algorithm and makes it more sequential but it simplifies its implementation. And
most importantly, it will be crucial for the generalization to multivariate polynomials.

In the previous algorithms, some order on the monomials has been implicitly
used. To compute a decomposition of a polynomial with respect to X, the monomials
have to be ordered with an order compatible with the natural order on the exponents
of the variable X. In particular, we assume in the next proposition that the indices
are ordered such that j < £ implies a; < a, for all j and £.

Proposition 4.4. Let P be as in Theorem 4.3. There exists a deterministic polynomial
time algorithm to compute a decomposition of P with respect to X, compatible with the
set of all multilinear polynomials with at least three monomials, and of degree at most
3(%,)

Proof. A decomposition £ = {Q,...,Q,} is completely determined by a set of in-
dices: for each Q,, we consider its smallest index j,. ThenJ = {j;,...,Jj} € {1,...,k}
determines £. In the following, the decompositions are represented by their corre-
sponding set of indices. To build a unique decomposition, we take the intersection
of several decompositions viewed as sets of indices. If J defines a decomposition
compatible with a set Z then by Remark 3.3 any subset I C J of indices defines a
decomposition of P compatible with &#. Therefore, the intersection of two decom-
positions, respectively compatible with sets & and ¥, is compatible with # U 4.

It remains to show that the intersection of the decompositions compatible with
the different kinds of multilinear factors with at least three monomials has degree
at most B(kgl). In the following, we consider only decompositions with respect to
X. The decomposition J = {ji,..., j;} compatible with uXY +vX +wY +t, wt # 0,
is defined by j; =1 and for all t > 2, j, is the smallest index such that a; —a; >
207).

The decompositions compatible with uXY + vX + wY and uXY + wY + t are
the same, that is defined by a same set of indices. Indeed, a decomposition of P
compatible with uXY +vX +wY is obtained using the Gap Theorem for linear factors
on Py, while a decomposition of P compatible with uXY +wY +t is obtained using
the same Gap Theorem on Py. In both cases, the first gap is given by the largest ¢
such that A—a, >A—a; + (kj), thatis o, —a, > (k;e). Since both decompositions
are obtained using the same equation, they are actually equal.
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It remains to prove that the decomposition induced by J N L has degree in X at
most B(kgl)_ To this end, we assume that J N L = { and prove that a, — a; < B(k?).

The result then follows by super-additivity of the function k — 3(";1). Since JNL = 0,
each gap of L falls strictly between two gaps of J. This implies that the degree of
J NL is bounded by the sum of the degrees of J and L, that is S(kgl). O

4.3 Generalization to multivariate polynomials

We state the generalization to multivariate polynomials only for multilinear factors.
This covers in particular the case of linear factors.

Finding multilinear factors of multivariate polynomials can be performed in three
distinct steps as in the case of bivariate polynomials. The first step is the obvious
computation of the monomial factors. The second step deals with binomial factors
and reduces to univariate factorization. The third step reduces the computation of
multilinear factors with at least three monomials to low-degree factorization.

Let us begin with the third step, which is very close to the bivariate case.

Theorem 4.5. Let K be an algebraic number field and
k
P=>aX." Xy €K[X,,...,X,]
=1

There exists a deterministic algorithm that finds all the multilinear factors of P with at
least three monomials, together with their multiplicities. Its complexity is polynomial
in k™.

A randomized variant of the algorithm achieves a complexity polynomial in k and n.
Furthermore, there exists a deterministic algorithm of same complexity for computing
the linear factors of P only.

Proof. The idea of the algorithm is as before to compute a decomposition of P, com-
patible with the set of multilinear factors with at least three monomials. To this end,
we first compute a decomposition with respect to the variable X, and then refine
the decomposition using the other variables, sequentially. The computation of the
decomposition for each variable is based on Proposition 4.4.

Without loss of generality, we describe the computation of the decomposition
with respect to the variable X,,. Any irreducible multilinear polynomial F with at
least three monomials can be written as F = Fy X, + F; with Fy, F; € K[X,,...,X,]
and F; # 0. First assume that F, # 0. Since F has at least three monomials, at least
one of F, and F; must have two monomials. If F, has at least two monomials, there
exists a variable, say X;, such that F, = uX; +v for some nonzero uv € K[X,,...,X,].
If F; has two monomials, F; = wX; + t for some nonzero w, t € K[X,,...,X,]. In
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both cases, F can be viewed as a polynomial in X, and X;, with at least three mono-
mials, with coefficients in K[X,,...,X,]. Therefore, one can view P as a bivariate
polynomial in X, and X, over the field K(X,,...,X,) and apply Proposition 4.4 to
compute a decomposition of P with respect to X,,, compatible with all multilinear
polynomials with at least three monomials. In particular, this decomposition is com-
patible with the multilinear polynomials in X, ..., X, over K with at least three
monomials, and such that the coefficient of X, is nonzero. Now the decomposition
is also compatible with factors F € K[X;,...,X,,] since such factors have to divide
every coefficient of P viewed as an element of K[X;,...,X,][X,].

Applying this algorithm sequentially with respect to every variable gives a de-
composition of P compatible with all multilinear polynomials with at least three
monomials. Its total degree is at most 3(";1) in each variable and the total num-
ber of polynomials in the decomposition is bounded by the number k of terms in
P. One can therefore compute the gcd of the polynomials in the decomposition and
the irreducible factorization of the gcd using classical algorithms. Then we return
the multilinear factors, together with their multiplicities. The main computational
task of this algorithm is the final irreducible factorization. Using classical algorithms,
one can perform this final step in time polynomial in k" deterministically and in time
polynomial in k and n probabilistically [23]. Actually, in the final step one only needs
to compute the multilinear factors of the gcd that was computed. Though no deter-
ministic polynomial-time algorithm is known for this computation, a deterministic
polynomial-time algorithm is known in the case of linear factors [41]. O

For the computation of binomial multilinear factors, we extend Lemma 4.1. The
main difference comes from the fact that in Lemma 4.1 we used the same algorithm
four times, once for each possible choice of exponents. In the case of multivariate
polynomials, there is an exponential number of choices of exponents. Thus the same
strategy yields an algorithm of exponential complexity in the number of variables.
Therefore, one has to determine in advance a smaller number of possible vectors of
exponents. The proof is inspired by the proof of Kaltofen and Koiran [25, Lemma 5].

Theorem 4.6. Let K be an algebraic number field and
k
P=>"aX" Xy €K[X,,...,X,]
j=1

There exists a deterministic polynomial-time algorithm that finds all the multilinear
factors of P with two monomials, together with their multiplicities.

Proof. In this proof, we denote by X the tuple of variables (X, ...,X,). The strategy
is to compute a set of candidate pairs of monomials (X?, X") such that P may have a
factor of the form uX? 4+ vX”, and then to actually compute the factors. For the first
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step, we write what it means for uX” +vX” to be a factor of P and deduce conditions
on f3 and y. The second step is then a reduction to finding linear factors of univariate
polynomials.

We begin with the first step. Let F be an irreducible multilinear binomial. One

can write
n n

F=ul [xP+v] [x0
i=0 i=0
with 3;,7; € {0,1} and f; +y; < 1 for all i. Without loss of generality, let us assume
that § # 0, and let i, be an index such that §; = 1. Then F is a factor of P if and
only if the polynomial

v i—Bi A
P(Xo, - Xip1 = | [X077 X X) < | [0
i#i, i,

vanishes, where A; = max; a; ;. That is, F divides P if and only if

a, (_Z)aio’j l_[X;Ii,j"’aio,j(Yi_ﬂi)"'Aio —0.
u

j=1 i,

In particular, the term for j = 1 has to be canceled out by at least another term. In
other words, there must exist j € {2,...,k} such that

Vi,a;1+o; 1(yi—B)=a;+ay (ri— B (7)

Furthermore a, ; # a, ;, for it would imply that @, ; = a ; for all i otherwise. Thus
Equation (7) uniquely determines y; — f3;, hence uniquely determines both 3; and v;.

The variable X; does not play a special role in the previous discussion and the
same reasoning applies with any variable X; such that 3; # 0. In the same way, f3
and y play symmetric roles. This means that for every j > 2, if the system defined
by Equation (7) has a nonzero solution (3, ), it defines a candidate pair (X?,X")
and its symmetric pair (X”,X?). The symmetric pair is redundant and we may only
consider the pair (X#,X7). More precisely, for j > 2, if there exists an integer q > 0
such that for all i, either a; ;—a;; = 0 or @; ;—a; ; = £q, then one can define f3; and
y; for all i as follows:

(0,0) ifa;;—a;; =0,
(Bi,y)=1(1,0) if a;;i— a1 =4q,
(0,1) ifa;;—a;,;=—q.
Therefore, we can compute at most (k— 1) candidate pairs. It remains to prove that,

given a candidate pair (X?,X7), one can indeed compute all the factors of P of the
form ux? +vx?.
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The algorithm for the second step is actually almost the same as in the proof of
Lemma 4.1. Suppose that # # 0. (Otherwise, invert 3 and y.) Let i, be any index
such that §; = 1. Let

A i—Pi
Q. x) =] [x°PXo,-. .. X0, Y | [XI 7P X100 X
i, i,

where A; = max;a; ;,
write Q = D5 q5(Y)X°.

Let F = uXf +vX" be a candidate factor. Then F divides P if and only if G = uY +v
divides Q, if and only if G divides each q5. More precisely, up(P) = us(Q) =
min; t(qs). Therefore, factors of the form uX”? + vX" can be computed in deter-
ministic polynomial-time by computing the factors of the univariate polynomials g,
using Lenstra’s algorithm [35]. O

viewed as an element of K[Y ][ X,,...,X,]. That is, let us

Note that in the previous algorithm, one could actually decrease the number of
candidate pairs. To compute these pairs, we used the fact that the term for j = 1 has
to be canceled by at least another term. One could then use the same argument for
every term: Each term has to be canceled by another one. Applying the same reason-
ing for all terms would imply more conditions on (f3,7y), thus potentially decrease
the number of candidate pairs.

4.4 Factorization in other fields of characteristic zero

We have given algorithms to compute the multilinear factors of multivariate poly-
nomials over number fields. Nevertheless, the Gap Theorems these algorithms are
based on are valid over any field of characteristic zero. We can thus state our results
in a more general form. Our algorithms are actually reductions from the multivariate
lacunary factorization problem to the univariate lacunary case on the one hand, and
the multivariate low-degree case on the other hand. Such kind of reductions is fairly
classical in polynomial factorization, see for instance [23].
The proof of the following proposition is the same as the proof of Theorem 4.5.

Proposition 4.7. Let K be a field of characteristic 0, and
k
P=> aX," Xy €K[X,,...,X,].
j=1

One can compute in deterministic polynomial time a polynomial P,,, of degree at most
B(kgl) such that the sets of multilinear factors (with multiplicities) having at least three

monomials of P and P, are equal.
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Using this proposition, one can obtain polynomial-time algorithms to compute
the multilinear factors with at least three monomials of lacunary polynomials over
several fields of characteristic 0. The following corollary gives some examples of
fields for which one obtains such algorithms.

Corollary 4.8. There exist randomized algorithms which given some polynomial P €
Q[X,,...,X, ], compute its multilinear factors with at least three monomials with coef-
ficients in Q, C and Q,, respectively. These algorithms run in time polynomial in the
size of lacunary representation of P.

Proof. In all cases, the corollary follows from Proposition 4.7 using a factorization
algorithm that is polynomial in the degree of the input polynomial. For references
to the numerous algorithms for the factorization over Q or C, we refer the reader to
[10]. An algorithm for the factorization over Q, is due to Chistov [9]. O

To compute binomial factors, we need a univariate lacunary factorization algo-
rithm. To the best of our knowledge, algorithms for this task are only known over
algebraic number fields. Note that over algebraic closed fields, there is no hope of
computing these factors in polynomial time: The number of univariate factors equals
the degree of the lacunary polynomial and is thus exponential in the size of the input.

4.5 Comparison with previous work

We aim to compare our techniques with the ones of Kaltofen and Koiran [24, 25].
Their first result deals with linear factors of bivariate lacunary polynomials over the
rational numbers, while the second ones is an extension to the case of low-degree
factors, with multiplicities, of multivariate lacunary polynomials over number fields.
Thus, our algorithm applies to more fields: nonzero characteristic (see Section 5) or
absolute factorization for instance. On the other hand, it is limited to multilinear
factors rather than arbitrary low-degree factors.

Let us now compare the techniques used and the complexities of both algorithms.
For the sake of simplicity, we focus on the following case: computing linear factors
of bivariate polynomials over the integers or the rationals. We first briefly highlight
the main differences and then perform a somewhat detailed complexity analysis of
both algorithms.

Binomial factors are computed essentially in the same way in both algorithms,
using Lenstra’s algorithm for univariate lacunary polynomials [35]. Let us then focus
on the task of finding trinomial factors. The high-level structure of both algorithms is
the same. Both of them identify gaps in the exponent vector of the input polynomial,
and use these gaps to write the polynomial as a sum of low-degree polynomials.
The linear factors of the input polynomial are then the common linear factors of all
these low-degree polynomials. Two differences make our algorithm simpler: First
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our computation of the gaps is based on purely combinatorial considerations on the
exponents while one needs to compute the height of the polynomial in Kaltofen and
Koiran’s algorithm; Secondly our algorithm directly gives the multiplicities of the
factors while their algorithm has to be applied to the successive (sparse) derivatives
of the input polynomial in order to get the multiplicities.

To analyse the complexities of both algorithms, we remark that the main compu-
tational task is in both cases the final step when the common linear factors of the
low-degree polynomials must be computed. For this step, one can either compute
the gcd of the low-degree polynomials and its linear factors, or compute the linear
factors of one of the low-degree polynomials and then use a divisibility test on the
other polynomials. Whichever strategy one chooses, a relevant measure to analyse
the complexity of any of the two algorithms is the size of the low-degree polynomials.
Their coefficients are coefficients of the input polynomial. Their degree is related to
the Gap Theorems. In our case, Theorem 3.1 directly shows that the low-degree
polynomials have degree at most O(k?) where k is the number of terms of the in-
put polynomial. On the other hand, Kaltofen and Koiran [24] prove a gap of size
O(log(k)+h) between consecutive powers, where h is the (logarithmic) height of the
input polynomial, which translates into a bound O(k(log k +h)) on the degree of the
low-degree polynomials to be factored. In the case of integer coefficients, the height
is bounded by the bitsize b of the coefficients. To compute the height in the case of
rational coefficients, one first needs to reduce all coefficients to the same denomina-
tor and the height is bounded by O(kb). In other words, the bound on the degree
of the low-degree polynomials to be factored in Kaltofen and Koiran’s algorithm is
O(kb) (ignoring logarithmic factors) for integer coefficients and O(k?b) for rational
coefficients.

The best general factorization algorithm for degree-d integer bivariate polynomi-
als with coefficients of bitsize b has complexity O(d®b®) [34, 22]. To compute the
sole linear factors, the best strategy has the much lower complexity O(d?b) (see [6]
for a complete complexity analysis). For our algorithm, this means that the complex-
ity of the factorization step is bounded by O(k*b) in the case of integer coefficients.
In Kaltofen and Koiran’s algorithm, the same step runs in time O(k*b®) (ignoring
logarithmic factors in k). Since computing the multiplicity of the factors in their
approach requires to apply the same algorithm to at most (k — 1) derivatives of the
polynomial, the total complexity is O(k*b*). In other word, our algorithm is faster
as soon as b > vk in the case of integer coefficients. To compute the linear factors
of rational polynomials, the coefficients have to be reduced to the same denomina-
tor and the coefficient size can increase by a factor d. That is, computing the linear
factors of rational polynomials has complexity O(d®b). Using the bound of the pre-
vious paragraph and the same reasoning as above, the complexity of our algorithm
becomes O(k®b) and the complexity of Kaltofen and Koiran’s algorithm becomes
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O(k’b*). Thus the worst-case complexity of our algorithm is better for rational coef-
ficients.

5 Positive characteristic

To extend the previous results to positive characteristic, one needs an equivalent of
Theorem 2.1. Unfortunately, Theorem 2.1 does not hold in positive characteristic.
In characteristic 2, the polynomial (1 +X)* + (1 +X)*" =X%'(X + 1) has only two
terms, but its valuation equals 2". Therefore, its valuation cannot be bounded by a
function of the number of terms. Note that this can be generalized to any positive
characteristic. In characteristic p, one can consider the polynomial Zle(l + X))

Nevertheless, the exponents used in all these examples depend on the character-
istic. In particular, the characteristic is always smaller than the largest exponent that
appears. We shall show that in large characteristic, Theorem 2.1 still holds and can
be used to give factorization algorithms. This contrasts with the previous results that
use the notion of height of an algebraic number, hence are not valid in any positive
characteristic.

In fact, Theorem 2.1 holds as soon as wr(fj, ..., f;) does not vanish. The difficulty
in positive characteristic is that it is not true anymore that the Wronskian does not
vanish as soon as (f;); is a linearly independent family. Consider for instance the
family f; = 1 and f, = X? in characteristic 2. Yet, the Wronskian is still related to
linear independence by the following result, see [28]:

Proposition 5.1. Let K be a field of characteristic p and fi,..., f, € K[X]. Then fi,
..., fx are linearly independent over K[X?] if and only if their Wronskian does not
vanish.

This allows us to give an equivalent of Theorem 2.1 in large positive characteris-
tic.
Theorem 5.2. Let P = >\ aX%(1+X)’ € K[X] with a; < --- < a,. If the
characteristic p of K satisfies p > max;(a; + f3;), then the valuation of P is at most
max;(a; + (k+21_] )), provided P is nongzero.

Proof. Let f; = X%(1 + X)P for 1 < j < k. The proof of Theorem 2.1 has two
steps: We prove that we can assume that the Wronskian of the f;’s does not vanish,
and under this assumption we get a bound of the valuation of the polynomial. The
second part only uses the non-vanishing of the Wronskian and can be used here too.
We are left with proving that the Wronskian of the f;’s can be assumed to be nonzero
when the characteristic is large enough.

Assume that the Wronskian of the f;’s is zero: By Proposition 5.1, there is a
vanishing linear combination of the f;’s with coefficients b; in K[X?]. Let us write
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for all i. We have thus proved that there is a linear combination of the f;’s equal to
zero with coefficients in K. Therefore, we can assume we have a basis of the f;’s
whose Wronskian is nonzero and use the same argument as for the characteristic
zero. U

Based on this result, the algorithms we develop in characteristic zero for PIT and
factorization can be used for large enough characteristics. Computing with lacunary
polynomials in positive characteristic has been shown to be hard in many cases [43,
29, 31, 24, 2, 26]. In particular, Bi et al. [2] have recently shown that it is NP-hard
to find roots in F, for polynomials over [F,.

Let F, be the field with p* elements for p a prime number and s > 0. It is
represented as IF,[£]/{¢) where ¢ is a monic irreducible polynomial of degree s with
coefficients in IF,. As for number fields, ¢ can be given as input of the algorithms, and
a coefficient ¢ € T, is represented by a polynomial of degree smaller than deg(y).

Theorem 5.3. Let IF; be a finite field, and

k
P = aX%(uX +v)¥ €F,[X]
j=1

where p > max;(a; + 3;). There exists a deterministic algorithm to test if P vanishes
identically, whose complexity is polynomial in the bitsizes of the a;’s and 3;’s, in k and

slogp.

Proof idea. The proof of this theorem is very similar to the proof of Theorem 3.5,
using Theorem 5.2 instead of Theorem 2.1. The main difference occurs when u =0
or v = 0. In these cases, we rely in characteristic zero on Lenstra’s algorithm to test
sums of the form Y] j ajvﬁf for zero. There is no equivalent of Lenstra’s algorithm in
positive characteristic, but these tests are actually much simpler. These sums can be
evaluated using repeated squaring in time polynomial in log(3;), that is polynomial
in the input length.

The basic operations in the algorithm are operations in the ground field IF,. There-
fore, the result also holds if bit operations are considered. The only place where

computations in F,, have to be performed in the algorithm is the tests for zero of
coefficients of the form | j (Z]’ )aju_"‘f(—v)ef where the a;’s and {,’s are integers and
a; € F,, and the sum has at most k terms. The binomial coefficient is to be computed
modulo p using for instance Lucas’ Theorem [36]. O

Note that the condition p > max;(a; + ;) means that p has to be greater than
the degree of P. This condition is a fairly natural condition for many algorithms
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dealing with polynomials over finite fields, especially prime fields, for instance for
root finding algorithms [2].

We now turn to the problem of factoring lacunary polynomials with coefficients
in fields of large characteristic. We state it in the most general case of finding multi-
linear factors of multivariate polynomials.

Theorem 5.4. Let IF,; be the field with p* elements, and
p= Za.xg“”f X € FpXoy -5 Xy

where p > max;(a; + f3;). There exists a probabilistic polynomial-time algorithm to
find all the multilinear factors of P with at least three monomials, together with their
multiplicities.

On the other hand, deciding whether P has a binomial factor is NP-hard under
randomized reductions. More precisely, for every pair of relatively prime multilinear
monomials (X?,X"), deciding whether there exist nonzero u and v such that uX? +vXx7
divides P is NP-hard under randomized reductions.

Proof. The second part of the theorem is the consequence of the NP-hardness (under
randomized reductions) of finding roots in I, of lacunary univariate polynomials
with coefficients in F,: [31, 2, 26]: Let Q be a lacunary univariate polynomial over
F,, and let d = deg(Q). Let us define P(X,,...,X,) = (X#)?Q(X"") where X7 =
[1,X7™". Then P is a polynomial. We aim to show that Q has a nonzero root if and
only if P has a binomial factor of the form uX? +vX7. Let F = uX? + vX". Without
loss of generality, we can assume that 3 # 0 and 8, = 1. Then F divides P if and

only if
Xj Qo,j v i—Bi _
(XY)ma]ao,)P(—a l_[XlY ,Xl,...,Xn) =0.

i>0

Let X% = (X7)™™%,(X#)?, Since 3, = 1 and y, = 0, the previous equality is equiva-

lent to .
XSQ ((_K l_[Xl?”i—ﬂi) l_[Xl?/i—ﬂi) :XSQ(_E) =0.
u i>0 i>0 v
In other words, this is equivalent with the fact that —u/v is a root of Q. Deciding
whether uX? + vX” divides P is thus NP-hard under randomized reductions.

For the first part, the algorithm we propose is actually the same as in characteris-
tic zero (Theorem 4.2). This means that it relies on known results for factorization
of dense polynomials. Yet, the only polynomial-time algorithms known for factor-
ization in positive characteristic are probabilistic [42]. Therefore our algorithm is
probabilistic and not deterministic as in characteristic zero. O
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