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Abstract. Given a matrix A € R™ ", we consider the problem of maximizing =¥ Az
subject to the constraint x € {—1,1}". This problem, called MAXQP by Charikar and
Wirth [FOCS’04], generalizes MAXCUT and has natural applications in data clustering
and in the study of disordered magnetic phases of matter. Charikar and Wirth showed
that the problem admits an ©(1/lgn) approximation via semidefinite programming, and
Alon, Makarychev, Makarychev, and Naor [STOC’05] showed that the same approach yields
an (1) approximation when A corresponds to a graph of bounded chromatic number. Both
these results rely on solving the semidefinite relaxation of MAXQP, whose currently best
running time is O(n'*® -min{ N, n**}), where N is the number of nonzero entries in A and O
ignores polylogarithmic factors.

In this sequel, we abandon the semidefinite approach and design purely combinatorial
approximation algorithms for special cases of MAXQP where A is sparse (i.e., has O(n)
nonzero entries). Our algorithms are superior to the semidefinite approach in terms of
running time, yet are still competitive in terms of their approximation guarantees. More
specifically, we show that:

— MaXQP admits a (1/2A)-approximation in O(nlgn) time, where A is the maximum

degree of the corresponding graph.

— UnNiT MAXQP, where A € {—1,0,1}"*", admits a (1/2d)-approximation in O(n) time
when the corresponding graph is d-degenerate, and a (1/38)-approximation in O(n'-%)
time when the corresponding graph has dn edges.

— MaxQP admits a (1 — €)-approximation in O(n) time when the corresponding graph
and each of its minors have bounded local treewidth.

— UNIT MAXQP admits a (1 — €)-approximation in O(n?) time when the corresponding
graph is H-minor free.

1 Introduction

In this paper we are interested in the following (integer) quadratic problem which was coined
MaxQP by Charikar and Wirth [13]. Given an nxn symmetric matrix with zero valued diagonal

entries A, a; ; € R for all 4,5 € {1,...,n}, we want to maximize
n n
val,(4) = ZZ a; jx;x; st x; € {—1,1} for all ¢ € {1,...,n}. (1)
i=1 j=1

*The first author’s work was supported by the Israel Science Foundation (Grant no. 1070/20).
TThe fourth author’s work was supported by the Israel Science Foundation (Grant no. 776,/19).


http://arxiv.org/abs/2007.01252v4

Observe that the requirement that all diagonal values of A are zero is to avoid the term Zi Qi
which is constant for all choices of x;; in (1). Furthermore, a non-symmetric matrix A can
be replaced with an equivalent symmetric A" by setting a; ; = af; = 5 - (ai; + a;;) without
changing val,(A), and so the requirement that A is symmetric is just for convenience’s sake.
Our interest in MAXQP lies in the fact that it is a generic example of integer quadratic

programming which naturally appears in different contexts. Below we review three examples:

— Graph cuts: Readers familiar with the standard quadratic program formulation of MAX-
Cur [20] will notice the similarity to (1). Indeed, given a graph G = (V, E') with vertex set
V ={1,...,n} and edge weights a, ; > 0 for each {4, j} € E, the corresponding MAXQP
instance on —1 - A has an optimum solution of value 2k — Z” a; ; if and only if G has a
maximum cut of total weight k. Thus, MAXQP with only negative A entries can be used
to solve MAXCUT exactly, implying that even this special case is NP-hard. Furthermore,
this special case translates to the closely related MAXCuUT GAIN problem [13, 25].

— Correlation clustering: In correlation clustering [6, 12, 14, 31], we are provided with pair-
wise judgments of the similarity of n data items. In the simplest version of the problem
there are three possible inputs for each pair: similar (i.e. positive), dissimilar (i.e. nega-
tive), or no judgment. In a given clustering of the n items, a pair of items is said to be in
agreement (disagreement) if it is a positive (negative) pair within one cluster or a negative
(positive) pair across two distinct clusters. In MAXCORR, the goal is to maximize the
correlation of the clustering; that is, the absolute difference between the number of pairs
in agreement and the number of pairs in disagreement, across all clusters. Note that when
only two clusters are allowed, this directly corresponds to UNIT MAXQP, the variant of
MAXQP where a; ; € {—1,0,1} for each entry a; ; of A.

— Ising spin glass model: Spin glass models are used to in physics to study disordered mag-
netic phases of matter. Such system are notoriously hard to solve, and various techniques
to approximate the free energy were developed. In the Ising spin-glass model [7, 32|, each
node in the graph represents a single spin which can either point up (4+1) or down (-1), and
neighboring spins (¢, j) may have either positive or negative coupling energy a; ; between
them. The energy of this system (when there is no external field) is given by its Hamil-
tonian H = —1-37, - a; a(i)a(j), where a(i) € {—1,1} is the spin at site i. A famous
problem in the physics of spin-glasses is the characterization of the ground state — the
state that minimizes the energy of the system. This problem is precisely MAXQP.

It is convenient to view MAXQP in graph-theoretic terms. Let G = (V, E) be the graph
associated with A, where V- ={1,...,n} and E = {{i,5} : a; ; # 0}. The first algorithmic result
for MAXQP was due to Bieche et al. [10] and Barahona et al. [9] who studied the problem in
the context of the Ising spin glass model. They showed that when G is restricted to be planar,
the problem is polynomial-time solvable via a reduction to maximum-weight matching. At the
same time, Barahona proved that the problem is NP-hard for three-dimensional grids [7] or apex
graphs (graphs with a vertex whose removal leaves the graph planar) [8].

1.1 Approximation Algorithms

As MAXQP is NP-hard, even for restricted instances, our focus is naturally on polynomial-
time approximation algorithms. We note that the fact that the values of A are allowed to be
both positive and negative makes MAXQP quite unique in the context of approximation and
presents several challenges. First of all, there is an immediate equivalence between MAXQP and



the problem of minimizing (1), as maximizing val, (A) is the same as minimizing val,(—1 - A).
Furthermore, solutions might have negative values; that is, we might have val,.(A) < 0 for certain
solutions x. This poses an extra challenge since a solution with a non-positive value is not an
f(n)-approximate solution, for any function f, in case the optimum is positive (which it always is
whenever A # 0, see Charikar and Wirth [13] and our Lemma 11). In particular, a uniformly at
random chosen solution x has val,(A4) = 0 on expectation, and unlike MAXCuUT, such a solution
is unlikely to be useful as any kind of approximation.

Alon and Naor [2] were the first to show that these difficulties can be overcome by carefully
rounding a semidefinite relaxation of MAXQP. In particular, they studied the problem when G
is bipartite, and showed that using a rounding technique that relies on the famous Grothendieck
inequality, one can obtain an approximation factor guarantee of ~ 0.56 for the bipartite case.
Later, together with Makarychev and Makarychev [1], they showed that the integrality gap of the
semidefinite relaxation is O(lg x(G)) and Q(lg w(G)), where x(G) and w(G) are the chromatic and
clique numbers of G, respectively. In particular, this gap is constant for several interesting graph
classes such as d-degenerate graphs and H-minor free graphs, and it generalizes the previous
result of Alon and Naor [2] as x(G) < 2 when G is bipartite.

Theorem 1 ([1, 2]). MAXQP restricted to graphs of O(1) chromatic number can be approximated
within a factor of (1) in polynomial time.

Regarding the general version of the problem, where G can be an arbitrary graph, an inte-
grality gap of O(lgn) for the semidefinite relaxation was first shown by Nesterov [29]. However,
his proof was non-constructive. Charikar and Wirth [13] made his proof constructive, and pro-
vided a rounding procedure for the relaxation that guarantees Q(1/lgn)-approximate solutions
regardless of the structure of G.

Theorem 2 ([13, 29]). MAXQP can be approzimated within a factor of Q(1/1gn) in polynomial
time.

As for the time complexity of the algorithm in Theorems 1 and 2 above, Arora, Hazan,
and Kale [4] provided improved running times for several semidefinite programs, including the
relaxation of MAXQP. They showed that this relaxation can be solved (to within any constant
factor) in O(n1'5 -min{N,n!®}) time, where N is the number of nonzero entries in A and 0
ignores polylogarithmic factors. Thus, for general matrices A, this running time is O(n?), and
for matrices with O(n) nonzero entries this is O(n?%).

There has also been work on approximation lower bounds for MAxQP. Alon and Naor [2]
showed that MAXQP restricted to bipartite graphs cannot be approximated within 16/17 + &
unless P=NP, while Charikar and Wirth [13] showed that, assuming P#NP, the problem admits
no (11/13 +¢)-approximation when G is an arbitrary graph. Both these results follow somewhat
directly from the 16/17 + € lower bound for MAXCuT [23]. In contrast, Arora et al. [3] showed
a much stronger lower bound by proving that there exists a constant ¢ > 0 such that MAXQP
cannot be approximated within Q(1/1g°n), albeit under the weaker assumption that NP ¢

DTime(nlgo(l) ™.

1.2 Our results

In this paper we focus on sparse graphs, i.e., graphs where the number of edges m is O(n). This
corresponds to matrices A having O(n) nonzero entries. Note that MAXQP remains APX-hard
in this case as well (see Theorem 9 in Appendix B). Nevertheless, we show that one can abandon
the semidefinite approach in favor of simpler, “purely combinatorial” algorithms, while still
maintaining comparable performances. In particular, our algorithms are faster than than those



obtained from the semidefinite approach whose fastest known implementation requires O(n?®)
time [4]. Furthermore, most of them are quite easy to implement.

1.2.1 Generic classes of sparse graphs

We begin by considering three basic classes of sparse graphs. Our first result concerns bounded
degree graphs. We show that a simple greedy algorithm for computing a matching in G can be
used to obtain an Q(1)-approximate solution to the corresponding MAXQP instance.

Theorem 3. Let A > 1. MAXQP restricted to graphs of mazimum degree A can be approximated
within a factor of 1/2A in O(nlgn) time.

Next we consider d-degenerate graphs. Recall that a graph is d-degenerate if each of its
subgraphs has a vertex of degree at most d. We show that by using a more elaborate structure
than the matching used in the proof of Theorem 3, one can obtain an (1) approximation in
this setting for the unit weight case.

Theorem 4. There is a 1/2d approzimation algorithm for UNIT MAXQP restricted to d-
degenerate graphs with O(n) running time.

Finally, we consider ¢-dense graphs, graphs which have at most dn edges for some fixed §.
By a slight modification of the idea used to prove both theorems above, we obtain the following
generalization of Theorem 4 at the cost of a slight increase in the running time and decrease in
the approximation factor guarantee.

Theorem 5. There is a 1/36 approzimation algorithm for UNIT MAXQP restricted to d-dense
graphs without isolated vertices that runs in O(n'-5) time.

Observe that all the three results above improve on the running time of Theorem 1. Fur-
thermore, while Theorem 1 provides an (1) approximation for graphs of bounded degree and
bounded degeneracy, this is not true for graphs of bounded density. For example, consider a
graph consisting of a clique of size y/n together with a perfect matching on the remaining ver-
tices. The result of Alon et al. [1] implies that the semidefinite relaxation has an integrality gap
of O(lgn) on such a graph, while the algorithm in Theorem 5 provides an (1) approximation.

1.2.2 H-minor free graphs

We next consider graph classes that exclude certain minors. A graph G is H-minor free for a
fixed graph H if one cannot obtain in G an isomorphic copy of H by a series of edge contractions,
edge deletions, and vertex deletions. We begin by considering the class of apex-minor free graphs
(recall that a graph is apez if it contains one specific vertex whose deletion results in a planar
graph). This graph class is better known as the class of minor-closed graphs with bounded local
treewidth [18], and includes well-studied classes such as planar and bounded genus graphs. We
tailor the approach of Eppstein [18] and Grohe [21] for designing approximation algorithms for
apex-minor-free graphs to our setting to obtain the following result.

Theorem 6. Let € > 0. There is an O(n) time (1 — €)-approximation algorithm for MAXQP
restricted to apex-minor free graphs.

We then show that Theorem 6 can be extended to general H-minor free graphs with unit
weights, although this requires an extra O(n) factor in the running time. This algorithm is
obtained by using a partitioning algorithm of Demaine et al. [15] which is based on the graph
minor decomposition of Robertson and Seymour [30].

Theorem 7. Fore > 0 and any graph H there is an O(n?) time (1—¢)-approzimation algorithm
for UNIT MAXQP restricted to H-minor free graphs.



1.2.3 Maximum correlation

Finally, we note that our results have direct consequences for the MAXCORR problem: Charikar
and Wirth [13] proved that an a-approximation algorithm for MAXQP implies an /(2 + a)-
approximation algorithm for MAXCORR. Combining this with the results discussed above gives
us the following;:

Corollary 1. MAXCORR can be approximated within a factor of
— 1/(4d+ 1) on d-degenerate graphs in O(n) time;
— 1/3 — ¢ on H-minor free graphs in O(n?) time;
— 1/3 — € on apex-minor free graphs in O(n) time.

2 Preliminaries

Throughout the paper we use G = (V, E) to denote the graph associated with our input matrix A4;
that is, V = {1,...,n} and E = {{i,j} : a;; # 0}. Thus, n = |V| and we let m = |E|. We
slightly abuse notation by allowing a solution x to denote either a vector in {—1,1}" indexed
by V or a function = : V' — {—1,1}. For a solution z, we let val,(G) = Z{i7j}eE a; x5, and
we let opt(G) = max, val,(G). We use ||A|| to denote the sum of absolute values in A, i.e.,
4] = X2, lai|. Note that opt(G) < 4]l

We use standard graph-theoretic terminology when dealing with the graph G, as in e.g. Die-
stel [16]. In particular, for a subset V' C V, we let G[V’] denote the subgraph of G induced
by V’; i.e., the subgraph with vertex set V' and edge set {{u,v} € E : u,v € V'}. We
let G-V’ = G[V \ V'], and for a subset of edges E' C E we let G — E’ denote the graph (V, E’)
without isolated vertices. For a pair of disjoint subsets V1, Vo C V', we let E(V1, Vo) = {{u,v} €
E :u € Vi,v € Vo}. Finally, we use N(v) = {u : {u,v} € E} to denote the neighborhood of a
vertex v € V.

2.1 Useful observations

Note that for a uniformly chosen at random solution z, the value a; jx;x; is zero in expectation
for any edge {i,j} € E. This implies that opt(G) > 0. Moreover, a solution = with val,(G) > 0
can be computed in linear time:

Lemma 1. One can compute in O(m +n) time a solution x with val,(G) > 0.

Proof. For each vertex i € V, let E(i) = {{i,j} € E : j < i}. Consider an arbitrary initial
solution z, and let z; = Z{i,j}GE(i) x;xja; ;. Then z; is the contribution of edges in E(i) to
val, (G). We compute a solution z* by scanning the vertices from 1 to n. For a given vertex 4,
we check whether z; < 0. If so, we set 7 = —z;, and otherwise we set z} = z;. Note that z} =
Z{i,j}eE(i) zjxja; ; must now be positive. As the value of 2} does not change z; for any j <1,
when we finish our scan we have z; > 0 for each i € {1,...,n}. Thus, val,«(G) = >, 25 > 0. O

Lemma 2. Let V,Vo C V be two disjoint subsets of vertices, and let D and @ be two
solutions for G[Vi] and G[Va] of value z1 and zo respectively. Then at least one of the solutions
s Uz® and —z™ U 2@ has value z1 + 25 for G[Vh U V).

Proof. Suppose z(!) U z(?) has value less than z; + z5. This means that the total contribution
of the edges in E(V7,V3) is negative in this solution. Observe that in —2zM U z® each edge
of E(V1,Vs) with negative contribution under z(Y) U z(?) now has positive contribution, and vice
versa. The lemma thus follows. |



Combining Lemma 1 and Lemma 2 above, we get an important property of val(G), namely
that it is monotone with respect to induced subgraphs.

Lemma 3. Let H be an induced subgraph of G. Then given a solution x, one can compute
in O(n +m) time a solution * for G with val,«(G) > val, (H).

Proof. Let Vo C V be the vertices of G which are not present in H. According to Lemma 1
we can compute a solution 2(®) for G[Vp] with value at least zero in linear time. According to
Lemma 2 either (%) Uz or 2(®) U —2 has value at least val, o) (G[Vo]) + val,(H) > val,(H). Thus,
taking z* to be the solution with higher value out of z(®) Uz or (%) U —z proves the lemma. O

3 Matching-Based Algorithms

In this section we present approximation algorithms for MAXQP using certain type of matchings
that we compute for G. In particular, we provide proofs for Theorems 3, 4, and 5. The proof of
each theorem is given in each subsection below.

3.1 Graphs of Bounded Degree

We begin with the case where G has bounded maximum degree A. Our algorithm for this case is
quite simple: It greedily computes a matching and then outputs a solution corresponding to this
matching. For an edge set £’ C E, we let w(E') = >_(; 1 cpr |aij| be the total absolute value of
the edges in E’. To prove that our strategy gives a good approximation on the optimal value of
the MAXQP instance, we first observe that, given a matching M, we can derive a solution with
value at least w(M).

Lemma 4. Given a matching M, one can compute in O(n) time a solution x with val,(G) >

Proof. Let Viy = {u €V : {u,v} € M} be the set of vertices matched by M in G. By Lemma 3
it suffices to compute a solution z for the set of endpoints Vs in M such that val,(G[Vas]) >
w(M). We construct = by induction on ¢ = |M|. For ¢t = 1, let {u,v} € M. If a,, > 0, we
choose z, and z, to be of equal value, and otherwise we choose x, and x, to be of opposite
value. Then val,(G[{u,v}]) = |a; ;| = w(M). Suppose now that ¢t > 1 and let My = M \ {e;}.
By induction, we have a solution z(®) for Vi, with val o) (G[Var]) > w(Mp). Let e; = {u,v}
and let z®: {u,v} — {—1,1} such that val,e (G[{u,v}]) = w(e;) as in the case of t = 1. Then,
by Lemma 2, either (¥ Uz® or (9 U —z® has value at least w(Mp) +w(e;) = w(M), and we
are done. O

For our algorithm we choose a particular matching M™* which we obtain greedily as follows:
We first sort the edges {u, v} € F in non-increasing order according to their absolute values |ay, .
We then iteratively choose the first edge among the remaining edges, and remove all edges that
share an endpoint with this edge, and stop when no more edges are left. The matching M* is
the set of all edges selected in this process.

Lemma 5. w(M*) > 1/2A - w(E).

Proof. Let M* = {e1,...,et}, with w(er) > w(ez) > -+ > w(e:), and let E; be the set of
edges that were removed after choosing e;. Formally, E; = {e € E:eNe; # 0} \ U;;ll E;.
Let e; = {u;,v;}. As all edges in E; are incident to either u; or v;, we have that |E;| is at most



the sum of the degrees of w; and v;, which is at most 2A. As e; is the edge with the highest
weight within E; (otherwise we would have chosen a different edge for e;), we have

wifeh) = T2 > U2

Since F1, ..., F; is a partition of all edges in G, we get

k ) w
w(M) =Y w({e}) > Z w;ii) = %. O

=1

Proof of Theorem 3. The matching M* can be computed in O(nlgn) time. Due to Lemma 4
and Lemma 5, we obtain from M™* a solution = with

valy(G) > 1/2A - w(E) = 1/2A - || A

in O(n) time. Since opt(G) < ||A]|, this solution is 1/2A-approximate. O

3.2 Graphs of Bounded Degeneracy

We next present our approximation algorithm for UNIT MAXQP restricted to d-degenerate
graphs. Our algorithm extends the algorithm of the previous subsection by considering a struc-
ture more elaborate than a matching.

Let us begin with introducing some terminology. Let x be a solution for G. If for some
edge e = {u,v} we have ay ,Tyz, > 0, then we say that e is good in z, otherwise we say that
it is bad in z. Let {u,v,w} C V be the vertices of a triangle in G. Note that there exists a
solution = for G where all all edges in this triangle are good iff @y 4 * Gy w - Gw,w = 1. Hence, we
call a triangle good if ay. .y - Gy - G, = 1, and bad otherwise.

We next introduce a special type of subgraph that will be exploited by our algorithm. Recall
that a graph is a split graph if its vertex set can be partitioned into a clique and an independent
set. We call an n-vertex split graph basic if it is connected, and the class of vertices inducing a
clique is of size 2 (note that this clique need not be maximal). A subgraph G’ of G is easy if
it is a basic split graph without any bad triangles. In this way, an easy subgraph of G contains
one center edge whose endpoints are adjacent to all remaining outside vertices, and the outside
vertices have no edges between them. Note that, possibly, an outside vertex can form a triangle
with the center edge. In this case, the triangle must be good. An easy packing of G is a
family F = {F1,...F;} of pairwise disjoint subsets of vertices such that each F; induces an
easy subgraph in G. For each F; € F, we use m(F;) to denote the number of edges in G[F;].
Furthermore, we let m(F) =, m(F;) and Vr =, Fi.

Lemma 6. Given an easy packing F, one can compute in O(n) time a solution x with val,(G) >

m(F).

Proof. By Lemma 3, it suffices to compute a solution z for Vr of value at least m(F). Let F =
{F1,...,F;}. We construct such a solution by induction on t. For ¢ = 1, let {u,v} be the
center edge of the easy subgraph G[F;]. We assign to u an arbitrary value. To each neigh-
bor w of u we assign the same value if a,, = 1 and the opposite value otherwise. Afterwards,
we proceed analogously with the neighbors of v. This ensures that each edge incident to wu
or v contributes +1 to val,(G[F1]). As each triangle in G[F}] is good and for each such trian-
gle, two edges contribute +1 to the value, the third edge must contribute +1 as well. Thus,
valy (G[F1]) = m(F1) = m(F). Suppose then that ¢ > 1 and let Fo = F \ {F;}. By induction,



we have a solution (®) for Vz, with val,w (G[Vz,]) > m(Fo). Let z®: F, — {1,—1} be such
that val, o (G[Fi]) > |E(G[Fi])| as in the case of t = 1. Then, by Lemma 2, either z(®) U z(®*)
or (9 U —2(®) have value at least m(Fy) + |E(G[F}])| = m(F), and we are done. O

For our algorithm we need a particular easy packing which is inclusion-wise maximal. More-
over, we want to be able to compute this packing efficiently so as not to exceed the linear running
time promised in Theorem 4. We next describe a procedure that achieves just that.

ALGORITHM EASYPACK:

1. Compute an inclusion-wise maximal matching M in G, and let I be the set of
unmatched vertices.
2. Let M* =0 and I* = 1.
3. For each {z,y} € M, if there are two vertices u,v € I* such that both w,z,y
and v, z,y induce a triangle in G, then
— M* = M*U{{ua}, {v,y}}.
- I* =1\ {u,v}.
Otherwise, M* = M* U {{z,y}}.
4. Initialize the easy packing with the matching M*, that is, F* = {{z,y} : {z,y} €
5. For each v € I'*, if there is an edge {x,y} € M* such that v, z,y induce a path
or a good triangle, then remove v from I* and add it to the vertex set F' € F*
that contains z and y.

Lemma 7. The algorithm above computes in O(n) time an easy packing F* with m(F*) >
|V].‘*|/2.

Proof. Clearly, F* is an easy packing. Steps 1, 2, and 4 can be performed in linear time in a
straightforward manner. Step 3 can be executed in linear time by first adding a marker to every
vertex in I and then, computing N(z) N N(y) for each {z,y} € M in O(A?%) = O(1) time. If the
intersection contains two marked vertices, we remove their marks, and add the corresponding
edges to M*. Finally, step 5 can be performed in linear time by storing for each matched vertex
its partner and then iterating over the neighborhood of each v € I*. Thus, the entire algorithm
can be executed in linear time. To complete the proof, observe that each G[F;], F; € F, is
connected and consists of at least one edge. This implies that m(F*) > |Vz«|/2, and so the
lemma holds. |

Next we need to provide an upper bound on opt(G). For this we first make an observation
on the matching M* that we computed in Step 3 of our algorithm above.

Lemma 8. Fach edge in M* forms at most one triangle with a vertex from I*.

Proof. Let {z,y} € M*. If this edge is also in M, then it forms a triangle with at most one
vertex from I due to Step 3 of the algorithm above. Otherwise, one of its endpoints, say x, was
originally unmatched, that is x € I. Assume that there is a vertex v € I'* C [ such that v, z,y
form a triangle. Then {v,z} ¢ M but both v and = were in I, a contradiction to the maximality
of M (see Step 1). O

Now we are ready to bound opt(G) from above. Recall that Vz« is the set of vertices in the
packing computed by our algorithm above.

Lemma 9. opt(G) < d - |Vz+|, where d is the degeneracy of G.



Proof. Let M* be the matching and F* be the easy packing computed above. Then I* = V'\ Vg-.
Let T be the set of triangles that contain a vertex from I*. We first show that the triangles in T’
are edge-disjoint. Observe that I* is an independent set, as I* C [ is a subset of the vertices that
were left unmatched in step 1; an edge within this vertex set would contradict the maximality
of the matching M computed in this step. So, if two triangles in 7" share an edge, then it must
be an edge in M*. But this is impossible according to Lemma 8, and so the triangles in 7" are
indeed edge-disjoint.

Next observe that if a vertex v is in I'* at the end of the algorithm above, we know that either v
is adjacent neither to « nor to y, or {v, z, y} induces a bad triangle in G. Thus, T consists solely
of bad triangles. Furthermore, for each v € I'*, there are deg(v)/2 bad triangles that contain v,
where deg(v) is the degree of v in G. Thus, overall there are at least |T'| = ;. deg(v)/2 bad
triangles in G. As the triangles in T' do not share edges, we obtain that there are at least |T|
bad edges in every solution for G. Consequently,

opt(G) < (||All = IT]) = [T| =m = 2/T| =m — Y deg(v).
veV’
Now, as G[Vr-| is a d-degenerate graph, it has at most d - |Vz-

20pt(G) < 2m — 2 Z deg(v) = Z deg(v) — 2 Z deg(v)

vel* veV vel*
< Z deg(v) < 2d - |VE-],

VEV

edges. Thus,

and the lemma follows. O

Proof of Theorem 4. By Lemma 6 and Lemma 7 we can compute in linear time an easy pack-
ing F* and a solution x with val,(G) > |Vz«|/2. Using Lemma 9 we obtain

val, (G) > |Vz«|/2 > opt(G)/2d,

and the theorem is proven. [l

3.3 Graphs of Bounded Density

We next turn to handle graphs of bounded density § without isolated vertices. Here we use a
particular kind of easy packings described in section 3.2, were each vertex subset induces a star
in G. A star packing of G is a family of pairwise disjoint subsets of vertices F = {F1,..., F;}
such that each G[F}] is a star. Note that since a star is a basic split graph without bad triangles,
a star packing is also an easy packing. We compute a specific star F* packing inspired by the
work of Erdds, Gydrfds, and Kohayakawa [19] concerning graph cuts.

To compute F*, we first compute a maximum matching M in G. Note that we require M
to be of maximum cardinality, and not only maximal inclusion-wise. Let V3; C V denote the
vertices in G that are matched in M, and let I = V' \ V;. We initialize the packing F* with
the matching M, that is, F* = {{z,y} : {z,y} € M}. We then iterate through vertices v € I,
and add v to any subset F' such that G[F U {v}] is a star. Let Vr« = Jpc . I denote the set
of vertices in the packing at the end of this process, and let I* =V \ Vg-.

Lemma 10. Let F' € F*. Then there is at most one vertex in v € I'* which is adjacent to any
vertex in F'.



Proof. Let {z,y} C FNVy be the edge in M from which F' was initialized. Then, as F'\ {z,y} C
I, any vertex in I* can only be adjacent to x and y in F. Let I*(z) C I* and I*(y) C I*
respectively denote the set of neighbors of z and y in I*. If both I*(z) = @ and I*(y) = 0 we
are done. So assume w.l.o.g. that I*(z) # 0 and let v € I*(z). Now if there exists a vertex
u € I*(y)\ I*(x), then replacing {z, y} with {z,v} and {y,u} in M gives us a matching M’ with
|M’| > |M|, contradicting the fact that M is a maximum matching. Thus, I*(y) \ I*(z) = 0.
Furthermore, if v ¢ I*(y) then G[F' U {v}] is a star, and so v would have been added to F' by
the algorithm above. Thus, I*(x) = I*(y). Finally, if there are two distinct vertices u,v € I'*(z),
then u,v € I*(y), and again we can replace {z,y} with {x,v} and {y,u} in M. This implies
that |[I*(x) UT*(y)| <1, and so the lemma is proven. O

Lemma 11. m(F*) > m/36.

Proof. Since each F € F* induces a star in G we have 2m(F*) > |Vz«|. Moreover, as by
Lemma 10, each F' € F* is adjacent to at most one vertex in I*, and each vertex in I* is
adjacent to at least one F' € F* as G has no isolated vertices, we have |F*| > |I*|. Since each
F € F* induces at least one edge, we have m(F*) > |F*|, and so m(F*) > |I*|. Thus, combining
all of the above, we get

3m(F*) > |Vr«| + [I*| =n >m/s,

and the lemma is proven. [l

Proof of Theorem 5. Due to Lemma 6 and 11, the packing F* yields a solution « with val, (G) >
m/30. Since opt(G) < ||A|| = m, this solution is 1/3d-approximate. The running time for
computing F* is dominated by the computation of the maximum matching M for the initial
packing, taking O(m/n) = O(n'-5) time [28]; computing F* from M can be done in O(m+n) =
O(n) time. O

4 Algorithms Based On Treewidth Partitions

In this section we present approximation algorithms for sparse MAXQP instances that exclude
certain types of minors. Namely, we prove Theorems 6 and 7. Our algorithms all revolve around
the Baker technique for planar graphs [5] and its generalizations [15, 17, 21], all using what we
refer to here as a treewidth partition — a partition of the vertices of G into Vj, ..., Vix_1 such
that G — V; has bounded treewidth for any subset V; in the partition. As treewidth plays a
central role here, we begin with formally defining this notion.

A tree decomposition is a pair (7, X’) where X is a family of vertex subsets of G, called bags,
and T is a tree with X as its node set. The decomposition is required to satisfy (i) {X € X :
v € X} is connected in T for each v € V, and (ii) for each {u,v} € E there is a bag X € X
that contains both u and v. The width of a tree decomposition (7, X) is maxxex |X| — 1,
and the treewidth of G is the smallest width amongst all its tree decompositions. The proof
of the following lemma, relying on standard dynamic programming techniques, is deferred to
Appendix A.

Lemma 12. MAXQP restricted to graphs of treewidth at most k can be solved in 2°%) . n time.

4.1 Apex-minor free instances

Our starting point for the (1 — ¢)-approximation for MAXQP on H-minor free graphs with H
being an apex graph (Theorem 6) is a layer decomposition L,...,Ly; CV of G. Here Ly = {v}
for some arbitrary vertex v € V, L; = {u : d(v,u) = i} are all vertices at distance ¢ from v, for
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each i € {1,...,¢}. This is the standard starting point of all Baker-type algorithms, and can be
computed in linear time via breadth-first search from v. Note that Lg,..., L, form a partition
of V, and that for each i € {0, ..., ¢}, each vertex in L; has neighbors only in L; 1 U L; U L; 11
(here and elsewhere in this section we set L_1 = Lg4; = } when necessary).

Given 0 < € < 1, we let k be the smallest integer such that 4/k < e. For eachi € {0,...,k—1},
let £; denote the union of all vertices in layers with index equal to i(modk); that is, £; =
Uja.(mod k) L;. We define two subgraphs of G: The graph G; is the graph induced by V — L;,
and the graph H; is the graph induced by N[L£;]. Note that there is some overlap between the
vertices of G; and H;, but each edge of G appears in exactly one of these subgraphs. Also note
that since there is an apex graph H that G does not contain as a minor, G and each of its minors
have bounded local treewidth [18]; thus both G; and H; are bounded treewidth graphs [21].

Our algorithm computes k different solutions for G, and selects the best one (i.e., the solu-
tion = with highest val,(G)) as its solution. For i € {0,...,k — 1}, we first compute an optimal
solution for G; in linear time using the algorithm given in Lemma 12. We then extend this
solution to a solution z(*) for G as is done in Lemma 3. In this way we obtain in linear time k
solutions (..., z*=1 with val,« (G) > opt(G;) for each i € {0,...,k —1}. In Lemma 13 we
argue that the solution of maximum objective value is (1 — ¢)-approximate to the optimum of
G} the proof of Theorem 6 will then follow as a direct corollary.

Lemma 13. There is a solution x € {2 ... x®*=D} with val,(G) > (1 — ¢) - opt(G).

Proof. Let x* denote the optimal solution for G. Then, as the edge set of GG is partitioned into
the edges of G; and H;, we have

opt(G;) + opt(H;) > valy«(G;) + valg« (H;) = valg«(G) = opt(G)

for each i € {0,...,k — 1}. Next observe that any two subgraphs H;, and H;, with |i; —ia| > 4
do not have vertices in common, nor are there any edges between these two subgraphs in G. It
follows that for any j € {0,1,2,3}, the graph UEj(mod g Hi is an induced subgraph in G, and
$0 0pt(G) = 3= (mod 4) OPt(H;) by Lemma 3. Thus, we have

4-opt(G) =3 >0 opt(H) =) opt(H;).

j i=j(mod4)

Combining the two inequalities above we get

k-1 k—1 k—1
Z val, o (G) > Z opt(G;) > k- opt(G) — Z opt(H;)
i=0 =0 =0
> k- opt(G) — 4-opt(G) = (k — 4)opt(G).
It follows that the best solution out of 2(?), ... z(*~1) has value at least (1 —4/k)-val(G), which

is at least (1 —¢) - val(G) since 4/k < e. O

4.2 General H-minor free instances

To obtain the (1 — ¢)-approximation for UNIT MAXQP on H-minor free graphs for any fixed
graph H (Theorem 7), we make use of the lower bound obtained in Section 3.3, our algorithm
for MAXQP restricted to bounded-treewidth graphs, and the following theorem by Demaine et
al. [15, Theorem 3.1]:
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Theorem 8 ([15]). For a fixed graph H, there is a constant cy such that, for any integer k > 1
and for every H-minor free graph G, the vertices of G can be partitioned into k sets such that
the graph obtained by taking the union of any k — 1 of these sets has treewidth at most cy - k.
Furthermore, such a partition can be found in polynomial time.

Note that this theorem gives a partition similar to the one used in the previous subsection,
albeit slightly weaker. In particular, there is no restriction on the edges connecting vertices
in different subsets of the partition as was the case in the previous subsection. It is for this
reason that arbitrary weights are difficult to handle, and we need to resort to the lower bound
of Lemma 11. Fortunately, for the unweighted case, we can use the fact that there exists some
constant h depending only on H such that G has at most hn edges (see e.g. [16]). In particular,
it can be shown that h = O(n’+/Ign’) [27], where n’ is the number of vertices of H. Combining
this fact with Lemma 11, we get:

Lemma 14. opt(G) > m/3h.

Our algorithm proceeds as follows. Fix k > 6h/e, and let Vp,..., Vi_1 denote the partition
of V computed by the algorithm from Theorem 8. For each i € {0,...,k — 1}, let E; denote the
set of edges E(V;,UU;; V;), and let m; = |E;|. Furthermore, let G; = G — E;. As both G[V}]
and G[V \ V;] have bounded treewidth, we can compute an optimal solution for each of these
subgraphs (and therefore also for G;) using the algorithm in Lemma 12. Using Lemma 2, we can
extend the optimal solutions for G[V;] and G[V \ Vi] to a solution () for G with value

Valm(i) (G) > Opt(Gi).
On the other hand, the optimal solution of G cannot do better than
opt(Gi) +m; > opt(G).

Combining the two inequalities above, we can bound the sum of the objective values obtained
by all our solutions by

k—1 k—1 k—1
Zvalx(i)(G) > opt(G;) > ) (opt(G) — m;)
i=0 i=0 i=0
k—1
=Y opt(G) —2m > (k — 6h) - opt(G),
=0

where the last inequality follows from Lemma 14. Thus at least one of these solutions has value
at least (k —6h)/k - opt(G), which is greater than (1 — )opt(G) by our selection of parameter k.

To analyze the time complexity of our algorithm, observe that computing each solution z(¥)
requires O(n) time according to Lemma 12 and Lemma 2. Thus, the time complexity of the
algorithm is dominated by the time required to compute the partition promised by Theorem 8.
Demaine et al. [15] showed that this partition can be computed in linear time given the graph
decomposition promised by Robertson and Seymour’s graph minor theory [30]. In turn, Grohe et
al. [22] presented an O(n?)-time algorithm for this decomposition, improving earlier construc-
tions [15, 24]. Thus, the total running time of our algorithm can also be bounded by O(n?).
This completes the proof of Theorem 7.

5 Conclusion

We presented efficient combinatorial approximation algorithms for sparse instances of MAxXQP
without resorting to the semidefinite relaxation, as done by Alon and Naor [2] and Charikar and
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Wirth [13]. From a theoretical perspective, we still leave open whether there is a fast algorithm
for d-degenerate MAXQP instances which obtains an (1) approximation factor guarantee. Even
more interesting is to design a purely combinatorial algorithm for general MAXQP instances with
an approximation guarantee of 2(1/1gn). Finally, the simplicity of our algorithms compels the
study of their usability in practice, especially for characterizations of ground states of spin glass
models.
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A An Exact Algorithm for Bounded Treewidth Graphs

We prove Lemma 12 by presenting an algorithm for MAXQP restricted to graphs of treewidth at
most k running in 2°9*) . time. For this we require the concept of nice tree decompositions [26].

A tree decomposition (7, X) is rooted if there is a designated bag R € X being the root of 7.
A rooted tree decomposition is nice if each bag X € X is either (i) a leaf node (X contains
exactly one vertex and has no children in 7), (ii) an introduce node (X has one child Y in T
with Y € X and |X \ Y| = 1), (iii) a forget node (X has one child in Y in 7 with X C YV
and |Y \ X| = 1), or (iv) a join node (X has two children Y, Z in 7 with X =Y = Z). Given
a tree decomposition, one can compute a corresponding nice tree decomposition with the same
width in linear time [26].

Our algorithm employs the standard dynamic programming technique on nice tree decompo-
sitions.

Proof of Lemma 12. Let (T,X) be a nice tree decomposition of G of width k with root bag R.
For anode X € X let Tx be the subtree of T rooted at X. Furthermore, let Gx be the subgraph
of G induced by the vertices in the bags of Tx (while G[X] is the subgraph of G induced only by
the vertices in X). We describe a table in which we have an entry D[X, z] for each bag X € X
and for each solution = : X — {—1,1}. The entry D[X,z] contains the value of an optimum
solution for Gx, where the values of the vertices in X are fixed by the solution z.

If X is a leaf node, then Gx contains no edges and so D[X, z] = 0. If X is an introduce node,
then let v € X \ 'Y be the introduced vertex, where Y is the child of X in 7, and let x \ z, be
the solution z restricted to the vertices of Y. Then D[X, z] additionally contains the value of all
edges incident to v, that is,

D[X,z] = DY,z \ z,] + Z Ty Ty Gy -
u€N (v)

If X is a forget node, then let v € Y\ X be the forgotten vertex, where Y is the child of X in 7.
Then, every value except for x, is set in x, so we must choose it so that the value is maximized.
Then

D[X,z]= max D[Y,xUz,].

zyiv—{—1,1}

Finally, if X is a join node, then let Y and Z be the children of X in 7. Note that D[Y, z|+DI[Z, x]
contains the value of G[X] twice, so

D[X,z] = D[Y,z] + D[Z, z] — valz(G[X]).
The tree decomposition contains O(n) nodes, and for each node there are at most O(2%)

solutions; thus we need to compute O(2" - n) entries D[-,-], each of which can be computed in
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O(k) time. The optimum value is the maximum over all O(2*) solutions for the root bag R. As
we can compute a tree decomposition of width O(k) in 2°%) .n time [11], we can compute opt(A)
in 0290 . 428 . k- n) = 200 . time. O

B A Hardness Result

Alon and Naor [2] show that MAXQP restricted to bipartite graphs is not approximable in
polynomial time with a ratio of 16/17 4+ ¢ unless P=NP. Using the same idea, we show that this
approximation lower bound also holds for UNIT MAXQP on 2-degenerate bipartite graphs.

Theorem 9. If UNIT MAXQP restricted to 2-degenerate bipartite graphs can be approxrimated
within a factor of (16/17 + €) in polynomial time, then P=NP.

Proof. We reduce from unweighted MAXCUT which does not admit a (16/17 +¢)-approximation
unless P=NP [23]. Given an undirected unweighted graph G = (V, E), we construct a graph G’ =
(VUV' E’) by subdividing each edge in E, that is, for every edge {u,w} € E we add a vertex v
to V' and the edges {u,v},{v,w} to E’. One edge has weight 1 while the other edge has
weight —1. Clearly, G’ is bipartite; V’ is one bipartition. As all vertices in V' have degree two,
G’ is 2-degenerate as well.

Let x be a solution for G’. Observe that for every vertex v € V’ we can assume that at
least one of its incident edges contributes positively to val,(G’); otherwise multiply x, by —1.
Furthermore, note that the cut in G corresponding to x (restricted to V') is of size val,(G')/2: If
both edges incident to v contribute positively to val,(G’), then the edge in G subdivided by v is
cut. Otherwise, the two edges contribute 0 to val,(G’), and the corresponding edge in G is not
cut.

It follows that if there is a (16/17 + €)-approximation for MAXQP, then there is one for
MaxCurt as well, implying P=NP by [23]. O
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