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A B S T R A C T

When technologies of software-defined networks (SDNs) provide a chance to improve the quality of service
(QoS) of publish/subscribe middlewares, new chances are also arising for adversaries to attack the networks
and the middlewares. We here propose a cross-layer access control solution to protect the publish/subscribe
middleware over SDNs. Applications over a publish/subscribe middleware interact by an indirect, anonymous
and multicast event communication paradigm, where we hope that the applications, the middleware, and the
underlying network collaborate to realize the access control of reading/writing events. The key issue is how
to use the flow matching capability of SDN switches to efficiently and securely enforce complex authorization
policies that include multiple conjunction and disjunction structures. It is required to resist against the collusion
attacks of SDN controllers and subscribers when the middleware/network is partially delegated to enforce the
authorization policies of publishers. In our cross-layer solution, a policy representation method is presented
to encode authorization policies into flow entries with high data compression and security, and a two-party
computation method is presented to carry out secret sharing for defeating malicious SDN controllers and
subscribers. Finally, our solution is evaluated to show its effectiveness.

1. Introduction

In Internet of Things (IoT) applications, publish/subscribe middle-
wares are needed to build a communication infrastructure for multiple
consumers to access real-time and coherent sensor data, and software-
defined networks (SDN) can be used to address the difficult issue of
improving the quality of service for delivering events [1]. That is, in the
existing publish/subscribe middlewares over traditional networks [2–
4], a detour to brokers is required for matching events against the stored
filters as well as additional communication processing, while, in the
ones over SDNs, standards like OpenFlow [5] define the interfaces to
directly install and change flow tables on SDN switches for direct and
controllable event matching and forwarding.

The GridStat project [6] showed the importance of SDN technolo-
gies for the publish/subscribe middleware in IoT scenarios, where it
developed a publish/subscribe-based communication infrastructure for
smart grids, a subscriber can express to the infrastructure its interest
in data measured by phasor measurement units, and the infrastructure
can deliver to the subscriber in time all events matching the expressed
interest. In the project, network routers were specially designed for
realizing the QoS for event deliveries. But this special design limited
its applications. In SDN networks, this limitation can be significantly
reduced by the user-programmability of the underlying routers and
switches.

Although SDN technologies provide chances to construct more ef-
ficient publish/subscribe middlewares as an IoT communication fab-
ric, the openness and programmability of SDN networks also provide
chances for adversaries to corrupt SDN controllers, forge flow tables, and
exploit the vulnerability of northbound and southbound interfaces [7–
10]. On the contrary, the SDN programmability also gives a new way
to implement network/application security. How to protect a pub-
lish/subscribe middleware over SDNs thus becomes important and ex-
plorable. In this paper, we focus on the access control of reading/writing
its events.

For the access control of events in a publish/subscribe middleware,
the subscribers do not directly obtain events from the publishers, and
the publishers cannot directly reject the subscribers to access to their
events. Thus anonymous, indirect, and multicast communications bring
up challenges for a publisher to control the access to its published events.

In the work of [11] and the publish/subscribe security standard
proposed by OMG [12], the publish/subscribe middleware together with
their clients (publishers and subscribers) was organized into multiple
topic domains over the traditional networks. In each domain, they
had their own security management servers and home brokers. Clients
delegated their authorization functions to the home brokers and the
target domain’s security management servers. Although it addressed
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Fig. 1. Roadmap.

the access control issue in publish/subscribe middlewares, such over-
delegation in some degree violated the security requirements of clients
controlling their events’ accessing [13,14]. In the work of [13,15], event
encryption-based schemes were proposed to avoid the delegation of ac-
cess control. Such over-user-controlled schemes however lost scalability
and efficiency [11,12].

In our work, we also adopt the access control framework having
multiple topic domains, but we do not require the clients to completely
delegate their access control functions to the brokers and the target
domain servers. That is to say, we adopt a cross-layer approach to ac-
complish the access control, where SDN controllers are used to manage
some security tokens for securely encoding authorization policies into
flow tables, SDN switches enforce the policies by their flow matching
capabilities, and publishers and subscribers still control authentication,
authorization, and their credential disseminations.

In the above discussion, the major challenge is to high-compressed
securely encode complex authorization policies (e.g. including multiple
conjunction and disjunction structures) into flow tables, and use the
flow matching capability to efficiently enforce authorization policies,
when we try to provide access control in a publish/subscribe middle-
ware over SDN networks. The enforcement of authorization policies in
the traditional publish/subscribe brokers (powerful servers) cannot be
directly carried out in SDN networks, because SDN switches have no
capabilities to process high-level languages and complex data structures,
and the policy enforcement on SDN controllers will evidently delay
event forwarding with losing the advantages of SDNs in building
publish/subscribe middlewares, i.e., detouring routing paths and heavily
burdening SDN controllers. It requires using a little flow table space and
a limited part of event headers to carry out the access control.

The roadmap of our incrementality method, illustrated in Fig. 1, is
to design an access control solution against a powerful adversary by
incrementally increasing the adversary’s attacking capabilities, where
the SDN network is decomposed into multiple partitions with each
partition as a publish/subscribe node (or as a network node in different
contexts), each controller is in charge of one partition with multiple
SDN switches, a global administrator manages all local SDN controllers,
and the accessing layer is deployed on clients for their locally read-
ing/writing events in the publish/subscribe middleware. In this paper,
our contributions are below.
(1) A global administrator of the SDN network carries out a topology
construction for different event topics, which restricts unauthorized
publish/subscribe nodes to visit the events, i.e., the events being dis-
seminated among authorized nodes as far as possible. In this policy-
driven topology construction scheme, a publish/subscribe node may be
authorized for one event topic while it also may be unauthorized for the
other event topic. The constructed topology for all the event topics is
to maximize the number of common nodes among these corresponding
event streams. This policy-driven topology will enhance the flow-table-
based policy enforcement at the global network layer rather than on
individual nodes connected to the subscribers. The event routing for
one topic can also be rapidly computed over the unified topology for all
the event topics [16–18].

(2) The matching capabilities of flow tables of SDN switches are used to
realize the matching between an authorization policy and subscribers’
attributes, where the policy has strong expressiveness (e.g. including
attribute conjunction structures, attribute disjunction structures, and
their mixtures), and SDN controllers securely encode these structures
into a matching field of flow entries with high data compression. A two-
party computation scheme is proposed to get a sharing secret for en-
coding, which forms a framework to resist against the collusion attacks
of SDN controllers and subscribers. These two schemes together with
the topology construction scheme compose a cross-layer access control
solution for the publish/subscribe middleware over SDN networks.
(3) A policy representation method is presented to build the cornerstone
for the above solution, which represents an authorization policy having
complex structures by a non-structure plain bit string, and is also proved
to be secure.

The remainder of this paper is structured as follows. Section 2
describes the related work. Section 3 describes the preliminaries. In
Section 4, the policy-driven topology construction scheme is described.
In Section 5, the access control based on the matching capabilities of
flow tables of SDN switches is described. In Section 6, we present the
performance evaluation of our solution. Finally, conclusions are given
in Section 7.

2. Related work

There are several famous topic-based publish/subscribe systems,
e.g., SCRIBE [19], Bayeux [20], TERA [21], Corona [22] and NICE [23].
These systems are often established based on an overlay topology
over underlying traditional networks, and underlying routers cannot be
controlled and scheduled by users such that their QoS and security is
scanty in IoT scenarios.

Recent SDN technologies provide a high potential to improve the
quality of services of publish/subscribe middlewares. The approaches
shown in [24–28] presented examples of publish/subscribe middlewares
over SDNs. They discussed event filtering and routing over SDNs,
but the access control requirements of these middlewares were not
comprehensively explored.

The security problems in publish/subscribe middlewares involve
participant privacy [29–32], event confidentiality [12,13,15], and ac-
cess control [11–13,15]. The work of [32] tried to protect subscription
privacy in a publish/subscribe system. The problem of protecting publi-
cation privacy was considered in the work reported in [14,29,31]. They
did not consider supporting access control capabilities.

Based on CP-ABE (Ciphertext-Policy Attribute-based Encryption)
[33], the work of [15] presented an access control scheme for events
delivery in a brokerless publish/subscribe system. In the scheme, events
were encrypted by a symmetric encryption operation and the symmetric
key was encrypted by CP-ABE. The work of [13] combined an attribute-
based encryption scheme and a multi-user searchable data encryption
scheme to construct an access control solution for publish/subscribe
middlewares, where brokers matched subscriptions without knowing
the encrypted sensitive data. The DDS security standard [12] defines
an access control framework DDS-AC for publish/subscribe systems,
where a publisher is allowed to set up topic domains, and domain
servers are delegated to take in charge of authorization. In our work,
we also adopt this multiple-domains framework, but publishers do not
need to delegate their authentication and authorization to the domain
servers. That is to say, only authorization enforcement is undertaken
by the publish/subscribe middleware, and others are controlled by the
publishers. In addition, how to use the matching capabilities of SDN
switches to realize the enactment of authorization policies was not
considered in these existing work.

In [7–10], the security problems of SDN network were discussed,
including corrupting SDN controllers, forging flow tables, and exploiting
the vulnerability of northbound and southbound interfaces. But they did
not provide a full-fledged security mechanism to directly protect the
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Fig. 2. Our publish/subscribe middleware over SDNs.

publish/subscribe middleware over SDNs. In our work, the controller
encodes the policies and subscribers’ attributes into the flow tables when
the authorization policies are modified; and the SDN switches enforce
authorization by flow table matching.

The work of [34–36] presented some access control methods for SDN
networks, but they only focused on protecting SDN controllers and flow
tables rather than on enforcing authorization policies in SDN switches
for publish/subscribe middlewares. The work of [37] also advocated
using SDN switches to enforce security policies, and proposed a guar-
anteed update scheme of security policies to install transferred policies
into multiple SDN switches. The work of [38] adopted the idea of [37],
and addressed the issue of detecting policy conflicts and resolving the
conflicts in SDN networks. In our work, we believe that the encoding of
security policies is more important than only deploying them on SDN
switches because it can largely reduce the size of policies and provide
the security guarantee for transferring authorization policies into flow
entries.

3. Preliminaries

3.1. Publish/subscribe middleware over SDNs

In our publish/subscribe middleware [28], illustrated in Fig. 2, the
SDN network is partitioned into multiple partitions (a partition is also
called a broker, a node or a cluster). Each cluster is managed by a
local controller as an interconnected network zone, which consists of
a set of SDN-configurable switches and clients. A pair of border SDN
switches connects two neighboring clusters. We follow the topic-based
subscription model [16,17,19], i.e., an event being composed of a topic
name and a set of attribute–value pairs. Multiple topics form a topic tree.

In Fig. 2, our middleware consists of three layers:
(1) There is a global administrator to manage all the local controllers

to form a three-layer architecture: global administrator, clusters network-
ing, and local accessing layers. The global administrator runs on a server
to create and store event topic trees, event schemes, security policies,
settings configuring, and performance strategies. The key function is to
construct a topology for event streams in the middleware.

(2) In the clusters networking layer, SDN controllers maintain the
clusters, update the link states, advertise subscriptions, compute event
routes, and install flow tables on SDN switches. SDN switches forward
event flows by the installed flow tables. The key function of controllers
is to store authorization credentials and encode policies and attributes
into flow entries on SDN switches.

(3) The local accessing layer runs on clients including publishers and
subscribers, which provides the clients local interfaces to read and write
events, i.e., locally accessing to the publish/subscribe middleware.

Each flow can define any content used to match against the event
header fields, such as VLAN tags or IP address [39,40]. In this paper, we

assume that the publish/subscribe middleware will manage flows with 
their matching fields corresponding to IP-Multicast addresses [28]. An 
IPv6 destination address is used to encode the topic name, event priority, 
and authorization policy, illustrated in Fig. 3. How to encode topic trees 
can be referred to our previous work [28].

If the IP destination address of events is not matched against the 
policy field of the flow entries, the events will be discarded; otherwise 
the events are forwarded to the switch’s specific ports that an authorized 
subscriber/node is connected to.

In this paper, we only assume that our underlying SDN network 
is semi-honest, honestly executing given protocols but arbitrarily leaking 
sensitive information in the protocols, without assuming a special secure 
SDN.

3.2. Attribute-based policy representation

In this paper, we adopt an attribute-based access control model [41], 
because peer-to-peer attribute matching is appropriate for the pub-
lish/subscribe middleware with decoupling interaction paradigms. An 
authorization policy for events is made based on attributes. We then 
use an access tree to represent an attribute-based authorization policy 
and define what attributes satisfy the policies.
Access Structure. Let {𝑆1, 𝑆2, … , 𝑆𝑛} be a set of subjects. A collection 
𝛬 ⊆ 2{𝑆1 , 𝑆2 , …, 𝑆𝑛} is monotone, when, for any two sets 𝐵, 𝐶, 𝐵 ∈ 𝛬, 𝐵 ⊆ 𝐶 
results in 𝐶 ∈ 𝛬. A monotone access structure 𝛺 will be a monotone 
collection of non-empty subsets in 𝛬 ⊆ 2{𝑆1 , 𝑆2 , …, 𝑆𝑛}. The sets belonging to 
𝛺 will be called the authorized sets, and the sets that are not in 𝛺 will be 
called the unauthorized sets.
Access Tree. We assume 𝑇 is an AND/OR tree which is an access structure. 
Each non-leaf node of 𝑇 will be a threshold gate that is specified by a 
threshold value and its children. The number of the children of a node
𝑥 is denoted by 𝑛𝑢𝑚𝑥, and the threshold value is denoted by 𝑘𝑥 with 
0 < 𝑘𝑥 ≤ 𝑛𝑢𝑚𝑥. If 𝑘𝑥 = 1, then the threshold gate is an OR gate. If 
𝑘𝑥 = 𝑛𝑢𝑚𝑥, then the threshold gate is an AND gate. Each leaf node of 𝑇 
will be specified by an attribute and a threshold value 𝑘𝑥 = 1.

The parent of node 𝑥 in 𝑇 will be denoted by 𝑝𝑎𝑟𝑒𝑛𝑡(𝑥), and its 
attribute will be denoted by 𝑎𝑡𝑡𝑟(𝑥) if it is a leaf node. All the children 
of a node can be ordered, and the order number of 𝑥 will be denoted by 
𝑖𝑛𝑑𝑒𝑥(𝑥).
Satisfying an access tree. We assume that 𝑇 is an AND/OR tree with a 
root 𝑟. 𝑇𝑥 is a sub-tree of 𝑇 rooted at 𝑥. When a set of attributes 𝛾 will 
satisfy the access tree 𝑇𝑥, it will be denoted by 𝑇𝑥(𝛾) = 1. For a leaf node 𝑥 
of 𝑇 , 𝑇𝑥(𝛾) = 1 when 𝑎𝑡𝑡𝑟(𝑥) ∈ 𝛾. For a non-leaf node 𝑥 of 𝑇 , 𝑇𝑥(𝛾) = 1 
when its at least 𝑘𝑥 children will return 1 during the evaluation on whether 
𝑇𝑥′ (𝛾) = 1 for its each child 𝑥′.

In order to encode an authorization policy into a secret policy 
representation, i.e., one non-structure plain bit string, we model this policy 
representation scheme: making an authorization policy by an access 
tree, i.e., an initialization algorithm; issuing authorization credentials 
according to the users’ attributes and the access tree, i.e., an authorization 
algorithm; generating a secret policy representation, i.e., an algorithm 
generating the representation; and reconstructing the secret policy rep-
resentation by the users’ authorization credentials, i.e., an algorithm 
reconstructing the representation; where the policy matching means that 
the policy representation reconstructed by the users is equal to the policy 
representation from the issuer, i.e., being authorized.

Definition 1 (Attribute-based Policy Representation Model: AP2M).

1. Setup. For the universe attributes 𝜇 = {1, 2,… , 𝑛}, the algorithm
generates a private scheme parameter 𝑝𝑟𝑃𝑎𝑟 and a public param-
eter 𝑝𝑏𝑃𝑎𝑟.

2. Initialization. For an event topic 𝑡𝑝, the publisher 𝑖 generates
an access tree 𝑇𝑖,𝑡𝑝 as the authorization policy, and the scheme
parameters, where an actual secret 𝛼𝑖,𝑡𝑝 is also generated with
respect to the access tree.
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Fig. 3. IPv6 destination address embedding topic name and policy.

3. Authorization. Given a user’s attributes 𝛾, the publisher 𝑖 gener-
ates a set of authorization credentials 𝑐𝑟𝑒𝑆, if 𝛾 satisfies 𝑇𝑖,𝑡𝑝. 𝑐𝑟𝑒𝑆
can be split to two parts: one for topic, the other for the user.

4. GeneratingRepresentation. Given the access tree 𝑇𝑖,𝑡𝑝 and a
time period, the publisher 𝑖 chooses a random number, and
generates a secret policy representation 𝑑𝐶𝑟𝑒 and a public param-
eter 𝑝𝑎𝑟 with respect to the presentation, called a representation
parameter.

5. ReconstructingRepresentation. Given the public parameter
𝑝𝑏𝑃𝑎𝑟 and the presentation parameter 𝑝𝑎𝑟, users can reconstruct
the secret policy representation 𝑑𝐶𝑟𝑒 according to their autho-
rization credentials 𝑐𝑟𝑒𝑆.

Definition 2 (Selective Attribute Set Security Game [41]).
Init. The adversary chooses the set of attributes, 𝛾, that he will be
challenged on.
Setup. The challenger invokes the Setup algorithm in Definition 1 to
generate public parameters sent to the adversary.
Phase 1. The adversary launches queries for secrets for access structures
that 𝛾 does not belong to.
Challenge. The adversary will submit two time periods 𝑚0, 𝑚1. The
challenger will flip a coin 𝑏, and then uses 𝑚𝑏 with 𝛾. The policy
representation will be given to the adversary.
Phase 2. The adversary launches queries for secrets for access structures
that 𝛾 does not belong to.
Guess. The adversary will guess 𝑏 and return a bit.

4. Policy-driven publish/subscribe topology for multiple topics

The work of [16] reported a method to construct the overlay
topology for multiple topics in a publish/subscribe middleware. The
constructed topology is trustful for publishers to disseminate confi-
dential information. The topology construction of publish/subscribe
middlewares over SDNs, however, has different requirements for access
control, as follows:

(1) From the perspective of the physical topology of SDN net-
works, sensitive events may be disseminated through the pub-
lish/subscribe nodes which do not have rights to read them [16–
18,42], although they pass through the trusted nodes in an
overlay topology. It is desirable that, from all the perspectives,
the number of the unauthorized nodes be minimal in a con-
structed topology that connects together all the subscribers and
publishers.

(2) One node may cross multiple event streams with different au-
thorizations: authorized in some streams but unauthorized in the
others. How to use extra nodes outside all the streams to form
connected sub-graphs is important. A criterion is to maximize
common node numbers among streams without violating any
policy. Anyway, the event routing cost should also be minimized.

4.1. Problem statement

We try to construct a connected topology that unauthorized nodes
are excluded so that events are disseminated without being visited by
adversaries. In addition, the event delivery cost is also minimal on the
constructed topology. We then formally define it.

We assume that 𝐺 = (𝑉 , 𝐸) is an undirected graph representing
the SDN network, where 𝑉 = {𝑣𝑖|1 ≤ 𝑖 ≤ 𝑛} is considered as the set of
𝑛 nodes, and 𝐸 = {𝑒𝑗 |1 ≤ 𝑗 ≤ 𝑚} is considered as the set of 𝑚 communi-
cation links connecting them. Let 𝑐𝑗 be the communication cost of link
𝑒𝑗 .

Assume there exist 𝑟 event streams for 𝑟 topics that are subscribed by
some of the nodes in 𝑉 . We use 𝑊 = {𝑤𝑘|1 ≤ 𝑘 ≤ 𝑟} to denote the set
of 𝑟 event streams. Let 𝑆𝑘 be the set of the publisher nodes that publish
𝑤𝑘 and 𝐷𝑘 for the set of nodes that subscribe the event stream 𝑤𝑘. We
use |𝑆𝑘| and |𝐷𝑘| to denote the cardinality of 𝑆𝑘 and 𝐷𝑘, respectively,
where |𝑆𝑘| ≥ 1, |𝐷𝑘| ≥ 1, 1 ≤ 𝑘 ≤ 𝑟. Let 𝛿𝑘 = (𝑤𝑘, 𝑆𝑘, 𝐷𝑘) denote as
the multicast of 𝑤𝑘, and 𝑐𝑜𝑠𝑡(𝛿𝑘) as the total communication cost of the
multicast.

Definition 3 (AC-TC-SDN). The construction problem of a connected
topology for topics to satisfy access control requirements in a pub-
lish/subscribe middleware over SDN networks, called AC-TC-SDN, is
defined as follows:

Given a SDN network 𝐺 = (𝑉 , 𝐸), a set of event streams 𝑊 =
{𝑤𝑘|1 ≤ 𝑘 ≤ 𝑟} with multicasts 𝛿𝑘 = (𝑤𝑘, 𝑆𝑘, 𝐷𝑘), 1 ≤ 𝑘 ≤ 𝑟, the goal of
AC-TC-SDN is to find a series of connected sub-graphs (or one sub-graph)
𝐹𝑘 = (𝑉𝑘 = {𝑣𝑘,𝑖|1 ≤ 𝑖 ≤ 𝑛𝑘}, 𝐸𝑘 = {𝑒𝑘,𝑗 |1 ≤ 𝑗 ≤ 𝑚𝑘}), 1 ≤ 𝑘 ≤ 𝑟 with 𝑐𝑘,𝑖
denoting the cost of a link 𝑒𝑘,𝑖 ∈ 𝐸𝑘, for each multicast 𝛿𝑘, such that:

(1) minimize(|
⋃𝑟

𝑘=1(𝑉𝑘 − 𝑆𝑘 ∪𝐷𝑘)|);
(2) minimize(

∑𝑟
𝑘=1 cost(𝐹𝑘)|cost(𝐹𝑘) =

∑𝑚𝑘
𝑗=1 𝑐𝑘,𝑗 ).

The problem of AC-TC-SDN is to minimize the node number out of all
the event stream multicasts, and the connection cost of the constructed
topology.

Theorem 1. AC-TC-SDN is NP-hard.

Proof. For the goal: minimize(|
⋃𝑟

𝑘=1(𝑉𝑘 − 𝑆𝑘 ∪𝐷𝑘)|), we can assign each
link by the same cost such as 1, in the event stream 𝛿𝑘, when the link
is not (𝑣𝑘,𝑖, 𝑣𝑘,𝑗 ), 𝑣𝑘,𝑖, 𝑣𝑘,𝑗 ∈ (𝑆𝑘 ∪𝐷𝑘), and the cost on other links is less
than 1∕(|𝑉 | − 1).

Then, finding the minimal number of nodes outside of (𝑆𝑘 ∪ 𝐷𝑘) to
connect all the nodes in (𝑆𝑘 ∪𝐷𝑘) is equal to finding a Steiner tree [43]
for (𝑆𝑘 ∪𝐷𝑘) in 𝐺.

According to [44,45], the Steiner tree problem is NP-hard. Then AC-
TCO-SDN is NP-hard when multiple Steiner trees should be found in
𝐺 with maximizing their common parts. In addition, minimizing the
communication cost further complicates the computation.

4.2. Solving AC-TC-SDN

From the perspective of the physical topology of SDN networks,
SDN network nodes are classified into three groups: authorized nodes,
unauthorized nodes, and non-determinative nodes. An event stream
𝛿𝑘 = (𝑤𝑘, 𝑆𝑘, 𝐷𝑘) also represents the authorization for event topic 𝑡𝑜𝑝𝑖𝑐𝑘,
i.e., all the nodes in 𝐷𝑘 having rights to read events with 𝑡𝑜𝑝𝑖𝑐𝑘, published by
𝑆𝑘. For all the nodes that have no rights to read events with 𝑡𝑜𝑝𝑖𝑐𝑘, we use
𝑉 (𝑆𝑘) to denote the node set. 𝑉 (𝑠), 𝑠 ∈ 𝑉 indicates the nodes that have
no rights to read the events published by the node 𝑠. 𝑉 −(𝑆𝑘∪𝐷𝑘)−𝑉 (𝑆𝑘)
indicates the non-determinative node set that is not explicitly authorized
or unauthorized. A non-determinative node can be used as an extra node
to connect 𝑆𝑘, 𝐷𝑘.
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In order to reduce extra nodes in a multicast tree for the event
stream, the links between the non-publishers and the non-subscribers
are attached by a large cost, such as the production of the maximal cost
on all the edges and the maximal length of the paths in the graph. In
this case, the shortest path will be computed by preferentially selecting
the links between the publishers and subscribers.

For the SDN network 𝐺 = (𝑉 , 𝐸), the maximal link cost is de-
noted by 𝑐𝑚𝑎𝑥 and the maximal length of paths is denoted by 𝑙𝑒𝑛𝑚𝑎𝑥
such as |𝑉 | − 1. For the event stream 𝛿𝑘 = (𝑤𝑘, 𝑆𝑘, 𝐷𝑘), we then
compute the shortest paths between nodes in 𝑆𝑘 ∪𝐷𝑘, where 𝐷[𝑠, 𝑑]
is used to denote the cost of the path from a node 𝑠 to 𝑑. The cost
𝐷[𝑣𝑖, 𝑣𝑗 ] from a node 𝑣𝑖 ∈ 𝑉 to another node 𝑣𝑗 ∈ 𝑉 is initialized-
𝐼𝑛𝑖𝑡𝑖𝑎𝑙𝑖𝑧𝑎𝑡𝑖𝑜𝑛(𝐺, 𝑆𝑘, 𝐷𝑘, {𝐷[𝑣𝑖, 𝑣𝑗 ]|𝑣𝑖, 𝑣𝑗 ∈ 𝑉 }):

𝐷[𝑣𝑖, 𝑣𝑗 ] =

⎧

⎪

⎪

⎪

⎪

⎨

⎪

⎪

⎪

⎪

⎩

𝑐𝑖,𝑗 , ∃𝑒𝑖𝑗 , 𝑣𝑖, 𝑣𝑗 ∈ (𝑆𝑘 ∪𝐷𝑘)

𝑐𝑖,𝑗 ← 𝑙𝑒𝑛𝑚𝑎𝑥 ∗ 𝑐𝑚𝑎𝑥 + 𝑐𝑖,𝑗 ,∃𝑒𝑖𝑗 ,

(𝑣𝑖 ∉ (𝑆𝑘 ∪𝐷𝑘) 𝑜𝑟 𝑣𝑗 ∉ (𝑆𝑘 ∪𝐷𝑘))

0, 𝑖𝑓 𝑖 = 𝑗

∞, 𝑜𝑡ℎ𝑒𝑟𝑤𝑖𝑠𝑒.

After the shortest paths between 𝑆 and 𝐷 have been computed with
links between nodes in 𝑆 ∪𝐷 being preferentially selected whilst unau-
thorized nodes being excluded, the fast algorithm for Steiner trees [46]
can be used to compute the expected topology, as in Algorithm 2.

Event routing paths can be rapidly built on the constructed topology
such as extracting one event stream tree from the multicast forest.
The constructed topology will maximize the number of common nodes
among all the event streams besides adding extra nodes.

This topology construction scheme is carried out on the global
server/administrator of SDNs, which costs at most the time of
O(|

∑𝑟
𝑘=1 𝑆𝑘 ∪𝐷𝑘| |𝑉 |

2). The communication optimization of our method
can be discussed based on the fast algorithm shown in [46].

To avoid the over-usage of one link, some integer programming
algorithms [47] can be used to compute the shortest path, i.e., revising
Line 5 in Algorithm 1.

5. Access control based on SDNs’ matching capabilities

Subscribers receive events from the publish/subscribe middleware,
and do not directly access to the publishers. A publisher does not
know who reads its published events. The access control of the events
published by the publishers will be anonymous and indirect. In our
solution, the publishers will produce authorization policies and issue
authorization credentials to the subscribers; and the middleware will
decide whether or not it delivers the events to the subscribers according
to the publisher’s authorization policies, i.e., enforcing the authorization.
Accesses to the middleware resources such as registering to the network
will be managed by the middleware, which can be combined with the
one of reading/writing events, and is not further discussed in this paper.

Our flow matching based access control consists of two schemes:
policy matching and resisting against collusion attacks. In the policy
matching scheme, the matching between authorization policies and
users’ attributes is assumed by the matching between the flow entries in
SDN switches and event headers, i.e., the users’ attributes corresponding
to flow entries in the SDN switches connected to the users. In the scheme of
resisting against collusions, a two-party secret sharing is carried out to
secretly encode authorization policies into the flow entries for defeating
malicious SDN controllers and subscribers.

Each subscriber is connected to its local switch and controller, which
are treated as the home broker of delivering events, regarding the local
SDN controller as a home controller, and the SDN switch as a home switch.

5.1. Policy matching by flow tables

The policy matching scheme is illustrated in Fig. 4, and the involved
notations are listed in Table 1. A subscriber 𝑗 registers to its home
controller in order to access to the resources of the publish/subscribe
middleware, and authenticates to a publisher 𝑖 to obtain authorization
credentials to read events with topic 𝑡𝑝. The controller stores these
authorization credentials of 𝑗, issued by the publisher 𝑖. The controller
can use these authorization credentials and public parameters from the
publisher 𝑖 to compute the secret policy representation, encoded into the
policy field of flow entries shown in Fig. 3 as users.
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Fig. 4. Policy matching.

Table 1
Notations.

Notation Meaning Notation Meaning

𝛼𝑖,𝑡𝑝 Secret value for 𝑡𝑝 𝑐𝑟𝑒𝑆 Authorization credentials
𝑇𝑖,𝑡𝑝 An access tree for 𝑡𝑝 𝑑𝐶𝑟𝑒 Secret policy representation
𝛾 Subscriber attributes 𝑝𝑎𝑟 Public parameter of 𝑑𝐶𝑟𝑒
ℎ𝑎𝑠ℎ Hash function 𝑚𝑎𝑠𝑘 The mask of matching field

Fig. 4 includes two stages: authorization stage and policy enforce-
ment stage. At the authorization stage, a subscriber 𝑗 requests the
publisher to authorize reading events with topic 𝑡𝑝. For the event topic 𝑡𝑝
attached by an access tree 𝑇𝑖,𝑡𝑝, the publisher 𝑖 invokes the Initialization
algorithm in AP𝟐M (shown in Section 3) to initialize parameters and
contexts. When it gives authorization to the subscriber 𝑗 according to
𝑗’s attributes 𝛾, the publisher 𝑖 invokes the Authorization algorithm in
AP𝟐M to issue authorization credentials to 𝑗: 𝑐𝑟𝑒𝑆, which are stored in
the home controller of 𝑗.

At the policy enforcement stage, the publisher 𝑖 invokes the Generat-
ingRepresentation algorithm in AP𝟐M, which outputs the secret policy
representation 𝑑𝐶𝑟𝑒 for this new time period, and the representation
parameter 𝑝𝑎𝑟 with respect to 𝑑𝐶𝑟𝑒. The publisher 𝑖 will publish 𝑝𝑎𝑟,
which is stored and used by the home controller of 𝑗 to compute
the secret policy representation 𝑑𝐶𝑟𝑒. That is to say, the publisher 𝑖
directly generates 𝑑𝐶𝑟𝑒, and the home controller of 𝑗 computes the
same 𝑑𝐶𝑟𝑒 according to the authorization credentials 𝑐𝑟𝑒𝑆 and the
public parameter 𝑝𝑎𝑟. The ‘‘secret’’ word in the term of secret policy
representation means that the policy representation 𝑑𝐶𝑟𝑒 is only known
by the publisher 𝑖 and the home controller of 𝑗 (we further protect
the policy representation in the next section to resist against malicious
controllers).

The controller will update the mask of the policy matching field in
the flow entries of the home SDN switch (shown in Fig. 3) according
to Algorithm 4. The mask update of the flow entries is periodically
performed, while the events are published on demand. When it publishes
an event with topic 𝑡𝑝, the publisher 𝑖 invokes Algorithm 3 to compute
the policy matching field in the event header. Statement 1 indicates
that the home SDN switch can correctly deliver events with topic 𝑡𝑝 to
the subscriber 𝑗 if the attributes of 𝑗 satisfy the access tree of 𝑖, i.e.,𝑗
having been authorized.

Statement 1. If the policy matching field 𝑓𝑒𝑝 in the flow entry and
the last policy matching field 𝑝𝑚𝑓 ′ in the event headers are ones (such
as ‘‘1111111111’’) in the first period, then the events can be matched
against the flow entry for an authorized subscriber.

Proof. In the first period, the masked policy matching field in the flow
entry is 𝑓𝑒𝑝⊗𝑚𝑎𝑠𝑘 = ℎ𝑎𝑠ℎ(𝑑𝐶𝑟𝑒), and the policy matching field in event
headers is 𝑝𝑚𝑓 ′ ⊗ 𝑡𝑚𝑝 = ℎ𝑎𝑠ℎ(𝑑𝐶𝑟𝑒). That is to say, they are matched.
In addition, 𝑓𝑒𝑝 and 𝑝𝑚𝑓 ′ are updated with 𝑓𝑒𝑝 = 𝑚𝑎𝑠𝑘 = ℎ𝑎𝑠ℎ(𝑑𝐶𝑟𝑒)
and 𝑝𝑚𝑓 ′ = 𝑡𝑚𝑝 = ℎ𝑎𝑠ℎ(𝑑𝐶𝑟𝑒), i.e., 𝑓𝑒𝑝 = 𝑝𝑚𝑓 ′.

In other periods, they are matched if ReconstructingRepresenta-
tion in AP𝟐M can correctly compute the secret policy representation,
where 𝑝𝑚𝑓 ′ ⊗ 𝑡𝑚𝑝 = 𝑝𝑚𝑓 ′ ⊗ ℎ𝑎𝑠ℎ(𝑑𝐶𝑟𝑒), 𝑚𝑎𝑠𝑘 ⊗ 𝑓𝑒𝑝 = ℎ𝑎𝑠ℎ(𝑑𝐶𝑟𝑒) ⊗
𝑓𝑒𝑝, and 𝑓𝑒𝑝 = 𝑝𝑚𝑓 ′, i.e., the masked policy matching field in the flow
entry is equal to the policy matching field in the event headers.
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Fig. 5. The part A of protocol 𝛯.

5.2. Resisting against collusion attacks

The publisher may not completely trust the publish/subscribe mid-
dleware and the SDN network, and does not give all the authorization
credentials to controllers, i.e., against the malicious controllers. In addi-
tion, it may also expect to resist against eavesdropping events. That is,
we should enhance the above scheme, and the enhanced scheme will
work together with a confidentiality mechanism to provide the end-to-
end encryption of events.

In order to enhance the above scheme, we split authorization
credentials into two parts: one part corresponding to a topic and the
other part corresponding to a subscriber. The former is still stored at
the home controllers, which can be used to compute one part of the
secret policy representation. The latter is stored at the accessing layer
of the subscriber, i.e., being transparent to subscribers, which can be
used to compute the other part of the secret policy representation. The
subscriber and its home controller can collaborate to compute the policy
matching field in SDN switches without disclosing the secret policy
representation.

For achieving the above objectives, we use a two-party protocol
between a subscriber (including its accessing layer for cryptographic
operations) and its home controller to secretly compute the policy
matching field. We adopt a homomorphic encryption scheme as the
basic confidentiality mechanism [48–50], and a homomorphic hash
function [51–54] is used as the two-party computation operation. The
two-party computation protocol 𝛯 of a secret is illustrated in Figs. 5–6,
which includes a part 𝐴 shown in Fig. 5, and the other part 𝐵 shown in
Fig. 6.

In the protocol 𝛯, the home controller computes its part 𝑑𝐶𝑟𝑒.𝑡𝑝 of
the secret policy representation according to its stored authorization
credentials (𝑐𝑟𝑒𝑆.{𝐷𝑥}) and the public parameter 𝑝𝑎𝑟. 𝑑𝐶𝑟𝑒.𝑡𝑝 is then
encrypted: 𝑒𝑛𝑐𝑟𝑦𝑝𝑡(𝑑𝐶𝑟𝑒.𝑡𝑝) under the public key of the publisher, and
𝑒𝑛𝑐𝑟𝑦𝑝𝑡(𝑑𝐶𝑟𝑒.𝑡𝑝) is sent to the subscriber’s accessing layer.

The subscriber’s accessing layer computes its part 𝑑𝐶𝑟𝑒.𝑠𝑢𝑏𝑐𝑟𝑖𝑏𝑒𝑟 of
the secret policy representation according to its stored authorization
credentials (𝑐𝑟𝑒𝑆.{𝐷′

𝑦}) and the public parameter 𝑝𝑎𝑟. 𝑑𝐶𝑟𝑒.𝑠𝑢𝑏𝑐𝑟𝑖𝑏𝑒𝑟
is hashed: ℎ𝑎𝑠ℎ(𝑑𝐶𝑟𝑒.𝑠𝑢𝑏𝑐𝑟𝑖𝑏𝑒𝑟), and ℎ𝑎𝑠ℎ(𝑑𝐶𝑟𝑒.𝑠𝑢𝑏𝑐𝑟𝑖𝑏𝑒𝑟) is sent to the
home controller.

There are two equations in the protocol:

𝑒𝑛𝑐𝑟𝑦𝑝𝑡(𝑑𝐶𝑟𝑒) = 𝑒𝑛𝑐𝑟𝑦𝑝𝑡(𝑑𝐶𝑟𝑒.𝑡𝑝) ⋅ 𝑒𝑛𝑐𝑟𝑦𝑝𝑡(𝑑𝐶𝑟𝑒.𝑠𝑢𝑏𝑠𝑐𝑟𝑖𝑏𝑒𝑟)

𝑎𝑛𝑑 ℎ𝑎𝑠ℎ(𝑑𝐶𝑟𝑒) = ℎ𝑎𝑠ℎ(𝑑𝐶𝑟𝑒.𝑡𝑝) ⋅ ℎ𝑎𝑠ℎ(𝑑𝐶𝑟𝑒.𝑠𝑢𝑏𝑐𝑟𝑖𝑏𝑒𝑟).

In the above two-party computation protocol, there is an implicit
authentication channel, which is underlying to identify the controller
and the subscriber. When it is encrypted or hashed, the policy represen-
tation is not disclosed to the subscriber’s accessing layer and the home
controller.

Given this secret sharing mechanism provided by the two-party
protocol, we can enhance the policy matching scheme in the above
section to resist against collusions and to provide confidentiality. It is
illustrated in Fig. 7.

Fig. 6. The part B of protocol 𝛯.

In Fig. 7, authorization credentials are split into two parts during the
authorization stage. The two-party protocol is carried out periodically,
which provides one secret policy representation in one period. During
the enforcement stage, the publisher embeds the secret policy represen-
tation 𝑑𝐶𝑟𝑒 into the event’s ciphertext 𝑐 = 𝑒𝑛𝑐𝑟𝑦𝑝𝑡(𝑒) by homomorphic
addition, i.e., 𝑐 = 𝑒𝑛𝑐𝑟𝑦𝑝𝑡(𝑒 + 𝑑𝐶𝑟𝑒), where 𝑒𝑛𝑐𝑟𝑦𝑝𝑡() is a homomorphic
encryption function.

The local accessing layer of the publish/subscriber middleware
carries out the homomorphic operations to remove the embedded
secret policy representation by its stored 𝑒𝑛𝑐𝑟𝑦𝑝𝑡(𝑑𝐶𝑟𝑒) with ciphertext
converting. That is, 𝑐′ = 𝑐 − 𝑒𝑛𝑐𝑟𝑦𝑝𝑡(𝑑𝐶𝑟𝑒) = 𝑒𝑛𝑐𝑟𝑦𝑝𝑡(𝑒 + 𝑑𝐶𝑟𝑒) −
𝑒𝑛𝑐𝑟𝑦𝑝𝑡(𝑑𝐶𝑟𝑒) = 𝑒𝑛𝑐𝑟𝑦𝑝𝑡(𝑒). 𝑐′ is delivered to the subscriber.

The subscriber uses its private key to decrypt 𝑐′ to recover the event
𝑒. The policy matching between the event header and the flow entries
is carried out as in the policy matching scheme in the above section.

Although there are similarities between ours and that of [50], the
differences are:
(1) The access tree in our method provides more expressiveness for
authorization policies and their matching, while the work of [50]
only allowed linear policy structure, i.e., attribute conjunctions without
disjunctions and their mixtures.
(2) The access control functions in our method are separated from
the encryption scheme with the ability to integrate them together on
demand (e.g. flow-based authorization enforcement on switches work-
ing with independent encryption on clients in Fig. 7), which provides
flexibility for deploying security mechanisms.
(3) The policy matching in our method is carried out by SDN switches,
i.e., making matching between flow entries and event headers as the policy
matching.
(4) The key difference is that our solution can resist against the
collusions of the corrupted subscribers and home brokers, i.e., unable
to get events sent to uncorrupted subscribers by using the colluded
credentials.

5.3. Policy representation scheme

The work of [41] presented an attribute-based encryption scheme ℜ
by access trees, but it cannot be directly used in our work because the
policy representation scheme has different requirements:

(1) It should support splitting authorization credentials and secret
sharing (discussed in Section 5.2), which is not considered and
supported by ℜ.

(2) It is not desired that the publish/subscribe middleware always
carry out expensive encryption operations on each event for
enforcing authorization, and the matching capabilities of SDN
switches be used to efficiently match authorization policies
against the subscribers’ attributes. That is, we should represent
a complex authorization policy as a short bit string in the flow
tables and event headers, which is not computed for each event
but periodically or policy-change-driven.
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Fig. 7. Access control solution.

Fig. 8. Extra nodes for different node degrees.

Fig. 9. Unauthorized node affection at different publisher/subscriber percent 𝑚∕𝑛 and different node degrees.

(3) When event confidentiality is needed, it is desired that any
encryption schemes be combined with the policy representation
scheme, and encryption operations be carried out by the clients.

The complete description of the attribute-based policy represen-
tation scheme 𝛱 is presented in Appendix 1. In Definition 4, as a
comparison and for comprehensibility, we describe our scheme 𝛱 over
parts of the encryption scheme ℜ shown in [41] (Section 4.2 in [41]),
where there are four algorithms in ℜ: Setup, KeyGeneration, Encryption,
and Decryption.

Let 𝐺1, 𝐺2 be two multiplicative cyclic groups with prime order 𝑝. Let
𝑔 be one generator of 𝐺1 and 𝑒̇ be a bilinear map, 𝑒̇∶ 𝐺1 ×𝐺1 → 𝐺2. We
define the Lagrange coefficient 𝛥s,𝑆 for 𝑠 ∈ 𝑍𝑝 and the set 𝑆 of elements
in 𝑍𝑝 [41]: 𝛥𝑠,𝑆 (𝑐) =

∏

𝑡∈𝑆,𝑡≠𝑠
𝑐−𝑡
𝑠−𝑡 .

Definition 4 (Attribute-based Policy Representation Scheme 𝛱).

1. Setup. For the universe attributes 𝜇 = {1, 2,… , 𝑛}, the algorithm
randomly chooses a number 𝑙𝑠 ∈ 𝑍𝑝 for each 𝑠 ∈ 𝜇. The algorithm

Setup in ℜ can be invoked to generate public parameters 𝑝𝑏𝑃𝑎𝑟
𝐿1 = 𝑔𝑙1 , 𝐿2 = 𝑔𝑙2 , … , 𝐿𝑛 = 𝑔𝑙𝑛 ,𝑌 = 𝑒̇(𝑔, 𝑔); with private parame-
ters 𝑝𝑟𝑃𝑎𝑟 𝑙1, … , 𝑙𝑛.

2. Initialization. For an event topic 𝑡𝑝, the publisher 𝑖 makes an access
tree 𝑇𝑖,𝑡𝑝, and prepares a secret random value 𝛼𝑖,𝑡𝑝 for the root node
of 𝑇𝑖,𝑡𝑝, i.e., the secret 𝛼𝑖,𝑡𝑝 corresponding to 𝑇𝑖,𝑡𝑝 as the secret base
of policy presentation.

3. Authorization. Given a user 𝑗’s attributes 𝛾, the publisher 𝑖 will
make another access tree 𝑇𝑖,𝑡𝑝,𝑗 for 𝑗 (i.e., 𝛾 satisfying 𝑇𝑖,𝑡𝑝,𝑗),
generate a secret random value 𝛽𝑖,𝑡𝑝,𝑗 , and prepare 𝛼𝑖,𝑡𝑝𝛽𝑖,𝑡𝑝,𝑗 for
the root node of 𝑇𝑖,𝑡𝑝,𝑗 .
(a) The publisher 𝑖 invokes the KeyGeneration algorithm in ℜwith
𝛾 and 𝑇𝑖,𝑡𝑝,𝑗 as the input, which outputs 𝐷′

𝑦 = 𝑔𝑞𝑦(0)∕𝑙𝑠 for each leaf
node 𝑦 in the tree 𝑇𝑖,𝑡𝑝,𝑗 .
(b) The publisher 𝑖 invokes the KeyGeneration algorithm in ℜ
with 𝛾 and 𝑇𝑖,𝑡𝑝 as the input, which outputs 𝐷𝑥 = 𝑔(𝑞𝑥(0)−𝑞𝑥(0)𝛽𝑖,𝑡𝑝,𝑗 )∕𝑙𝑠
for 𝑇𝑖,𝑡𝑝’s leaf node 𝑥 with the node attribute in 𝛾.
Then, 𝑐𝑟𝑒𝑆 = {{𝐷𝑥}, {𝐷′

𝑦}}.
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Fig. 10. Delay and loss rate at different event publishing speeds.

Fig. 11. Deployment environment.

4. GeneratingRepresentation. Given the access tree 𝑇𝑖,𝑡𝑝 and a time
period, the publisher 𝑖 chooses a random number 𝑟 for this period,
and partially invokes the Encryption algorithm ℜ only to compute
𝑐′𝑘 = (𝐿𝑘)𝑟 = 𝑔𝑟𝑙𝑘 for each leaf in 𝑇𝑖,𝑡𝑝 without encrypting messages.
The publisher 𝑖 obtains the public parameter set 𝑝𝑎𝑟 = {𝑐′𝑘} of
secret policy representation, which is published. The secret policy
representation is 𝑑𝐶𝑟𝑒 = 𝑒̇(𝑔, 𝑔)𝑟𝛼𝑖,𝑡𝑝 = 𝑌 𝑟𝛼𝑖,𝑡𝑝 , which is not directly
published.

5. ReconstructingRepresentation. When the public parameter 𝑝𝑏𝑃𝑎𝑟,
representation parameter 𝑝𝑎𝑟, and authorization credentials
𝑐𝑟𝑒𝑆 = {{𝐷𝑥}, {𝐷′

𝑦}} are given, the secret policy representation
can be computed as follows:

(a) When the 𝐷𝑒𝑐𝑟𝑦𝑝𝑡𝑖𝑜𝑛𝑁𝑜𝑑𝑒 function in the Decryption al-
gorithm of ℜ is invoked with {𝐷𝑥}, 𝑇𝑖,𝑡𝑝, and 𝑝𝑎𝑟 as input,
𝑅𝑇 _𝑇𝑖,𝑡𝑝(𝑟𝑜𝑜𝑡) = 𝑌 𝛼𝑖,𝑡𝑝𝑟−𝛼𝑖,𝑡𝑝𝛽𝑖,𝑡𝑝,𝑗 𝑟 is output.

(b) When the 𝐷𝑒𝑐𝑟𝑦𝑝𝑡𝑖𝑜𝑛𝑁𝑜𝑑𝑒 function in the Decryption algo-
rithm of ℜ is invoked with {𝐷′

𝑦}, 𝑇𝑖,𝑡𝑝,𝑗 , and 𝑝𝑎𝑟 as input,
𝑅𝑇 _𝑇𝑖,𝑡𝑝,𝑗 (𝑟𝑜𝑜𝑡) = 𝑌 𝛼𝑖,𝑡𝑝𝛽𝑖,𝑡𝑝,𝑗 𝑟 is output.

(c) The secret policy representation is then computed: 𝑅𝑇 =
𝑅𝑇 _𝑇𝑖,𝑡𝑝(𝑟𝑜𝑜𝑡) ⋅ 𝑅𝑇 _𝑇𝑖,𝑡𝑝,𝑗 (𝑟𝑜𝑜𝑡) = 𝑌 𝑟𝛼𝑖,𝑡𝑝 .

The differences between our scheme 𝛱 and the encryption scheme
ℜ reported in [41] are as follows:

(1) Private keys. In ℜ, there is one set of private keys corresponding
to the user’s attributes, while, in 𝛱 , there are two sets of private
keys: one corresponding to a publisher’s topic issued to SDN
controllers, and the other corresponding to the subscriber issued
to the subscriber itself. This results in secret sharing in 𝛱 , i.e.,
computing the sharing secret 𝑌 𝑟𝛼𝑖,𝑡𝑝 .

(2) Ciphertexts. In 𝛱 ,GeneratingRepresentation and Reconstructin-
gRepresentation together output a special ciphetext 𝑐 =
(𝛾, {𝑐𝑖 = 𝐿𝑟

𝑖}𝑖∈𝛾 , 𝑌̇ 𝑟−𝑟𝛽𝑖,𝑡𝑝,𝑗 𝑜𝑟 𝑌̇ 𝑟𝛽𝑖,𝑡𝑝,𝑗 ), where 𝑟 is a random number
for the current time period, {𝑐𝑖 = 𝐿𝑟

𝑖} is computed and published
by the publisher (using GeneratingRepresentation), the third
element in 𝑐 can be 𝑌̇ 𝑟−𝑟𝛽𝑖,𝑡𝑝,𝑗 computed by SDN controllers (using
ReconstructingRepresentation) or 𝑌̇ 𝑟𝛽𝑖,𝑡𝑝,𝑗 computed by the sub-
scriber (using ReconstructingRepresentation), and 𝑌̇ 𝑟 = 𝑌 𝑟𝛼𝑖,𝑡𝑝 is
a sharing secret between the controller and subscriber. In ℜ, the
output ciphertext is 𝑐 = (𝛾, 𝑐′ = 𝑚𝑌̇ 𝑟, {𝑐𝑖 = 𝐿𝑟

𝑖}𝑖∈𝛾 ), while in 𝛱 no
actual message 𝑚 is encrypted.

5.4. Security analysis

The policy representation scheme 𝛱 is the cornerstone of our access
control solution, and we prove that it is secure.

Theorem 2. If the policy representation scheme 𝛱 is not Attribute-based
Selective-Set secure, then the security of the encryption scheme ℜ is broken.

Proof. A simulator uses the adversary of scheme 𝛱 as an inner
algorithm InA, and simulates the adversary of ℜ to break the security
of ℜ. It acts as the challenger of 𝛱 to prepare for InA the parameters
and keys of 𝛱 such as the secret random value 𝛽𝑖,𝑡𝑝,𝑗 (a security game
defined in Definition 2).

For the challenging of InA, the simulator submits two equal length
messages 𝑚0 and 𝑚1 to the challenger of ℜ. When the challenger of ℜ
returns a ciphertext 𝑐 = (𝛾, 𝑐′ = 𝑚𝑏𝑌̇ 𝑟, {𝑐𝑖 = 𝐿𝑟

𝑖}𝑖∈𝛾 ), with 𝑌̇ = 𝑒̇(𝑔, 𝑔)𝛼𝑖,𝑡𝑝 ,
the simulator uses its inner algorithm InA to guess. The simulator
computes and guesses below.

(1) It randomly selects a bit 𝑏′(𝑏𝑒𝑖𝑛𝑔 0 𝑜𝑟 1)

(2)
𝑐′′ = (𝑐′∕(𝑐′)𝛽𝑖,𝑡𝑝,𝑗 )(𝑚𝑏′ )

𝛽𝑖,𝑡𝑝,𝑗−1

= (𝑚𝑏𝑌̇ 𝑟∕(𝑚
𝛽𝑖,𝑡𝑝,𝑗
𝑏 𝑌̇ 𝑠𝛽𝑖,𝑡𝑝,𝑗 ))(𝑚𝑏′ )

𝛽𝑖,𝑡𝑝,𝑗−1

= 𝑌̇ 𝑟−𝑟𝛽𝑖,𝑡𝑝,𝑗 (𝑚
1−𝛽𝑖,𝑡𝑝,𝑗
𝑏 𝑚

𝛽𝑖,𝑡𝑝,𝑗−1
𝑏′ )

(3) It sends (𝛾, {𝑐𝑖}𝑖∈𝛾 , 𝑐′′) to InA.
After InA guesses 𝑏, the simulator may answer as follows:

(1) A: If 𝑏′ = 𝑏 by InA, then the simulator answers 𝑏 with the
advantage 𝜀 by definition, i.e., having the probability 1∕2 + 𝜀.

(2) B: If 𝑏′ ≠ 𝑏 by InA, the simulator can randomly make a guess,
and the probability is 1∕2.

Note, the simulator randomly guesses the bit 𝑏′, and the probability
Pr[𝑏′ = 𝑏] = 1∕2,Pr[𝑏′ ≠ 𝑏] = 1∕2.

9
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Table 2
Gain of topology construction against unauthorized nodes.

Unauthorized node ratio 10% 20% 30% 40% 50% 70%
Case a in Fig. 9 0.806 1.52 2.31 2.67 3.84 6.14
Case b in Fig. 9 1.04 1.92 3.75 3.57 3.57 8.33

The simulator breaks the security of ℜ with the probability:

Pr[𝑏′ = 𝑏] Pr[𝐴|𝑏′ = 𝑏] + Pr[𝑏′ ≠ 𝑏] Pr[𝐵|𝑏′ ≠ 𝑏]
= 1

2 (
1
2 + 𝜀) + 1

2
1
2 = 1

2 + 𝜀
2 .

That is, when InA has the advantage 𝜀 to break the security of 𝛱 ,
the simulator has an advantage 𝜀∕2 to break the security of ℜ.

There are two groups of collusion attacks on our solution. The first
group of collusion attacks is that the home controller colludes with its
corrupted subscribers to compute the ciphertext of the policy represen-
tations for other event topics that only non-corrupted subscribers have
rights to access to. The second group of collusion attacks is that the home
controller and its corrupted subscribers collect possible authorization
credentials to compute the policy representations for other event topics.

Our solution resists against these collusions due to:

(1) A home controller has a part of authorization credentials. When
colluding with the corrupted subscriber 𝑗, it can produce the
ciphertext and the hash of the policy representation for the topic
that 𝑗 has rights to access to. When another subscriber 𝑗′ is not
corrupted, the home controller has not got all the authorization
credentials for the event topic that only 𝑗′ has rights to access
to, and cannot reconstruct the policy representation by itself. The
ciphertext and the hash of the policy representation are computed
by the homomorphic functions such that the home controller
cannot directly get them if it cannot break these functions.

(2) Even if it obtains multiple subscribers’ authorization credentials,
the controller cannot use these authorization credentials from
different subscribers to obtain more authorization, because each
subscriber has the authorization credentials corresponding to its
own access tree, such that the mixed authorization credentials
from two different subscribers make no sense for reconstructing
a policy representation.

Table 2 illustrates the quantitative gain of policy-driven topology
construction against unauthorized nodes, where the gain is measured by
the number of unauthorized nodes that is resisted against by each extra
node, and the node number of the constructed topology is normalized by
treating it as the denominator in the gain. From Table 2, we know that
the gain increases when the unauthorized nodes increase in the network.
That is, the topology construction method is effective with one extra
node against more attacks, when available network resources become
less. The gain in case b is greater than the one in case a because more
authorized nodes result in few extra nodes in the constructed topology,
i.e., one extra node against more unauthorized nodes with increasing the
gain.

In order to quantitatively compute the gain of the policy encoding
method, we assume an authorization tree (i.e., representing a by trees)
has 𝑛 non-leaf nodes with all children having ‘‘and’’/‘‘or’’ relations. In
general SDN-based policy enforcement methods [37], the number of
flow entries is 𝑛, while, in our work, it is one, i.e, the gain of flow space
being 𝑛 − 1. Furthermore, the matching times averages 𝑛∕2 in general
methods, while, in our work, it is still one, the gain of computation time
being 𝑛∕2−1 if the policy encoding operation is periodically carried out
with long time, i.e., no considering encoding computation cost.

6. Evaluation

This section is dedicated to the analysis of the design and implemen-
tation of the proposed access control solution for a publish/subscribe

middleware over SDNs. A series of experiments are conducted to under-
stand the effects of the design: (i) extra nodes for the publish/subscribe 
topology construction, (ii) event forwarding speed under the condition 
of making policy matching, (iii) access control delay in the whole solu-
tion, and (v) the overhead on the SDN controllers and the administrator.

6.1. Topology construction

To test the topology construction algorithm, we perform two kinds 
of testing, and the experiment settings are shown in Table 3. In the 
first kind of testing, the unauthorized node percent is fixed at 10% to 
unfold the authorized nodes affecting characteristics, the pub/sub node 
percent varies from 20% to 80%, and the connection degree of nodes 
ranges over [1, 3], [3, 7], and [5, 12]. In the second kind of testing, the 
pub/sub node percent is fixed at 20% and 40%, the unauthorized node 
percent varies from 10% to 70%, and the connection degree of nodes 
ranges over [1, 3] and [3, 7].

Fig. 8 shows the results of the first kind of testing. From Fig. 8, 
we know that, when the pub/sub node percent increases, the extra 
node number (denoted by extraNum; topoNum denoting the number of 
nodes to construct the topology; pub/sub-Num denoting the number of
publishers/subscribers in the topology; and 𝑛 = 1000) decreases. When 
the connection degree of the nodes increases, the number of the nodes 
to construct a topology for all the event streams decreases, and the 
extra node number decreases. Fig. 9 shows the results of the second 
kind of testing. In Fig. 9, it is interesting that the unauthorized node 
percent almost does not affect the topology construction. When the 
unauthorized node percent increases, the extra node number almost 
remains unchanged. These experimental results show that our topology 
construction is effective.

6.2. Policy matching

In the experiments of testing the event forwarding speed under the 
condition of policy matching, we use physical SDN switches (Pica8 
P-3290: 512 MB Memory, MPC8541 CPU, 1 μs/64 Byte-Frames, 48
Ports with 10/100/1000BASE-T), where a publisher publishes events at 
different speeds measured by events per second: 1000 events/second,
3000 events/second, 5000 events/second, and 10 000 events/second, 
with each event including 1024 bytes.

Fig. 10 illustrates the event forwarding speed of SDN switches under 
the condition of matching policy representations, where the number of 
events without the correct authorization policy representation varies 
at different ratios of 0, 0.1, 0.2, 0.5, and 0.8. From Fig. 10, we know 
that the event loss rate almost is the same as the ratios of the incorrect 
input events after the matching operations of policy representation are 
imposed on event streams. The extra delay from policy matching is about 
0.88%. That is to say, using policy representation to encode policies 
into flow tables is an effective way to establish the access control in the 
publish/subscribe middleware over SDNs.

6.3. Performance comparison

In order to compare ours with others, two kinds of experiments 
have been conducted, where the experiment environment in Fig. 10 
is used, the SDN network deployment environment is illustrated in 
Fig. 11, and we set 10 rules (ten attribute conjunctions/disjunctions) 
and 20 attributes (using them to randomly form rules and determining 
authorization nodes) respectively as the experimental parameters. In the 
first kind of experiments, we test the performance of a general solution 
without access control capabilities, which is used as the comparison 
basis. In the second kind of experiments, the delay for different event 
publishing rates is tested for ours and the access control solution of 
DCACF in [50].

In Fig. 12, the event publishing speed is set from 200 events/second 
to 5000 events/second for testing the whole solution with different
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Fig. 12. Event delivery delay for topology and access control differences: Non-AC meaning no access control in middlewares.

Table 3
Settings of topology construction.

n The number of network nodes: [100, 1000] k The number of event streams
m The number of publishers & subscribers pub/sub percent m/n = 20%, 30%, 40%, 50%, 70%, 80%
u The number of unauthorized nodes unauthorized percent u/n = 10%, 20%, 30%, 40%, 50%, 70%
deg The connection degree of nodes: [1, 3], [3, 7], [5, 12] 𝑚∕𝑘 The number of nodes in each event stream
𝑚∕𝑘 ∗ 20% The number of publishers in each event stream 𝑚∕𝑘 ∗ 80% The number of subscribers in each event stream
cost Link cost: (0, 100] 𝑛 ∗ 𝑐𝑜𝑠𝑡 The cost on links out of streams and unauthorized nodes

Fig. 13. End-to-end delay with encryption.

event sizes. Fig. 12 shows that the end-to-end event delivery delay
increases when the policy matching is carried out in the home SDN
switches, and the constructed publish/subscribe topology is used. But
the performance of our solution is comparable to the general one with-
out access control operations. When the event size and publishing speed
increase, the delay increases with rapid ascension after congestion. The
delay is greater than the one in Fig. 10 because the former is tested as
a whole, and the later is only tested by the forwarding cost on one SDN
switch without other costs being considered.

In Fig. 13, the confidentiality mechanism is integrated, and the
access control solution of DCACF [50] based on encryption schemes is
compared with ours. Fig. 13 shows that the end-to-end event delivery
delay in ours is smaller than the one of DCACF [50], although the same
encryption scheme is used by the two solutions. It is due to that, in
our solution, policies are encoded into flow entries before the event
delivery, and only one encryption operation is carried out during the
event delivery. In addition, the difference of the policies almost makes
no effects on the delay because of policy encoding in advance. Although
our method satisfies the real-time requirements of most IoT applications,
to accomplish the line-rate event delivery, special encryption devices are
needed when confidentiality is integrated.

6.4. Overhead evaluation

Fig. 14 illustrates the overhead of computing the policy representa-
tion on SDN controllers, where the overhead is measured by the time
spent for the policy representation computation, and the number of
attributes is set from 7 to 300 with randomly forming rules. Fig. 15
illustrates the overhead of computing the global publish/subscribe

Fig. 14. Overhead on SDN controllers.

Fig. 15. Overhead on the administrator.

topology for many topics on the administrator, where the overhead
is measured by the time spent for the topology construction, and the
topology construction parameters are set as in Table 3. The two figures
show that our solution is efficient with the computation time staying at
the level of near sub-seconds, when the publish/subscribe middleware
has a moderate scale. In addition, the computation on the controllers
and the administrator does not happen frequently, and concurrency
optimization is possible when the scale becomes larger.

7. Conclusions

How to use SDN switches and SDN controllers to implement the
access control of publish/subscribe middlewares over SDNs is the
main issue addressed in this paper. Existing work on publish/subscribe
middlewares over SDNs did not comprehensively explore the issue,
and the access control solutions over traditional networks did not shed
light on the matching capabilities of flow tables of SDN switches. We
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firstly propose a method to construct a connected publish/subscribe 
topology based on authorization policies, which enhances our policy 
enforcement at the global network layer rather than on home switches to 
check policies. The matching capabilities of SDN switches are then used 
to compare the authorization policies with the subscribers’ attributes, 
where complex authorization policies are flattened and encoded into the 
bit string with high data compression and security. A two-party protocol 
is designed to resist against the collusion attacks of SDN controllers and 
subscribers. These three schemes form our cross-layer access control 
solution for a publish/subscribe middleware over SDNs, which avoids 
over-delegation and over-user-controlling, and maintains a flexibility 
and a balance of performance and security. Finally, the evaluation shows 
that our design is effective.

In the future, we will further improve the scalability of our solution 
although we have evaluated its efficiency at the scale of one thousand 
of nodes in a network. There are two directions for this issue. The first 
direction is to use a more efficient Steiner tree generation algorithm 
as the basis on which the topology construction method is imposed by 
authorization policies. The second direction is to exploit the potential 
of topic name tree to further reduce the number of flow entries and 
matching times, where one topic name will not be independent with 
others in the same topic tree, and a parent topic can cover its children 
topics such that one policy representation of the parent may represent 
multiple others in some scenarios (e.g. treating a cluster of nodes as 
one event broker). Others such as streamlining policy matching are also 
available.
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