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Abstract—Traceability systems are important for solving prob-
lems due to the increasing scale of the global supply chain,
such as food safety crises and market disorder. Blockchain, as
an immutable and decentralized ledger, is able to optimize the
traditional traceability system by ensuring the transparency and
reliability of the system data. However, the use of blockchain
technology may lead to a rapid increase in the complexity of
system design and development. It is challenging to address
widespread and complicated business, changeable processes, and
massive data in practice, which are the main factors restricting
the wide application of a blockchain-based traceability system
(BTS). Therefore, in this paper, we reviewed relevant studies and
proposed a reference architecture for BTSs. The proposed refer-
ence architecture can improve the cohesiveness, maintainability,
and extensibility of BTSs through domain-driven design (DDD)
and microservices. Considering the efficiency reduction caused by
massive data and complicated data structure, we further changed
the traditional single blockchain framework into multiple sub-
chain networks, which could improve development efficiency
and system performance. With the guidance of the architecture
trade-off analysis method (ATAM), we evaluated our reference
architecture and implemented a prototype in the salmon supply
chain scenario. The results show that our solution is effective and
adaptable to meet the requirements of BTSs.

Index Terms—Reference Architecture, Traceability System,
Blockchain, Domain-driven Design, Microservice

I. INTRODUCTION

Numerous food safety scandals have severely undermined
consumer confidence in the food industry and have caused
growing concerns about food safety and quality in the global
supply chain industry [1]. People are struggling to find
an effective way to deal with these issues, and the term
“traceability system” is now being used more frequently than
ever before [2]. The core concept of an ideal traceability
system was described by Kim et al. [3] in 1995, which is
the ability to track products and activities. These activities
include buying, selling, transporting, etc. [4]. All of these
activities can describe the route of the product to solve the
food safety crisis and increase people’s confidence. As a result,
the traceability system is gradually applied in all walks of life.
However, there are still problems with traditional traceability
systems that prevent their widespread use: (1) Data are often
opaque and fabricated [5]. (2) Most traceability systems are

currently based on a centralized database, which is easy to
manipulate [6]. (3) Blocking data communications between
enterprises and centralized databases leads to single points of
failure and business bottlenecks [7].

Blockchain [8] is a popular solution for traceability systems,
which combines cryptography, consensus mechanisms, and
smart contracts to maintain data transparency and reliability.
It can provide an immutable and transparent method for
recording system transactions [9]. In addition to the benefits,
blockchain may also pose difficulties in designing, developing,
and operating traceability systems. Currently, the architecture
design of blockchain-based traceability systems (BTSs) is a
hot but immature research topic [10]. First, the complexity
and breadth of the current business process for BTSs [11]
can lead to a sharp increase in the workload of the de-
velopment, implementation, and maintenance of traceability
systems, especially in smart contracts. Frequent changes in
business affect the normal operation of the function and
reduce the efficiency and precision of traceability, causing
a demand for extensibility [12], [13]. Second, the business
process traceability system is complex, and the supply chain
needs to involve many components like production, supply and
marketing as well as the dependencies among them in each
link, which increases system complexity greatly [14]. Third,
the large amount of business data leads to a degradation in the
performance of blockchain storage, and the changeable data
structure increases the overhead of blockchain data operation
and maintenance [15].

To address the challenges mentioned above, we conducted
this in-depth research considering three motivations: (1) Ex-
plore a common approach to build the architecture for a
complex BTS in the general business domain. (2) Create a
reasonable division schema of business scenarios and delineate
clear dependencies between domains to deal with possible
business changes and domain complexity. (3) Study how to
better maintain reliability under massive data.

Specifically, for the first aspect, we tend to propose a
reference architecture that models the components, functions,
and data flows of complex BTSs. The reference architecture
can shape the overall quality of the system and can be further
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adjusted to business goals [16], [17]. Through the reference
architecture, we can also ensure the standardization of the
concrete system architectures, achieve system interoperability,
decrease design complexity, and improve development pro-
ductivity [18], [19]. Then, for the second and third aspects,
we utilize the domain-driven design (DDD) with microser-
vices to realize the business scenario division and decrease
domain complexity of a BTS. DDD is a software development
method that can help developers design high-quality software
models [20] and is common to be roughly divided into four
layers. It can establish and separate domain models through
concepts such as domain objects and detailed hierarchical
design [21]. DDD isolates the domain layer, and software
developers can choose the better model and design schemes to
maintain consistency between the code implementation and the
business model [22]. Additionally, through domain division,
transactions can be processed in parallel in different domains,
which can improve overall performance and data workload.
Microservice architecture (MSA) is an architectural solution
that divides the traditional single architecture into multiple
services based on business modules. MSA can significantly
improve development, operation, extensibility, and mainte-
nance efficiency [23], [24]. Moreover, MSA has gradually
become a common way to realize a bounded context in DDD.
In contrast to DDD’s focus on dealing with complex domain,
MSA focuses on independent development, testing, building,
and deployment of architecture modules.

The contributions of this paper are as follows.

• We provide a reference architecture suitable for the design
of complex BTSs. The proposed architecture has better
maintainability and extensibility and can be widely used
in many traceability domains.

• We introduce DDD into the proposed reference archi-
tecture, which controls the complexity caused by com-
plicated and variable business scenarios and the de-
pendencies among different domains, and improves the
development efficiency of the system.

• We provide a method to decompose BTSs according
to the business domain and implement a multi-chain
as microservices, which improves the data processing
capacity compared to the single chain.

• We evaluate our reference architecture following the
architecture trade-off analysis method (ATAM) and im-
plement a prototype in the salmon supply chain scenario.
It not only displays the effectiveness of our solution but
also provides a guide for researchers of other related work
in the future.

The paper is organized as follows. Section II gives back-
ground and related work. Section III presents the generation
of our reference architecture. Section IV describes in detail
the proposed reference architecture. Section V is about the
evaluation of our solution using ATAM. Section VI discusses
threats to validity. Finally, Section VII concludes the paper.

II. BACKGROUND AND RELATED WORK

A. Blockchain-based Traceability Systems

Many studies have explored the architecture design of
Blockchain-based Traceability Systems (BTSs). For example,
Chen et al. [25] presented their framework in the traceability
of drugs and developed a blockchain-based prototype. Li
et al. [26] proposed a master-slave multi-chain blockchain
in seafood product traceability system architecture, which
improves the isolation of private data and solves the problem
of poor load on a single blockchain. Mueen et al. [27] sum-
marized the problems in the drug supply chain and proposed
two different drug traceability systems based on Hyperledger
Fabric and Hyperledger Besu frameworks. Xu et al. [28]
applied blockchain in a real-world project: OriginChain, for
cross-border traceability. However, the current effort still suf-
fers from complicated blockchain-based framework and cannot
balance between the extensibility and efficiency. There are still
shortages in the development and maintenance of BTSs.

B. Reference Architecture

A reference architecture is a reference model mapped
to system components and data flows between them [19],
which can provide clear descriptions of the interrelationships
of complex systems and ensure the consistency of domain-
specific solutions [17]. By reducing the complexity of the
system architecture, reference architectures are very attractive
in complicated systems, especially when the organizations of
the system become large and distributed [29].

Many studies have been carried out in the area of reference
architecture. Ataei et al. [30] provided an event-driven mi-
croservice architecture and has a good degree of applicability.
Geest et al. [31], by applying a domain-driven architecture
approach, designed a reference architecture that could track
and trace goods in Industry 4.0. Bhattacharya et al. [32]
proposed a blockchain-based reference architecture for the
chemical industries, introducing traceability and transparency,
as well as lowering costs in the chemical product supply chain.
A reference architecture for chain-wide transparency systems
in meat supply chains was presented in the study by Kassahun
et al. [33]. The work of Isaja et al. [34] introduced a reference
architecture for industrial automation that takes advantage of
edge computing and blockchain technologies.

C. Domain-Driven Design and Microservices

DDD is a method for the domain analysis and modeling
of complex software systems. The complexity of software
engineering arises from complicated domain business and
design [35], which are difficult to address using traditional ap-
proaches. Evans et al. [20] proposed the four-layer architecture
of DDD, including the presentation, application, domain and
infrastructure layer, and is widely used in numerous scenarios.

DDD includes two processes, strategic design and tactical
design. Strategic design is a method to decompose the prob-
lem space, focusing on model decomposition and complexity
control [36]. The bounded context, an important component of



strategic design, is a division of the solution space. Compo-
nents within a bounded context have common responsibilities,
and the semantics within that scope are explicit. Tactical
design is the detailed design and implementation of the domain
model in each bounded context. An entity is an object with an
identity, and its business changes are tracked during the tactical
design process. Domain events represent events that occur
in the problem space that are of interest to domain experts,
mainly for documenting model history and communication
across boundaries. Repositories encapsulate the persistence
operations of domain entities in the infrastructure layer, de-
coupling the domain layer from the infrastructure layer.

The microservice architecture is a popular architectural
style that supports the extensibility and maintainability of sys-
tems [24]. Each small and independent microservice contains
its own business logic, user-handling functions and back-end
functions, and the most attractive characteristic is the decom-
position of complex applications for better development and
maintenance. Microservices are autonomous and communicate
by open protocols, hence, they can be developed independently
and even with different technologies [37].

This paper provides a reliable reference architecture by
combining DDD and microservices to improve the BTS de-
sign. Each microservice in our architecture has better cohesion,
maintainability, and extensibility and can cope with a complex
business framework and variable requirements.

III. GENERATION OF ARCHITECTURE

A. Problem Identification

To get a clearer picture of BTS design, we conducted liter-
ature research and found that BTSs are widely used in many
application scenarios [11], [38], such as the aquaculture [26],
[39], cold-chain industry [40], pharmaceutical industry [25],
[27], agriculture [41], [42], etc. Each domain has different
business models and requirements, leading to different archi-
tectural solutions and design implementations [15], [43].

The literature review reflects that the architecture designs
of the BTS are immature [10] and it still lacks a common
and powerful architecture design solution [44]. It is difficult
to ensure the overall performance, extensibility, and maintain-
ability of systems [12], [13] with different scenarios. Each
business manages its own system, leading to mismatches
between software and data structures [45]. As mentioned in
Section I, business complexity and massive data have become
the two main constraints. We describe these two problems to
better understand the requirements as follows.

The first problem is the complexity and breadth of the cur-
rent business process for traceability systems. In a traceability
system scenario, products need to go through multiple stages.
Different scenarios have different processes, and it is exhaust-
ing to customize a dedicated blockchain-based architecture
for each scenario independently. Complicated processes also
make traceability more challenging. Additionally, there are
many factors that affect business alignment. Frequent business
variations lead to changes in the traceability process and
data structure, resulting in difficulty in maintenance of smart

contracts and traditional software components. Due to the one-
time deployment and difficulty of modification features of
smart contract, the normal operation of traceability functions
is affected, and also reduces the efficiency and accuracy of
data. Therefore, it is important to ensure that the architecture
is extensible enough to deal with changeable scenarios, which
also leads to a dramatic increase in the complexity of smart
contracts running on the blockchain.

The second problem is the massive and volatile data.
Business scenarios are diverse and extensive, with a large
volume of data and a volatile data structure. The data saved
on the blockchain includes not only business information on
the enterprise side but also user data on the client side. The
huge amount of data leads to degradation and overload of the
performance of the blockchain network, which puts pressure
on the operation and maintenance of decentralized storage.
Moreover, storing such data in a single blockchain may not
be suitable due to the large storage space and frequent change
of data structure.

B. Requirement Definition and Analysis

Based on the above problems identified in current BTSs and
the concept of DDD and microservices, we have defined three
general requirements and corresponding solutions, which is
the initial design of the reference architecture.

Requirement 1. The architecture method needs to be suit-
able enough to describe various scenarios.

We need to identify common points to construct a common
approach to describe various business scenarios. And based
on the literature and our practical experience, we found three
common business processes: (1) Logistics tracking: It monitors
and records the route of products and provides complete
tracking results. (2) Warehouse management: It is also another
important part of warehouse operation, and a reasonable design
can ensure reliable data. (3) Entity information management:
It can keep records of supply chain participants.

Requirement 2. Architecture should deal with frequent
changes in real business

Based on the solution of requirement 1, we introduced the
concept of DDD and microservice to deal with a changing
business process. DDD divides the complex business into
domains using strategic design and tactical design, and we can
use different domains to construct various business processes.
And microservice is a typical method to realize the bounded
context of DDD. Considering the granularity of the service, the
dependency relationship, and the division of the boundaries,
various components of the system are realized for construction.

Requirement 3. Architecture should maintain reliability
and performance under massive data

When DDD divides the entire business into different do-
mains, it also divides the data into different parts. Each domain
needs to maintain its own data, which are relatively isolated
in different domains, so data mixing can be prevented. And
based on the theoretical concept of microservices, a multi-
chain framework is also designed. In this way, load balancing
is achieved between business domains, which improves the



reliability of the traceability system under large workloads.
The load-balancing mechanism can also increase overall per-
formance as transactions in different domains are executed in
parallel on different blockchains.

Based on the requirements with solution described above
and the hierarchical architecture of DDD, we design our
reference architecture, which is introduced in the next section.

IV. REFERENCE ARCHITECTURE FOR TRACEABILITY
BLOCKCHAIN SYSTEM

A. Overall Framework

Based on the above section, we proposed a reference
architecture for BTSs describing the main components, func-
tions, and internal relationships, as shown in Fig. 1. DDD
changes the traditional three-layer architecture into four-layer
architecture, which are: presentation layer, application layer,
domain layer, and technology layer. The presentation layer is
used to handle requests and visual interface. The application
layer is for domain model invocation. In domain layer, we
logically structure it into three sub-layers because they are
key to expressing the core concept of business process and
logic; other roles like value objects or domain events are
included in these sub-layers. At the bottom layer, we use
the term “technology” instead of “infrastructure”, because
compared to the responsibility of data persistence, we intro-
duced blockchain technology to ensure trusted, secure and
decentralized data storage, combined with external dependen-
cies, including middleware and database management systems.
The functionalities are realized by smart contracts running
on the blockchain, which can keep processes reliable while
automating back-end processes.

Besides the four layer structure , there are also include
six domains in our reference architecture. According to our
literature review, we have identified three common processes
in Section III, which are logistics tracking, storage man-
agement and entity information management. Then we split
up the processes into single operations and got 25 different
operations. Because each operation has its own concern, we
can further cluster them into different domains based on the
principle of separation concerns and context mapping patterns
such as anti-corrosion layer, customer/supplier, and conformist
proposed by Evans et al. [20] in DDD. And finally, we get six
domains to describe the whole business as shown in Fig 1.

Presentation layer: The presentation layer presents the
necessary data information to users while receiving feedback
from them, such as the graphical interface, user operation
capture, data forwarding, etc., which is used to interact with
an external user. This layer consists of six functional parts
that correspond to six domains. And the details of the domain
and functionality division will be described below. All the
necessary data in the below layers must be reflected in the
presentation layer. The front end consists of mobile and PC
terminals and is suitable for various situations.

Application layer: The application layer is a thin layer that
defines the tasks to be performed by the software and does
not contain business rules or knowledge. It is responsible for

organizing the flow of the entire application and coordinating
the domain layer objects to perform the actual work. Here, we
have designed it in two parts: API gateway and task scheduling
module. The API gateway can communicate with presentation
layer through HTTP, and task scheduling module’s responsibil-
ity is to coordinate the work of the components such as domain
entities, repository, etc. This layer usually accepts parameters
from the presentation layer and then schedules domain entities
and other components from the six domains to solve problems.

Domain layer: The domain layer is the core layer of the
DDD-based reference architecture.

As for the three sub-layers, the business service sub-layer
is the business/domain logic of each domain, and it can
publish or subscribe domain events and register service for the
business demands. And the domain entity sub-layer consists
of the participant entities including enterprises, common users,
supervise departments, inventories, etc. Finally the repository
sub-layer records the certification and relative information of
the domain entities; it is also the way to communicate with
the blockchain through its blockchain gateway.

And as for the six domains, the domain of user authority is
mainly for user identity authentication, providing services to
users, and blocking illegal access. Enterprises are the main
participants in the supply chain, and the enterprise record
domain is designed to keep detailed records for traceability
and enterprise cooperation. The warehousing domain is to
record the inbound and outbound products and then monitor
and record the route of the product at all times. The inventory
domain, such as transit stations or destination locations of
the route, can identify the quantity and related information
of the product in each inventory. The supervision domain
keeps a close eye on the business entities and their operations
and is the key to keeping the entire system controllable.
The traceability domain is to record the route of products
throughout the supply chain and provide timely feedback
on the request for traceability information. Each domain is
responsible for processing related business processes. The data
accessed on-chain are constructed into domain entities, and the
domain entities operate the business logic in them to provide
services upward.

Among the six domains we mentioned above, there are three
domains that are not the focus of our attention: the user author-
ity domain, the enterprise record domain and the supervision
domain. The domain of user authority and enterprise record
are similar to the traditional access control system and member
information management system. The supervision domain is
mainly used for information modification and supervision,
and its operations do not contain too much business logic.
Therefore, we do not describe these three domain in detail. We
discuss the four remaining types of domain and microservice
in detail in the following section.

Technology layer: The main support technology that we
use is blockchain, combined with other assistive technologies,
including the InterPlanetary File System (IPFS), Nacos, etc.
Here, we only introduce the general structure of a blockchain,
and any blockchain that has a smart contract is suitable.
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Fig. 1. The Reference Architecture Proposed for BTSs

Blockchain is used to store supply chain information about
products and operations submitted by organizations in the sup-
ply chain. Smart contracts are deployed on each corresponding
sub-chain, respectively, based on domain requirement; thus,
there are six types of smart contract running on the blockchain.

Due to the large number of certification documents involved
in each organization in the traceability system, we used IPFS
as the system’s file storage platform, which supports the on-
chain and off-chain storage strategy to alleviate blockchain
storage pressure. We introduce the QR code to record stocks
and check products in the system, as it is ideal to accelerate
inventory control [43]. Other information that does not affect
business critical operations can be stored directly in the
relational database (RD).

The system also introduces middleware that provides basic
functions to ensure the integrity of the architecture, such
as Nacos, a service registration and discovery middleware
required for communication between microservices, enhancing
the availability and reliability of the system. Moreover, the
introduction of distributed message queues (MQs) provides the
fundamental service for communication using domain events

in each service, which can ensure timely publication and
subscription of domain events in the system.

B. Blockchain Network Architecture

Microservice architecture is an architectural concept that
divides complex systems into multiple modules. Each module
focuses on one function, is highly cohesive internally but
low-coupled. Based on the theoretical concept combined with
blockchain technology, we establish a master-slave blockchain
framework corresponding to the supply chain domains. Each
sub-chain responsible for a specific domain including user
authentication, enterprise, warehousing, inventory, traceability,
and supervision of the supply chain. The reference architecture
adopts a master-slave multi-chain storage model to manage
traceability data and to construct a product traceability infor-
mation management model, thus achieving overall monitoring
of products in the supply chain. As shown in Fig. 2, based
on the principle of microservice, the entire blockchain system
is divided into six sub-chains with a main chain. Each sub-
chain is registered with organizations that have access to the
sub-chain’s ledger by using the certification.These sub-chains



undertake different business domain and connect to the main-
chain through the smart contract.

The main chain only records metadata and indexes to
facilitate data location when users and other entities send
traceability requests. All companies in the supply chain are
supposed to jointly maintain the main chain.

In this network, data privacy is protected. Only the organi-
zations registered to the sub-chain have access to data in the
ledger. Since the supervising organization has the demand of
supervision, it is registered to all sub-chains. Only the public
information of the product can be accessed by a traceability
query and private data must be authorized by its owner.

Considering the large number of system users and trans-
action traffic, we are supposed to use non-Byzantine fault-
tolerant consensus protocols such as Raft to improve perfor-
mance. Besides, the world state database of blockchains should
be as lightweight as possible, such as CouchDB. The smart
contract design process should also try to avoid serious CPU-
consuming operations and IO-intensive operations.

Smart contracts should be consistent with the granularity of
domain entities for extensibility and modifiability. When the
requirements of the system change, the developer only needs to
modify the smart contract corresponding to the specific domain
entity, without unnecessary upgrading of other contracts.

C. Domain-Driven Design

(1) Strategic Design
Here, we will discuss the formation and mapping of

bounded contexts. Based on the common process we have
found, the user stories are identified and decomposed, and
we initially obtain four user stories. Then we conduct further
decomposition, until the sub-user stories are focused on only
a single domain problem or become an operation. Next,
each sub-user story is clustered according to the problem its
concerns, and we obtain the six domains mentioned above.
The bounded context is designed to define domain boundaries
and we designed six bounded contexts, respectively.

In addition, combined with business logic, we introduced
context mapping patterns to confirm the dependencies and re-
lationships among these contexts. We utilized the anticorrosion
layer in the supervision context because of its dependence
on multiple contexts including the enterprise context, the in-
ventory context, and the warehouse context. The warehousing
context’s operation will be recorded in the traceability con-
text, which is a customer/supplier relationship. The enterprise
context relies on detailed information in the user context and
the inventory context, so it forms a conformist relationship.

(2) Tactical Design
Based on the above strategic design, we will discuss four

domains in detail. For each domain, we outline its basic
functionality and describe it through flowcharts.

The warehousing domain is responsible for recording the
inbound and outbound products. The key process is shown
in Fig. 3. When the product is received from the upstream
supplier, the enterprise first checks the receipt. If there is a QR
code for traceability, the system will automatically inbound the

product by scanning the QR code. Users of the enterprise need
to search for the ID of the cargo batch through inspection and
quarantine certifications because a certification ID is assigned
to multiple batches of cargo that have been endorsed by the
quarantine bureau. If there is no certification information for
a certain batch of cargo, users should first update the relevant
information in the system.

When users perform an inbound product operation, the
warehouse will be checked according to the outbound informa-
tion from the upstream supplier. If something is incorrect, an
exception will be thrown. Otherwise, the warehousing domain
will send warehousing events through the domain entity, then
traceability domains and inventory domains will handle the
warehousing events accordingly after monitoring them. After
the outbound operation, the warehousing domain also sends
domain events to the message queue.

The inventory domain serves the inventories and is respon-
sible for the quantity of the product and related information.
The inventory domain management flow chart is shown in
Fig. 4. Here is the detailed process: the front-end receives
the qualification uploaded by the user, which will be sent and
stored in IPFS storage system of the back-end. After the file
is successfully stored, an IPFS hash code of a specific proof
file will be passed back to the front-end. When users submit
the warehousing qualification information in the front-end,
the hash code will be submitted together. The warehousing
qualification information will be uploaded to the blockchain.
When the warehousing qualification is approved by the super-
vision department, enterprise users can use the warehousing
management function to query inventory data.

The warehouse operation can trigger the sending of domain
events, and the event listener in the inventory service listens to
the inbound and outbound domain events in a timely way. If
there is an outbound event, the inventory microservice invokes
the smart contract on the blockchain inventory sub-chain to
transfer the goods and assets. While it is an inbound event, the
inventory microservice invokes the smart contract to modify
the corresponding status field. All of the operations will be
reflected on the front-end.

The traceability domain access information on the route of
products throughout the supply chain. The key process of the
traceability domain is shown in Fig. 5. When organizations in
the traceability supply chain receive a product, they first verify
whether the package has a traceability QR code. If there is no
QR code or it is damaged, the enterprise needs to download the
QR code from the system and re-code the product. Enterprises
can also print an outbound receipt with the QR code, which
will be sent to the downstream company, where they can easily
record the inbound product by scanning the QR code on the
outbound receipt. Finally, any unit that gets a product with the
correct QR code can be traced. When scanning the QR code in
the package, the system immediately receives the traceability
data on the blockchain and displays the result on the front end.

In general, by combining the reference architecture with
DDD and microservices, the system achieves better cohesive-
ness, maintainability, and extensibility. Each domain service
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can be run separately and deployed independently. When
business changes, such as adding new logistics lines or in-
troducing new companies, the functions of the system can be
quickly expanded by releasing and integrating new services.
Since domain services are relatively isolated, transactions will
be distributed and paralleled. For example, the traceability
service focuses on querying the transaction process, while the
warehousing service focuses on writing product and inven-
tory information, which can improve system efficiency and
availability. In addition, due to the high cohesion of domain
services, each team can focus on and choose the domain
services they are good at for development and maintenance,
improving agility and development efficiency.

V. EVALUATION

Given the high level of abstraction in the reference architec-
ture, it is a challenge to evaluate an abstract architecture [46].
At this stage, we confirm and verify the viability and ap-
plicability of the reference architecture proposed by ATAM
(architecture tradeoff analysis method) [47]. ATAM has been



used for over a decade to evaluate architectures and is also a
comprehensive approach to measure architecture’s fitness with
respect to multiple competing quality attributes.

Thus, we implemented a reference architecture prototype
to introduce the ATAM. In general, the evaluation follows
two phases. In phase 0, we need to clarify the partnership
and prepare for informal meetings between stakeholders and
architects and to work out the details of the architecture. In
phase 1, everyone needs to begin to analyze what the system
is about, including the overall architectural approaches, the
quality attributes, the most typical scenes, and finally generate
the document. Considering the necessity and space limitations,
we are not going to talk about each detail of each step in
ATAM, and all the key steps and results are shown below.

A. Phase 0

The evaluation was conducted with a blockchain research
institute in China and applied to existing and new workflows.
This research institute conducts research, development, and
application of blockchain technology. More than 5,000 enter-
prises have been granted credit interaction on the platform,
with more than 40 core independent intellectual property
rights. The institute’s advisory team includes experts and se-
nior professors from home and abroad. And the core technical
team of the institute includes technical experts from IBM,
experienced system architects in blockchain technology.

We introduced them to ATAM and the stakeholders pre-
sented their business case. Due to China’s import policy,
companies are required to verify the traceability information
of imported Norwegian salmon, and transactions need a series
of traceability information. Therefore, we could demonstrate
and evaluate the core functions through the case of “The
traceability information of imported Norwegian salmon”.

B. Phase 1

In this phase, we implemented a prototype of our reference
architecture. Our prototype is based on the popular consortium
blockchain platform, Hyperledger Fabric. Under the guidance
of DDD and microservices, we analyzed the requirements of
the seafood traceability system and obtained its core function,
which was then combined with the quality requirement. Six
bounded contexts of the system domain were identified and we
further developed microservices, respectively. Spring Gateway
was used to integrate various microservices. Additionally,
we used IPFS to store business data to ensure security and
performance. Finally, we also implemented the user interface
for each role of the traceability system, which could ensure
that the entire system was truly usable.

We then describe our architecture and quality attribute
design to stakeholders and project managers to identify ar-
chitecture approaches, build quality attribute utility trees, and
analyze architectural approaches in priority scenarios.

1) Identifying architectural approach
We use the IEEE standard for a software quality metrics

methodology [48], [49] as a reference quality attributes model
in our architecture design. According to the standard, the

extensibility is the effort required to improve or modify the
efficiency and functionality of the software. To determine
the architecture approach, we obtained information on per-
formance and extensibility from the archetype.

• For performance, we realized that domain division and
transactions can be processed in parallel in different
domains.

• For extensibility, we discussed the need for the system to
have high extensibility to cope with business changes.

We explore the trade-offs, sensitivities, and risks of each
quality attribute.

2) Utility tree elicitation
Scenarios specify the stimuli that need to be captured

and to which the architecture must respond. These captured
stimuli are used to test the ability of the system to satisfy
functional and non-functional requirements. In this step, we
asked stakeholders to propose several different scenarios. Then
we asked each stakeholder to vote on each scenario. In total,
more than 25 scenarios were created, of which four have been
selected. We describe those four scenarios as two journeys:

• Before shipping seafood, business users must record
information about the current product with the upstream
and downstream suppliers of the company in the system
so that supervisors can track and review the products.

• Business users, supervisors, and consumers can use the
terminal device to obtain the traceability information of
seafood by scanning the code on the product.

We have learnt that security, extensibility and performance
are the most concerned attributes according to the stakehold-
ers. For security, a portion of the data on-chain has a relatively
high commercial value, and data leakage is unaffordable.
Besides, different entities have different responsibilities , and
illegal data access is forbidden no matter it is unintentional or
malicious. Thus, security is crucial because it affects the whole
system. For extensibility, there will definitely be business
expansion or update in the future, so it is necessary to reduce
the effort of code modification. And for performance, lower
latency and higher throughput can bring a better experience
for customers, and can also facilitate data cooperation between
enterprises. Based on their feedback, we adjusted the quality
attributes and generated a utility tree, as shown in Fig. 6.
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3) Analyze architectural approaches
Based on the scenarios identified in the utility tree, we map

our architectural approaches to business scenarios and quality
attribute requirements and identify trade-off points.



Based on the salmon supply chain scenario, we imported
real data into the prototype. Relevant components and events
have also been created in the corresponding microservices
of different domains. We also create different accounts for
different roles in the traceability system, which can simulate
the functions of a traceability system throughout the salmon
supply chain to satisfy the demands of different typical sce-
narios. The three key quality attributes are discussed below.

Security: Our architecture is based on blockchain and IPFS
storage, which are distributed and decentralized databases.
The malicious have to invade more than half of the nodes
in the system network to modify the record. In addition,
all data are stored off-chain: only metadata, data hash, and
references to data files are stored online; the malicious cannot
find the data online directly. Also, different domains of data
are stored in different databases and participants in different
domains cannot access the data of others. The privacy and
confidentiality of the data are well protected.

Extensibility: Through the combination of DDD and mi-
croservices, we divide the traceability business into several
domains, and each domain in our architecture has better
extensibility. We also design domain events with monitoring
and handling functions to realize the decoupling of business
logic and to facilitate cooperation between domain entities.

Performance: To have a better understanding of the perfor-
mance, we conducted the test using the Hyperledger Caliper
tool, which is a framework to benchmark the performance of
blockchains for blockchain networks. The result shows that the
querying throughput is about 2800 TPS, and the average la-
tency is about 1.4s, which can satisfy the requirement. We use
multiple sub-chains to deal with transactions parallel, which
can balance load and reduces data storage and computing
stress of each sub-chain.

There are two trade-off points in this reference architecture,
i.e., the database system and the storage method. First, we
use IPFS to store business data, which has better data security
and privacy, but can significantly increase storage overhead
compared to a traditional system like MangoDB. Second, our
storage method is hash-storaged on-chain, whereas data are
stored off-chain. This storage method keeps data confidential
and complete, while there is a sacrifice in interoperability
compared to the choice of storing data directly on the chain.

VI. THREATS TO VALIDITY

In the design and execution of this study, an extremely
cautious attitude was taken to mitigate threats. Specifically,
the main threats to validity and the corresponding mitigation
strategies were considered when designing the reference ar-
chitecture and conducting the evaluation.

Conclusion Validity: The threat to the validity of the con-
clusion could be the lack of expert evaluation. To mitigate this
threat, we conducted the evaluation in authoritative blockchain
research institude with a team of top experts, since interpreting
the evaluation results and pointing out critical hidden facts
often require experts’ deep knowledge about the context.

Internal Validity: The architecture can behave differently
in different scenarios and is more complex than traditional
ones. To migrate this threat, we conducted sufficient research
on primary studies and literature reviews and carefully de-
signed our reference architecture to keep it reasonable.

Construct Validity: Experimenter bias occurs when re-
searchers evaluate the architecture in their own perception. To
migrate this threat, we reached a consensus with stakeholders
to finalize quality attributes and generate a utility tree for
objective evaluation.

VII. CONCLUSION AND FUTURE WORK

The development of global supply chains has increased
the requirement for traceability, and the construction of a
blockchain-based traceability system is a promising solution.
However, this increases the difficulty and complexity of de-
sign, development, and operation. Therefore, we designed a
reference architecture for a traceability system based on DDD,
blockchain, and microservices, which control the complexity
of system design, development, and operation. By utilizing
multiple sub-chains, we improve the data processing capacity
compared to a single-chain solution. Through a salmon BTS
prototype and evaluation with stakeholders and business man-
agers, we have demonstrated that our reference architecture
meets quality requirements and can be widely used in many
different scenarios. In the future, we plan to improve other
QAs such as interoperability of our reference architecture,
scale up the prototype, and achieve scenario customization
for BTSs of different domains. Additionally, we will continue
to perform a more solid evaluation with various real-world
systems and iteratively improve our reference architecture.
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