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Abstract—Error-bounded lossy compression is becoming an
indispensable technique for the success of today’s scientific
projects with vast volumes of data produced during simulations
or instrument data acquisitions. Not only can it significantly
reduce data size, but it also can control the compression errors
based on user-specified error bounds. Autoencoder (AE) models
have been widely used in image compression, but few AE-based
compression approaches support error-bounding features, which
are highly required by scientific applications. To address this
issue, we explore using convolutional autoencoders to improve
error-bounded lossy compression for scientific data, with the
following three key contributions. (1) We provide an in-depth
investigation of the characteristics of various autoencoder models
and develop an error-bounded autoencoder-based framework
in terms of the SZ model. (2) We optimize the compression
quality for the main stages in our designed AE-based error-
bounded compression framework, fine-tuning the block sizes and
latent sizes and also optimizing the compression efficiency of
latent vectors. (3) We evaluate our proposed solution using five
real-world scientific datasets and compare them with six other
related works. Experiments show that our solution exhibits a
very competitive compression quality among all the compressors
in our tests. In absolute terms, it can obtain a much better
compression quality (100% ~800% improvement in compression
ratio with the same data distortion) compared with SZ2.1 and
ZFP in cases with a high compression ratio.

I. INTRODUCTION

Today’s scientific applications are producing extremely
large amounts of data during simulation or instrument data
acquisition. Advanced instruments such as the Linac Coherent
Light Source (LCLS) [[1] and Advanced Photon Source 2]}, for
example, may produce vast amounts of data with a very high
data acquisition rate (250 GB/s [3]]). Consequently, reducing
the data volumes with user-tolerable data distortion is critical
to efficient data storage and transfer.

Error-bounded lossy compression is arguably the most effi-
cient way to significantly reduce the data volumes for scientific
applications with big data issues. Unlike lossless compressors
[4]-[7] that suffer from very low compression ratios (gen-
erally ~2:1) on floating-point datasets, error-bounded lossy
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compressors can obtain fairly high compression ratios (10+ or
even several hundred [3], [8]], [9]). Moreover, error-bounded
lossy compressors are able to keep a high fidelity of the
reconstructed data for the user’s post hoc analysis based on
the user’s required bounds on data distortion, as verified by
many recent studies [10]—[12].

Error-bounded lossy compressors can be split into two mod-
els: prediction-based and transform-based models. Prediction-
based compressors (such as SZ [8]], [9]) may suffer from
low reconstructed data quality at high compression ratios
because they have to predict each data point using the recon-
structed data values nearby instead of original data, in order
to guarantee the bounded errors during the decompression.
To obtain a high compression ratio, therefore, one has to set
the error bound relatively large; and as a result, the data
prediction accuracy can be degraded significantly because
of large errors in the reconstructed data, leading to limited
compression ratios in turn. For transform-based compressors
(such as ZFP [13]]), a large compression ratio means that a very
limited number of coefficients or bit-planes can be preserved
for reconstructing the data and thus will considerably lower
the data reconstruction quality.

As a classic type of deep learning model, the Autoencoder
(AE) has been gaining more and more attention. Such a deep
neural network (DNN) architecture is composed of both an
encoder (encoding the input data) and a decoder (decoding
the encoded data) and is trained to minimize the error between
the reconstructed data and the initial data. In general, because
the trained encoder and decoder can be used separately, AE
can be used to learn efficient data representation (or cod-
ing), typically for dimensionality reduction. The corresponding
DNN will be trained to reconstruct the main patterns in the
dataset effectively based on the reduced information generated
from the original data. Recently, several variations of the
AE have been developed with different model frameworks
and training paradigms for improving the effectiveness of
data reconstruction and for handling more tasks such as data
generation. Nevertheless, although AE has been widely used
in the image compression domain, few studies explored the
possibility of leveraging it for error-bounded compression



models for scientific datasets.

In this paper, we explore the possibility of leveraging the
AE model to improve the error-bounded lossy compression
significantly. Such a study faces several challenges. First, many
types of autoencoders exist, each with different architectures
or training methods, so that determining the most effective
AE model is challenging. Second, applying AE in the error-
bounded model with a proper configuration setting is nontriv-
ial. Third, latent vectors from AE need to be stored in the com-
pressed data, so minimizing the latent vector overhead while
maintaining a high reconstruction quality is challenging and
critical to getting a good rate distortion in high compression
ratio cases.

In this work, we propose a novel error-bounded lossy com-
pressor, AE-SZ, which combines the classic prediction-based
error-bounded compression framework SZ [8]], [9] and the
Sliced-Wasserstein Autoencoder (SWAE) model with convolu-
tional neural network implementations. The key contributions
of the paper are summarized as follows:

e Our autoencoder-based error-bounded compression
framework is designed on the basis of a blockwise
model, which can adapt to diverse data changes in a
dataset well. To the best of our knowledge, AE-SZ
is the first AE-based error-bounded lossy compressor
that exhibits a better rate distortion than the three
state-of-the-art models SZauto [14], SZ [15]], and ZFP
[13]].

« We investigate various autoencoder models and identify
the most effective one for the error-bounded lossy com-
pression model and also carefully optimize the related
configurations, such as block sizes and strategies of
compressing latent vectors.

« We evaluate the proposed AE-SZ by using the sci-
entific datasets generated by five different real-world
high-performance computing (HPC) applications across
different domains. We identify the effectiveness of AE-
SZ by comparing it with two other AE-based lossy
compression methods and four other state-of-the-art error-
bounded lossy compressors. Our experiments show that
AE-SZ is the best compression method in the category of
AE-based compressors. AE-SZ also exhibits competitive
rate distortion compared with existing state-of-the-art
error-bounded lossy compressors. Specifically, when the
compression ratio is greater than 100, AE-SZ can get
100%~800% higher compression ratios than SZ2.1 and
ZFP, with the same peak signal-to-noise ratio (PSNR).

The rest of this paper is organized as follows. In Section
we discuss related work. In Section [[Ill we formulate the
research problem. In Section [[V| we present the overall design
of AE-SZ as well as the detailed optimization strategies. In
Section [V] we evaluate our solution using multiple real-world
scientific simulation datasets. In Section we conclude the
paper with a vision of the future work.

II. RELATED WORK

Error-bounded lossy compression techniques have been
studied for years since lossless compression suffers from
very low compression ratios (generally 2:1 [16]). Many error-
bounded lossy compressors have been developed for com-
pressing scientific datasets [13]], [[17]-[30]. These can be
categorized into prediction-based models (e.g., SZ [8], [9]]
and FPZIP [17]) and transform-based models (e.g., ZFP [13]).
Among these compressors, SZ2.1 [8], [9], [15] and ZFP [13]]
are the two main state-of-the-art works with wide public usage.
Several works have also been developed based on SZ2.1. For
example, SZauto [[14]] merges second-order regression/Lorenzo
and automatic parameter tuning in the SZ framework, and
SZinterp [31] applies dynamic spline interpolation into data
prediction and achieves significant improvement in the pre-
diction accuracy. For assessing the lossy compressors, [32]]
provides an effective framework.

With the fast growth of deep learning, a recent research
trend is leveraging deep learning models such as autoencoders
on data compression tasks. Successful works for AE-based
image compression include [33]-[39], which design different
convolutional networks for image feature extracting and re-
construction and combine them with quantization and encod-
ing algorithms. Unlike scientific lossy compressors, however,
those autoencoder-based image compression models are not
designed to compress floating-point data and do not provide
a strict error-controlling scheme based on scientific user’s
requirements on post hoc analysis. Recently, a few works
have used an autoencoder to compress scientific data. Glaws
et al. [40] presented a convolutional autoencoder for lossy
compression of turbulence flow simulation data (with a fixed
compression ratio of 64). The authors proposed an AE model
including 12 residual blocks (i.e., skip connections [41]) to
extract features and 3 compression layers to reduce features
in both the encoder and decoder. However, different from our
work which can provide a strict control of local error (e.g.,
relative/absolute error) and can be adapted to any scientific
datasets, this AE-based scientific compressor is not error-
bounded and is designed only for turbulence data. The fixed
compression ratio is also a limitation.

Choi et al. [42] proposed another specific variational au-
toencoder approach for physics plasma simulation data com-
pression. The proposed AE model focuses on minimizing loss
of information under physics constraints (e.g., mass, energy,
moment) by adopting physics-informed optimization functions
and refinement layers. However, unlike this work using quan-
tized latent vectors (integer-based), our solution applies lossy
compression to floating-point latent vectors, which provides
a highly flexible tradeoff between compression and accuracy.
In [42]] the authors presented a brief version that lacks some
important details for replication of their experiments, so we
did not compare their performances in our paper.

Liu et al. [43] developed an autoencoder method for sci-
entific data compression. Their proposed AE model includes
three fully connected layers for both encoder and decoder (i.e.,



a total of seven layers including the latent vector), and the size
of each layer is reduced/increased by 8x compared with its
previous layer, thus leading to an overall compression ratio of
512x. The limitations of this work are that the autoencoder
in their model processes only 1-D data, and the experiments
are also based mainly on small-scale 1D scientific data. Our
AE-SZ framework overcomes the limitations by designing
and training convolutional autoencoders that are aware of
dimensional information and are well adapted to large-scale
data with relatively high prediction speed and accuracy.

III. BACKGROUND AND PROBLEM FORMULATION

In this section, we describe the research background and
formulate the research problem.

A. Research Background — Autoencoder

We describe autoencoder briefly as follows. A stereotype
autoencoder model is composed of an encoder network and a
decoder network. The former encodes the input data to a latent
vector in reduced size, and the latter decodes the latent vector
to an approximate reconstruction of data. The latent vector
stands as a compressed representation of the input data, and
different autoencoders have different technical details for the
computation of the latent vector.

The nature of the autoencoders grants them the potential for
being leveraged for data reduction, in that the reconstructed
data based on the latent vector can approximate the original
data to a certain extent. Figure [T] shows the visualization
of the reconstructed data versus the original data with the
autoencoder (reduction ratio = 64x) on a turbulence
dataset.

Fig. 1. Reconstructed data of AE (64x) on a turbulence dataset
(original value range: [—3.06 , 2.64], max pointwise absolute error = 1.2)

As a historical and well-researched neural network model,
multiple variations have been proposed for the AE model. In
what follows, we mainly present SWAE, which is to be used as
the fundamental AE model in our designed AE-SZ compressor.

SWAE is a derivation of Wasserstein Autoencoder
(WAE) , and regularizes the autoencoder loss with the
sliced-Wasserstein distance between the distribution of the
encoded training samples and a predefined samplable distri-
bution. From [44], marking ¢ as the encoder and ¢ as the
decoder, given a latent dimension d, a regularization coefficient

A, a number of random projections L, and a predefined latent
distribution gz, SWAE optimizes the following loss function:
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in which

T1,...,2p is sampled from training set (i.e. px),
p g
{Z1,...,Z0m} is sampled from gz,
{01,...,0L} is sampled from S?~! (K-dimensional unit

sphere),
i[m] and j[m] are the indices of sorted 6; - Z,,, s and 6; -
¢ (x,), respectively, and

c(w,y) = llo —ylf3- @

Kolouri et al. proved that optimizing this loss function
is equal to optimizing

argmin,, ,, We (px, py) + ASWe (pz,qz) , 3)

in which W, (px,py) is the Wasserstein distance from px
(distribution of input data X)) to py (distribution of decoded
data Y) and SW. (pz, qz) is the sliced-Wasserstein distance
from py (distribution of encoded latent Z) to qz. Kolouri et
al. also show the efficiency of computing Eq. [I]

B. Problem Formulation

1) Leveraging Autoencoders in Error-bounded Scientific
Data Compression: The autoencoder itself cannot bound the
compression errors, which is a significant gap to scientific
user’s demand for error controls. As shown in Figure [T} the
maximum point-wise compression error is up to 1.2, which
is about 20% of the original data value range (—3.06, 2.64].
In comparison, scientists often need to control the point-wise
errors to a much smaller bound such as 1% of the original
value range [9]], [15].

In this work we aim to develop a deep-learning based error
bounded lossy compressor. Specifically, for some scientific
applications, we train neural networks based on a certain
amount of training data, and then apply the trained networks to
compress the testing data generated by the same applications.
We separate the training data and testing data because we
expect that the pre-trained networks can be used to compress
new data for the same applications, such that the training time
and model size can be excluded from the compression time and
size. In our experiments, the training and test data are from
different time steps or the simulation running with different
configuration settings in the same application.

2) Math Formulations for Error-bounded Lossy Data Com-
pression: The compression ratio (denoted by p) is defined as
%, where |D| and |D’| denote the original data size and
compressed data size (both in bytes), respectively.

Error-bounded lossy compression has one important con-
straint, namely, that the reconstructed data respect a user-
specified error bound (denoted by e) strictly. Under this
constraint, the rate-distortion often serves as a criterion to
assess the compression quality, which involves two critical



terms: bit rate and data distortion. The bit rate is defined as the
average number of bits used to represent one data point after
the compression; hence, the lower the bit rate, the higher the
compression ratio. In the lossy compression community rate
distortion is often evaluated by the PSNR, defined as shown
below:

PSNR = 20log,, vrange(D) — 10log,, mse(D,D"), (4)

where D’ is the reconstructed dataset after decompression
(i.e., decompressed dataset), vrange(D)) represents the value
range of the original dataset D (i.e., the difference between
its highest value and lowest value), and mse refers to mean
squared error. The higher the PSNR value is, the smaller
the mean squared error, which means higher precision of the
decompressed data.

Our objective is to obtain higher compression ratios than
other related works (including other deep-learning-based com-
pressors and traditional error-bounded lossy compressors) with
the same PSNR value, while also strictly respecting the user’s
error bound, especially aiming at optimizing the use cases with
high compression ratio. We can write the research problem
formulations as follows:

mazximize p
st. PSNR(D,D')=\, 5)
di —dj| < e

where ) is a particular PSNR value representing a specific data
distortion level and d; and dj refer to any data point in the
original dataset D and decompressed dataset D’, respectively.

IV. AE-SZ: AUTOENCODER-BASED ERROR-BOUNDED
Lossy COMPRESSION FRAMEWORK

In this section, we present the design overview of AE-SZ
and describe the detailed optimization strategies for AE-SZ.

A. Design Overview of AE-SZ

We present the overall framework of our designed
autoencoder-based error-bounded lossy compression frame-
work AE-SZ as shown in Figure 2] The overall compression
involves two stages: offline training and online compression.

During the offline training, we split the training data snap-
shots into multiple small fixed-size blocks (such as 32x32 for
a 2D data field or 8x8x8 for a 3D data field) and train the
network with numerous small blocks. The advantage of such
a design is twofold: (1) the AE model works more efficiently
on the divided data blocks, which can catch fine-grained data
features; (2) such a data-splitting design creates numerous
training samples (i.e., data blocks), so that the AE model is
tractable.

During the online compression, AE-SZ executes four steps
as shown in Figure (1) splitting the input data to be
compressed into many small blocks (with the same block size
as during the training stage), (2) prediction, (3) linear-scale
quantization, and (4) entropy/dictionary encoding. Specifically,
in each block, the data are predicted by a predictor (either
autoencoder or Lorenzo), and the prediction errors will be

quantized based on the user’s error bound, followed by Huff-
man encoding and Zstd [5]]. The Lorenzo predictor is similar
to the one used in SZ2.1. Specifically, under the Lorenzo
predictor, the ith data point d; is predicted by three nearby data
values in 2D data (diﬁj%di,jfl + diflyj — difl’jfl) or by 7
nearby values in 3D data (diA,j,k(_difl,j,k + dz},jfl,k: + di’j’kfl
—di1j 1k —dic1k-1 — dijj 161+ di15-1,k-1). We
refer the readers to read our prior work [9] for more details.
We note that the only difference between the Lorenzo predictor
in AE-SZ and [9] is that AE-SZ makes the selection between
classic Lorenzo and mean-Lorenzo separately on each block
instead of a global switching mechanism as in [9]]. That is, if
a data block can be better predicted by its mean value than by
classic Lorenzo, AE-SZ will use the mean value for prediction,
and all the involved mean values will be saved losslessly. We
find that this mean-Lorenzo predictor can make up for the
deficiencies of classic Lorenzo and AE under extremely high
error bounds (such as ~1E-1).

The compressed data generated by AE-SZ consists of three
parts: a header containing metadata (with trivial space cost),
lossy compressed latent vectors from autoencoders, and quan-
tization bins (losslessly encoded).

The main difference between AE-SZ and SZ2.1 [15] is that
SZ2.1 includes two data predictors for compression: linear
regression [[15] and Lorenzo [46], whereas AE-SZ replaces the
linear regression predictor by a pre-trained autoencoder. For
scientific datasets in which the data changes could be diverse,
autoencoders can overcome the limitation of linear regression,
which can only approximate the data using flat hyperplanes.

Offline training

o | Split the training data into small fixed-size blocks

e Train the DNN model based on the numerous
small data blocks generated from the training data

compressed data

¥
@ Output

Linear-scale
quantization
Huffman + Zstd

Input Data

Fig. 2. Design overview of AE-SZ (highlighted parts include our specifically
optimized design compared with SZ compressor)

The pseudo-code of the AE-SZ compression procedure
is presented in Algorithm [Tl As mentioned before, AE-SZ
compresses the input data block by block, and the com-
pression of each block follows the same routine. Thus, in
the following, we describe the compression procedure mainly
on a single data block (i.e., line 2~16), without loss of
generality. For any block, AE-SZ first generates predicted data
based on two predictors (Lorenzo and autoencoder) for this
block respectively (line 3~8). Then, the predictor with lower
element-wise [1-loss is selected for this block (line 9~13).



The reason is that the smaller the prediction errors are, the
more uneven the distribution of quantization bins in general,
and hence the higher compression ratio of quantization bins.
Then, AE-SZ uses linear-scale quantization to quantize the
prediction errors based on the user-specified error bound e
(line 14). Similar to SZ2.1 [9], [15]], we need to set a maximum
number of quantization bins (65,536 by default) for the linear
quantization, in order to keep high performance. The total
quantization range may not cover all predicted values as the
prediction errors may be large. The corresponding data points,
called unpredictable data, will be saved separately (denoted as
U in line 14). For more details about linear-scale quantization,
we refer readers to read our paper [9].

Algorithm 1 AE-SZ Compression Algorithm

Input: Input data D, block size S, error-bound e, latent error-bound e;.

Output: Compressed data D'={2, Z, U}.

1: Split D into blocks of Size S(1D), SxS(2D), or SxSxS(3D).
2: for (each block B in the data) do
3:  z < Eec(B). /*Encode B with the encoder network Eec.*/

3
4 2+ f(z,e;). I*Get decompressed latent vector 2’ based on e;*/
5: B’ = Dec(z'). /*Get Decoded B’ using decoder network Dec*/
6: lossi = ||B — B’||1. /*Compute [1 loss of B’ vs. B.*/

7:  B" = Lorenzo(B). /*Predict B with Lorenzo.*/

8

9

lossa = ||B — B’||1. /*Compute {1 loss of Lorenzo predictor.*/
: if lossgo < loss; then
10: Bj, = B”. /*Select Lorenzo-predicted values*/
11:  else
12: Bp, = B’. /*Select Autoencoder-predicted values*/
13:  end if

14 Q,U = Quantize(B, Bp, e). [*linear-scale quantization with e, to
get quantization codes @ and unpredictable data U.*/

15: end for

16: Compress all saved coefficients from AE and Lorenzo.

17: H + Huffman_Encode(Q®). /#Huffman encoding*/

18: Z < Zstd(H). /*Zstd compression*/

In the following subsections, we present several critical
optimization strategies for AE-SZ, which are developed in
terms of fundamental takeaways we summarized from our in-
depth analysis or comprehensive experimental evaluation.

B. Design Detail: AE network structure in AE-SZ

The structure of our designed autoencoder network used in
AE-SZ is illustrated in Figure 3| Like most autoencoders, it
consists of an encoder network to generate the latent vectors
as the compressed representation of input original data and a
decoder network to reconstruct the data from latent vectors.
The input of the network is (batches of) data blocks, which
will be linearly normalized to the range of [-1, 1] based on
the global maximum and minimum of data before being put
in the network, and the output of the network needs to be
denormalized to generate the final prediction values.

The encoder and decoder networks are both formed with
several convolutional/deconvolutional blocks and a fully con-
nected layer for resizing latents, and their structures are mirror-
symmetric except for an additional final output layer-set in the
decoder network.

As shown in Figure @] the convolutional blocks in the
encoder network are composed of the layer sequence of Con-
volution(Stride 1)-Convolution(Stride 2)-GDN, and the ones
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Fig. 3. Our Designed Blockwise Convolutional AE network for Compression

in the decoder network are composed of the layer sequence of
Deconvolution(Stride 1)-Deconvolution(Stride 2)-iGDN. The
size of each (de)convolutional kernel in the network is 3x3
(2D case) or 3x3x3 (3D case). We take some experiments
for the block design from the image compressive autoencoder
in [34] and [35]. The reason we apply stride-1 convolutions
before stride-2 convolutions is to increase the number of
parameters of the network without fast reducing the size of
feature maps. As reported in [33] and [34], consecutively
stacking stride-2 convolutions will harm the performance of
the network.

In our AE-SZ autoencoder, we do not use traditional acti-
vation functions but use Generalized Divisive Normalization
(GDN) [47] as the activation function. In fact, according to
Balle et al.’s work [48]], GDN can provide better image recon-
struction quality with trivial additional parameters compared
with traditional activation and normalization functions such as
Relu, LeakyRelu [49] and Batch Normalization [50]. Several
existing lossy image compression autoencoder models [35],
[3701-[39], [51], [52] have leveraged GDN and proved its
advantages. Our primary experiments also confirm that GDN
outperforms other tested activation functions on scientific data
lossy compression tasks. More details about GDN can be
found in [47] and [48]]. Following the common configurations,
we apply the original GDN in convolutional blocks and apply
its reverse iGDN in deconvolutional blocks.

Input:HxWxCo Input XxYxZxCp Input:HxWxCo Input:XxYxZxCo
+ ¥ + ¥
Conv2D Conv3D DeConv2D DeConv3D
Stride: 1 Stride: 1 Stride: 1 Stride: 1
Kemnel: 3x3xC Kernel: 3x3x3xC Kemnel: 3x3xC Kernel: 3x3x3xC
Padding:1 Padding:1 Padding:1 Padding:1
¥ ¥ ¥ [
Conv2D Conv3D DeConv2D DeConv3D
Stride: 2 Stride: 2 Stride: 2 Stride: 2
Kernel: 3x3xC Kernel: 3x3x:C Kernel: 3x3xC Kemel: 3x3xC
Padding:1 Padding:1 Padding:1 Padding:1
[ i i [
(_eon ) ( eoNn ) ( ieonw ) (iGN )
+ 12 ¥ +
Output: H/2xW/2xC Qutput X/2xYi2xz/2xC Output 2Hx2WxC Output 2Xx2Yx2ZxC
(a) 2D/3D Conv blocks (b) 2D/3D DeConv blocks

Fig. 4. (a) The Convolutional blocks used in AE-SZ encoder network. (b)
The Deconvolutional blocks used in AE-SZ decoder network.

To adapt to different datasets, the number of Convolutional
blocks and the number of channels in each block may vary,
but the overall structure remains the same. For example, The
main difference between autoencoders used for 2D/3D datasets
is just the dimension (2D or 3D) of convolutional/deconvolu-
tional operation in the network layers (see Figure {).



The network model in AE-SZ is saved separately against the
compressed data because it can be reused by different time
steps or other simulations with different parameter settings,
which is verified in our experiments (see Section [V).

C. Design Details: Choosing the Autoencoder Type

Takeaway 1: Sliced-Wasserstein Autoencoder is particularly
suitable for data prediction in scientific data compression
compared with other AE models.

A key point in designing AE-SZ is that we need to select
the most appropriate model for scientific data prediction from
multiple variations of autoencoder models. In AE-SZ, we
select sliced-Wasserstein autoencoder (SWAE) for the AE
compressor and predictor. The advantages of SWAE in data
compression are as follows:

e Compared with the other tested autoencoders, SWAE
shows less reconstruction loss on scientific data.

o Different from traditional variational autoencoders
(VAEs), the encoding and decoding computation in
SWAE are both determinant. VAEs such as [53]-[57]
actually compute means and variances with input data
and sample latent vectors with the means and variances
from the prior distribution. Therefore, in multiple runs
with the same input, the latent vector as the output of
the encoder in a VAE will differ, which makes the VAE
unstable for data compression tasks.

e Compared with Wasserstein autoencoders (WAE), the
computation of training loss in SWAE is more numeri-
cally efficient. Similar to SWAE, WAE computes Wasser-
stein distances for training losses, and its computation
cost is higher than the computation of sliced-Wasserstein
distances. With both n samples from the training set
and prior distribution, the computational cost of the
Wasserstein distance is O(n?) whereas the computational
cost of the sliced-Wasserstein distance is O(n logn).

Table [I] presents the reconstruction quality (PSNR) on dif-
ferent types of autoencoders that we explored. We trained 8
types of autoencoders on a split of snapshots of the CESM-
CLDHGH data field: a vanilla autoencoder, vanilla variational
autoencoder [53], B-VAE [54], DIP-VAE [55], Info-VAE
[56]], LogCosh-VAE [57], WAE [45], and SWAE [44]. After
training, the AEs were tested by using another split of data
snapshots. From this table, we observe that SWAE has the best
prediction accuracy with the highest PSNR, which motivates
us to use it as our final predictor in AE-SZ.

TABLE I
AVERAGE PREDICTION PSNR OF DIFFERENT TYPES OF AUTOENCODERS
ON CESM-CLDHGH DATA FIELD

AE type | PSNR AE type PSNR
AE 422 Info-VAE 26.5
VAE 36.2 LogCosh-VAE 39.0
B-VAE 40.1 WAE 424
DIP-VAE 322 SWAE 43.9

D. Design Detail: Optimizing AE Configurations

Takeaway 2: The performance of AE may differ a lot with
different configurations under the same model structure. Op-
timizing the AE configurations, especially the input block size
and the latent vector size, is critical to the final performance
of AE-SZ.

As presented in Section the AE network in AE-SZ has
a flexible structure, which can accept various configurations
such as different input block sizes, latent vector sizes, block
numbers, and channel numbers. From those, the input block
size and latent vector size are two critical hyperparameters for
the performance, corresponding to the scale of learned data
patterns and the representation compactness of latent vectors.
We need to optimize the input block size to have the best
scope of data, and we need to optimize the latent vector size
to balance prediction accuracy and latent overhead.

Table |lI] shows the average prediction PSNR and AE-SZ
compression ratio (error bound = 1E-2) of different input
block sizes under the same latent ratio (input block size
divides latent vector size, 64 for CESM-CLDHGH and 32
for NYX-baryon_density). We conclude that optimizing the
input block size is of great importance because autoencoders
can achieve apparently different performances under the same
latent overhead but various input block sizes. In our work, we
optimize the input block size of the autoencoder in AE-SZ
separately for each field, and we find that 32x32 input block
fits most of the 2D data fields tested and that 8 x8x8 input
block fits most of the 3D data fields tested.

TABLE I
AVERAGE PREDICTION PSNR AND AE-SZ COMPRESSION RATIO (1E-2
ERROR BOUND) OF DIFFERENT INPUT BLOCK SIZES

CESM-CLDHGH NYX-baryon_density

Blocksize PSNR | CR(Ie-2) Blocksize PSNR CR(1e2)
16x16 425 55.5 8x8x%x8 46.6 71.1
32x32 43.9 60.9 16x16%x16 35.7 23
64 x64 41.7 50.1 32x32%x32 28.9 23.9

Table presents the final compression ratio of AE-SZ
under the error bound of 1E-2 with AEs of different latent
sizes on the Hurricane-U data field. The input block size is
8x8x8, and the rest part of the network remains the same
for different latent sizes. We can see that different latent sizes
bring a 40%+ difference in final compression ratios, which
motivates us to choose an appropriate latent size in our design.
In what follows, we discuss how we reduce the latent vector
size while maintaining high prediction accuracy of AEs.

TABLE III
COMPRESSION RATIO OF AE-SZ UNDER THE ERROR BOUND OF 0.01 WITH
AES OF DIFFERENT LATENT SIZES ON THE HURRICANE-U DATA FIELD

Latent size | Latent ratio CR (1E-2)
4 128 123.4
6 85.3 137.4
8 64 149.1
12 45.7 127.7
16 32 106




E. Design Detail: Lossy compression of AE latent vectors

Takeaway 3: Predicting the data with error-bounded lossy
decompressed latent vectors can maintain a very small loss of
prediction accuracy, while greatly reducing the latent vector
size (i.e., latent overhead).

One main disadvantage of autoencoders is the overhead
of storing latent vectors, which can be reduced but cannot
be eliminated. To maximize the compression ratio with au-
toencoders, instead of using the original encoder output latent
vectors for compression, AE-SZ compresses the latent vectors
with a built-in customized compressor and then uses the
decompressed latent vectors for decoding. In this approach,
the compressed latents are to be stored. The computation of
compressed latents and autoencoder predictions in AE-SZ is
shown in Figure [5] For the original latent vector z as the
encoder network, a lossy compressor generates the compressed
latent z. in reduced size and the decompressed z4 (which can
also be directly computed from z.); then the decoder network
computes the prediction with z4 as its input.

Customized
Lossy
Compressor

Decoder
Network

Encoder
Network

Fig. 5. The autoencoder with customized latent compressor

We customize an efficient method for compressing AE-SZ
latent vectors (called customized or custo. for short) with two
steps: (1) quantize the original value using an error bound
of 0.le, where e is the user-specified error bound (the error
bounds are value-range based) for the dataset; and (2) use
Huffman + Zstd to compress the quantization codes. The
advantage of such a design is twofold. First, this can get better
compression ratios than SZ2.1, as shown in Table The key
reason is that the latent vector data are not quite smooth across
adjacent elements, based on our observation, while SZ2.1
strongly relies on spatial smoothness. Second, the custo. design
is consistent with an important constraint required in the AE-
SZ: the compression of each data block must be independent of
other data blocks, which is explained as follows. Note that we
select the better prediction method between AE and Lorenzo
based on their prediction accuracy for each block. After this
step, all the blocks (either AE-predicted blocks or Lorenzo-
predicted blocks) have corresponding predicted data, which
can be applied to the quantization directly. Obviously, in order
to minimize the latent overhead, we should not store the AE
latents for the Lorenzo-predicted blocks, but that requires that
the compression of latents be independent across data blocks.
SZ2.1 has data dependency across blocks, which makes it
unsuitable for the latent vector compression here.

Through masses of experiments using different datasets, we
note that choosing a reasonable error bound can achieve a
relatively high compression ratio of latents with a small loss
of prediction accuracy. Figure [6] presents two rate-distortion

TABLE IV
COMPRESSION RATIOS OF OUR CUSTOMIZED COMPRESSOR VS. SZ2.1 ON
LATENT VECTORS UNDER DIFFERENT ERROR BOUNDS €

. RTM NYX_darkmatterdensity EXAFEL
Custo. S7Z2.1 | Custo. S72.1 Custo. | SZ2.1
1E-2 6.9 5.9 7.1 6.2 6.6 5.7
1E-3 3.9 34 4.1 3.6 3.6 2.9
1E—4 2.5 2.0 3.2 2.5 1.9 14

plots of the AE prediction values with different compression
ratios of latent vectors. The prediction accuracy (w.r.t. PSNR)
does not degrade at all when the latent vectors are compressed
with a ratio such as 4 (corresponding to bit-rate 0.25 in the
figure as the original latent size is 3—2 of the input size).
That is, compressing latent vectors with a relatively high
compression ratio (under a certain error bound) does not affect

the compression of quantization bins much.

R —
I
w [/

!
25 ¢ CESM-FREQSH
20 NYX-baryondensity

o 0 0 0] 090‘3 06’ 0%\0

PSNR (dB)

Bit-Rate
Fig. 6. Rate distortion of SWAE (without quantization)

F. Design Detail: Combination of AE and Lorenzo

Takeaway 4: The autoencoder model has a high ability to
represent the data roughly with a high reduction ratio, but
it is not as effective as Lorenzo in high-precision use cases.
Therefore, a combination of AE and Lorenzo can effectively
mitigate their own particular limitations in data prediction.

Although AE has a great ability to learn the distribution
of data, it still has two critical drawbacks that prevent it
from being directly used as a data predictor, especially for
high-precision error-bounded compression use cases. The first
drawback is that, similar to linear regression, the latent vectors
generated by AE for decompression sometimes bring cost
due to redundancies of space. Specifically, we observe that
quite a few data blocks may have constant or approximately
constant values in scientific data. For these blocks, applying
a simple and low-cost predictor is accurate enough, while
being able to reduce the storage size as much as possible.
Second, to maintain learning effectiveness and efficiencies,
the reconstructed data blocks from the autoencoder always
suffer from certain noises, making it inadequate for extremely
high-precision compression. By comparison, we note that
the Lorenzo predictor outperforms the autoencoder especially
when a relatively small error bound is used.

We use Figure[7to illustrate the pros and cons of the autoen-
coder and Lorenzo predictor under different error bounds. This
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figure demonstrates the prediction error distributions of the
Lorenzo predictor, linear regression predictor, and our trained
autoencoder under an error bound of 1E-2 and 1E-4, respec-
tively (the input data is a snapshot of the CESM-FREQSH
data field). One can clearly observe that under the large error
bound 1E-2, the autoencoder has a better (sharper) prediction
error distribution. In contrast, the prediction accuracy of the
Lorenzo predictor grows rapidly as the error bound decreases
to a small value of 1E-4.

During the online compression, AE-SZ selects a predictor
between the autoencoder and Lorenzo for each data block.
The selection criterion is checking which predictor has lower
prediction errors (i.e., loss) for the given block. The details
can be found in Algorithm [I] (see line 6~13).

V. PERFORMANCE EVALUATION

In this section, we present the experimental setup and then
discuss the results.

A. Experimental Setup

1) Experiment Environment: We perform the experiments
on the gpu_v100_smx2 nodes of the Argonne National Lab-
oratory Joint Laboratory for System Evaluation computation
cluster. Each node is driven by two Intel Xeon GOLD 6152
processors with 188 GB of DRAM and NVIDIA TESLA V100
GPUs.

2) Data Used in Experiments: We perform the evaluation
using five real-world application datasets in different domains
that are commonly used in testing lossy compressors. Most
of the datasets such as CESM, NYX, and Hurricane can be
downloaded from SDRBench [58]].

o« CESM [59]: A well-known climate simulation package.
We use its atmosphere model [58]] in our experiments.
These datasets are 2D, although some fields exhibit
three dimensions in their metadata. For the CLOUD
field (26 x 1800x3600), for instance, SZ2.1 has a better
compression ratio (31.1 vs. 22.6) if we compress it with
the range-based error bound 1E-3 in 2D mode instead of
3D mode.

e RTM: Reverse time migration (RTM) code for seismic
imaging in areas with complex geological structures [|60].

e NYX [61]: An adaptive mesh, hydrodynamics code de-
signed to model astrophysical reacting flows on HPC
systems. Two separate simulations are performed for the
generation of training and test data.

e Hurricane [62]]: A simulation of a hurricane from the
National Center for Atmospheric Research in the United
States.

« EXAFEL [63]]: An Exascale Computing Project for an-
alyzing molecular structure X-ray diffraction data gen-
erated by the LCLS [1]. The data contains groups of
32 2D arrays of size 185x388. We discard the groups
with nearly uniform data points; and following [64], we
concatenate the 2D arrays in each group to form a single
5920%388 2D array for each group.

More detailed information on the datasets (all in single
precision ) is shown in Table [V] The fields of NYX are
transformed to their logarithmic value before compression for
better visualization, as suggested by domain scientists.

TABLE V
BASIC INFORMATION ABOUT APPLICATION DATASETS

App. # Files and fields Di i Fields used Domain

RTM 1 field, 3600 files 449x449 %235 snapshot Seismic Wave

CESM | 26 fields62 files | 1800x3600 | CLPHGH Weather

’ FREQSH

EXAFEL 1 field, 352 files 5920388 raw data Crystallography

NYX 6 fields, 5 files 512x512%x512 bd,t,dmd Cosmology
Hurricane 13 fields, 48 files 100x500x500 | U, QVAPOR ‘Weather

3) Comparison Lossy Compressors in Our Evaluation:
In our experiment, we compare AE-SZ with six other lossy
compressors. The first four are classic error-bounded compres-
sors: SZ2.1 [8], [9], [15] and ZFP0.5.5 [13]], which have been
widely used in the community, and two recent works based on
the SZ framework and developed from SZ2.1: SZauto [14] and
SZinterp [31]]. The fifth one is a recent work of an autoencoder-
based scientific data compressor [43|], called AE-A in our
evaluation. The sixth one is a pure convolutional autoencoder
model [40], called AE-B, proposed for compressing turbulence
data, which is not error-bounded.

4) Experimental Configurations: For SZ2.1, ZFP0.5.5,
SZauto, and SZinterp we adopt value-range-based error
bounds and use default configurations for other parameters.

For the training phase of the autoencoders in AE-SZ, we
train different autoencoders for different data fields on selected
parts of the data, then test and compare all compressors on the
remaining parts. Table shows the input block size, length
of latent vectors, number of the convolutional blocks in the
encoder network, and number of channels in the convolutional
blocks of the encoder network. The number of deconvolutional
blocks is the same as the encoder’s, and the channel numbers
of the decoder network are symmetric with those in the
encoder network. Table shows the training-test split for
all datasets. All autoencoders in AE-SZ are trained for 100

epochs.
For AE-A [43], we download  their  from
https://github.com/tobivcu/autoencoder, = which  supports

only double-precision floating data originally. We improve
the code by enabling it to compress single-precision floating
data, in that most of the datasets in our test are stored in
single-precision. We trained its model using the same training
data split for 100 epochs. The .dvalue files generated by the
model are compressed by SZ2.1 following the instruction of



TABLE VI
AUTOENCODER CONFIGURATIONS FOR EACH DATA FIELD

Data field Input block | Latent size | Block num. Channels
CESM-CLDHGH 32x32 16 4 [32,64,128,256]
CESM-FREQSH 32x32 32 4 [32,64,128,256]

EXAFEL 32x32 16 4 [32,64,128,256]

RTM 16x16x16 16 4 [32,64,128,256]
NYX (all fields) 8x8x8 16 3 [32,64,128]
Hurricane-U 8x8x8 8 3 [32,64,128]
Hurricane-QVAPOR 8x8x8 16 3 [32,64,128]
TABLE VII
TRAIN-TEST SPLIT FOR EACH DATASET

Dataset Train split Test split

CESM [0,49] [50,62]

EXAFEL [0,299] [300,351]

RTM [1400,1499] 1510 to 1600 step 10
NYX redshift [54,42] | another simulation at redshift 42
Hurricane [1,40] [41,48]

[43]]. After fine-tuning, we applied the same value-range-based
relative error bound to compress the .dvalue file.

For AE-B, since Glaws et al. [40] does not provide enough
details for training from scratch, following the paper’s rec-
ommendation, we fine-tuned a pretrained autoencoder (from
https://github.com/NREL/AEflow indicated by [40]]) on differ-
ent data fields for 5 epochs each.

5) Evaluation Metrics: We evaluate the seven lossy com-
pressors based on the critical metrics described below.

e Rate distortion: Rate distortion is the most commonly
used metric by the lossy compression community to
assess compression quality. Rate distortion involves two
critical metrics: peak signal-to-noise ratio (PSNR) and
bit rate. The definition of PSNR is introduced in section
and bit rate is defined as the average number of bits
used per data point in the compressed data. Generally
speaking, Bit rate equals Sizeof(datatype)/cr, in which
Sizeof(datatype) is the byte size of input data (32
for single-precision data for example), and cr is the
compression ratio. Therefore, a smaller bit rate means
a better compression ratio, and vice versa.

¢ Visualization with the same compression ratio (CR):
Compare the visual quality of the reconstructed data
based on the same CR.

o Compression speed and speed:
07“19171@ SZZ{E (MB/S) and 7econ9f7u('1_‘€d size (MB/S)
compression time decompression time

In the following experimental results, when it comes to
error bound values, without loss of generality, we adopt
value-range-based error bounds (denoted as €), which
takes the same effect with absolute error bound (denoted
e) because e = ¢ - (max(D) — min(D)).

decompression

B. Evaluation Results and Analysis

1) Rate distortions of different lossy compressors: We
present the rate-distortion results of all seven lossy com-
pressors on all tested data fields, illustrating the PSNR of
final decompression results with bit rates. Figure [§] shows
the rate-distortion plots for each lossy compressor on eight
data fields. Only four compressors are shown in Figure
(a), (b), and (c) because the other three compressors (SZauto,

SZinterp, and AE-B) support only 3D data, while CESM
and EXAFEL are both 2D datasets. We observe that AE-
SZ is significantly better than the other two AE-based lossy
compressors (AE-A and AE-B) in terms of rate distortion. That
is, our developed AE-SZ compression method is arguably the
best AE-based lossy compressor to date. We also compare
the most competitive error-bounded lossy compressors (to the
best of our knowledge): SZinterp [31], SZauto [14], SZ2.1
[15], and ZFP [13]]. Generally speaking, AE-SZ obtains much
better rate distortions than SZauto, SZ2.1, and ZFP do under
low bit rates (i.e., in high-compression-ratio cases) and have a
comparable quality with SZ2.1 for high bit rates. We observe
that AE-SZ generally has 100%~800% higher compression
ratios than SZ2.1 has in the high-compression-ratio cases on
both 2D and 3D datasets. In the 2D datasets, for example, AE-
SZ exhibits the best rate distortion (240% higher compression
ratio than the second best at the same PSNR around 44) for
the CESM-FREQSH data field. On the EXAFEL dataset, AE-
SZ has a 200% higher compression ratio than the second best
(S§Z2.1) in the high-compression cases. On the 3D datasets,
AE-SZ also exhibits very competitive rate distortions among
all the seven compressors. Its compression quality is close to
that of SZinterp in the low-bit-rate range (e.g., [0,1]) and may
also exhibit the best rate-distortion in a few cases (e.g., Figure
8l (e)).

2) Decompression data visualizations of different lossy
compressors: We present data visualizations in Figure [9] on
the NYX-baryon_density field to verify the effectiveness of
the reconstructed data of AE-SZ at high compression ratio
use cases. We clearly observe that the reconstructed data
at the PSNR of 46.8 under AE-SZ has a very good visual
quality. Other prior works [15[], [65] show that PSNR in
the range of [30,60] is good enough to have a high visual
quality for different scientific applications. Moreover, Figure
E] demonstrates that with the same compression ratio of 180,
AE-SZ has a much better visual quality compared with that
of the three state-of-the-art lossy compressors, SZauto, SZ2.1,
and ZFP0.5, and is also better than SZinterp.

3) Performances of AE-SZ predictors under different er-
ror bounds: To better understand how the autoencoder and
Lorenzo predictor in AE-SZ cooperatively contribute to the
compression ratios, we record the percentage of data blocks
predicted by AE-SZ autoencoders on three different data fields,
as shown in Figure [I0] For better vision of the plots, the x-
axis is logged error bounds. The plots show that autoencoders
in AE-SZ achieve advantages over Lorenzo under a range of
medium error bounds (about 5E-3 to 2E-2), under which most
of the data blocks can be better predicted by autoencoders.
As the error bound decreases, the Lorenzo predictor becomes
better than autoencoders on more data blocks. When the error
bound becomes very high, the latents need to be compressed
with a high error bound, so the prediction error of autoen-
coders may drop rapidly, and Lorenzo may also turn better.

To understand the effectiveness of our adaptive prediction
design, we present the rate-distortion in three situations: pre-
dicting data with only AE, predicting data with only Lorenzo,
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Fig. 8. Rate distortion of different compressors

and combining both, as shown in Figure [TT] The figure shows
that AE+Lorenzo achieves the best quality at all bit rates since
it can take advantage of both predictors adaptively.

4) Compression speeds and autoencoder training speeds:
The average compression speed of each error-bounded lossy
compressor on all the tested datasets under the error bound
of 1E-3 are shown in Table [VIII] in units of Mb/s (SZauto,
SZinterp, and AE-B have speeds only on 3D data because they
currently do not support 2D data). Because of the relatively
high computation cost of neural networks, AE-SZ cannot
achieve comparable compression throughput with traditional
lossy compressors (its speed is about 10%-40% as fast as
that of SZ2.1 and SZinterp). In fact, the current version of
the AE-SZ code is in the experimental stage, so it is not
as optimized as the off-the-shelf compressors such as SZ2.1
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Fig. 9. Visualization of reconstructed data (NYX-baryon_density)
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and ZFP. We believe that with further optimization AE-SZ
can be much accelerated. In fact, the throughput of AE-SZ
has been significantly better than the other autoencoder-based
compressors such as AE-A by 30x to 200x (mainly
due to the complicated data preprocessing and postprocessing
procedures in AE-A) and AE-B [40] by up to 4x speedup in
compression and 9x speedup in decompression (note that AE-
B is not error bounded so its running speeds include only the
AE prediction process).

Second, table [[X] shows the training time of autoencoders
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TABLE VIII
COMPRESSION/DECOMPRESSION SPEEDS (MB/S): ERROR BOUND=1E-3
SZ | ZFP | SZ SZ - _
Type | Dataset 21 05 | auto | interp AE-SZ | AE-A [43] | AE-B [40]
CESM 1450 | 1747 | N/A | N/A 26.7 0.4 N/A
o RTM 1064 | 4324 | 2314 | 1832 682 0.4 5.6
£ Hurricane | 166.2 | 91.8 | 198.7 | 168.6 22.0 0.4 155
o NYX 1429 | 1717 | 1529 | 99.6 15.7 0.5 16.0
EXAFEL | 1623 | 2137 | N/A | N/A 122 0.4 N/A
CESM | 2497 | 2227 | NJA | N/A 58.0 0.6 N/A
& RTM 4303 | 9413 | 516.1 | 4526 | 1353 0.7 41
S Hurricane | 264.9 | 243.1 | 3286 | 3574 482 0.6 14.7
A NYX 217.7 | 3104 | 197.9 | 1156 34.6 0.7 4.4
EXAFEL | 219.1 | 2247 | N/A | N/A 26.1 0.6 N/A

in AE-SZ and AE-A [43] using the same training data and the
same number of training epochs. We can conclude that the
autoencoders in AE-SZ outperform AE-A [43]] with similar or
shorter training time. For AE-B, the tested networks are only
fine-tuned so we are unable to present its training time.

TABLE IX
AUTOENCODER TRAINING TIME (IN HOURS)

Dataset AE-SZ | AE-A [43] |

CESM 1.0 5 |

RTM 34 21.4

NYX 5.5 4.7
Hurricane 2.4 2.5
EXAFEL 2.2 35

VI. CONCLUSION AND FUTURE WORK

In this paper, we explored leveraging convolutional au-
toencoders to improve error-bounded lossy compression. To
this end, we developed an efficient method called AE-SZ, by
integrating autoencoders in the SZ compression model with
a series of optimizations. We comprehensively evaluated AE-
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SZ by comparing it with six related works on five real-world
simulation datasets, with the following key findings.

o AE-SZ is competitive in the low-bit-rate range (i.e.,
high-compression-ratio cases). Specifically, it exhibits
the best rate-distortion results in 2D datasets. On 3D
datasets, it obtains a much better rate-distortion than
SZ2.1 and ZFP do (about 100%~800% improvement
with the same PSNR). AE-SZ also exhibits very close rate
distortions with those of SZinterp in high compression
cases, demonstrating its great potential in error-bounded
lossy compression.

AE-SZ has a higher visual quality at the same compres-
sion ratio compared with SZauto, SZ2.1, and ZFP.
AE-SZ is slower than SZ2.1 and ZFP, but is 30 x ~200x
faster than other autoencoder-based error-bounded lossy
COmpressors.

In the future, we plan to improve AE-SZ in several ways,
including (1) optimizing the network structure and the hyper-
parameters of autoencoders in AE-SZ and (2) speeding up the
compression and decompression speeds for AE-SZ.
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