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Abstract—As software systems penetrate our everyday lives,
security has risen to be a key concern. Despite decades of research
leading to new tools and practices for writing secure code,
achieving security as a key attribute remains highly challenging.
We observe that much of the literature considers developers to be
homogeneous and interchangeable. The differing circumstances
of developers that might play a role in the writing of secure code
have not been clearly defined. In this position paper we introduce
the concept of developer security archetypes. Specifically, we
suggest two key factors: developers’ personal interest in security,
and the support that developers receive from their environ-
ment. Together, these two dimensions define four archetypes
which can be uniquely characterized. By distinguishing developer
archetypes, we seek to better understand how developers perceive
security-related issues in systems development, as well as how to
better support them.

Index Terms—developer centred security, archetype, developer
security, software security, developer.

I. INTRODUCTION

In recent years there has been a focus on how the developer
can be centred in discussions of software security. Acar et al.
[1] argued that developers cannot be expected to be experts
in secure coding. They suggested applying the lessons learned
from twenty years of research on usable security to the
context in which developers write code. Developer Centred
Security (DCS) has emerged as a term for the study of how
developers can be encouraged and facilitated to write secure
code [2]. For the purposes of this paper we use the classic
definition of “software security” from McGraw: “the idea of
engineering software so that it continues to function correctly
under malicious attack” [3]. We define a developer as a writer
of software code for use by others.

We argue that developers are not homogenous and inter-
changeable, and operate at different levels of enthusiasm
and expertise when it comes to security. Moreover, they
operate in multiple different environments, from security-aware
organisations and open source teams to very small single-
developer enterprises. We posit that developers can thus be
thought of as existing along a spectrum in two dimensions:
their personal interest in security and secure coding, and the
support that is available for secure coding in their environment.
To truly put developers at centre-stage, we must examine the
role of these two factors on their security stance. We maintain
that this interplay between developers’ interest in security and

developers’ environment affects what interventions are of use
to individual developers.

In this position paper, we introduce a two-dimensional
typology that defines four developer security archetypes. By
defining these archetypes, we seek to extend our understanding
of developer centred security, the interventions that are available
to developers to write secure code, and which activities might
support developers in this task. When considering such support
activities, we can reflect on which developer archetype they
primarily assist, and whether we can broaden or tweak them
to assist others. We argue that the archetype most in need
of support, which we call Optimists, should be specifically
considered when new interventions are devised. We maintain
that centring the Optimists will enhance security for all
developers.

This paper proceeds as follows. In the next section we
introduce the two factors which we argue play a key role in
how developers approach security and secure coding. These
form the two dimensions, which define the four developer
security archetypes, which we discuss in Sec. III. We discuss
the implications of these archetypes in Sec. IV.

II. THE ROLE OF ENVIRONMENT AND PERSONAL
MOTIVATION

There is a considerable body of research on developers and
software security that discusses the role that the developer’s
environment plays in their secure coding practices. Haney et al.
[4] conducted an interview study with individuals representing
companies who use cryptography in their products. They
found that these security-mature organisations had a security
mindset, with a strong security culture and deep security
expertise. Assal and Chiasson [5] conducted a survey study
focusing on the human factors of software security. Using
factor analysis, they found that “company-wide engagement”
and “personal strategies” were the two main factors influencing
participants’ software security strategies. Pieczul et al. [6]
discussed the developer demographics that should be considered
when designing developer studies. They included “developer
skill and experience” and “team, structure, culture and policies”
as key demographic factors. Danilova et al. [7] considered how
a company’s emphasis on security influences or dictates its
developers’ security activities. Morales et al. [8] looked at how
the cohesiveness of the development team is vital for security.



Rauf et al. [9] discussed developers as social beings and the
resulting impact on their security choices. How they relate
to other developers and to their context are seen as crucial
influences on their security behaviour. The authors advocated
further study of how context influences the security posture of
solo developers such as app developers.

Developer motivation to code securely is also widely studied.

In a qualitative usability study, Naiakshina et al. [10] primed
ten of the 20 participating students to code securely. They found
that the ten participants who were not primed made no attempt
to write secure code. Primed participants did better, especially
when mandated to use an API with security helper classes. In
a follow-up study using freelance developers, Naiakshina et
al. [11] again found that specifying security as a requirement

was the main influence on the security of the resulting code.

Assal and Chiasson [5] found that identifying with security
importance is the most motivating factor for software security,
followed by workplace environment and perceived negative
consequences. Xiao et al. [12] looked at why security tools
spread. They found that the largest influence is co-worker
recommendations. Although they did not focus on developer
motivation, they did find that an attack on a developer’s software
can raise the developer’s security awareness; this factor is also
mentioned by Assal and Chiasson [13]. Haney et al. [4] found
that maturity and experience are common characteristics of
developers in companies with a strong security culture.

III. THE DEVELOPER SECURITY ARCHETYPES

Developer interest in and environmental support for secure
coding, when placed on abscissa and ordinate axes, can be
used to create a two-dimensional typology that defines four
developer archetypes (see Fig. 1). The archetypes bring different
developer circumstances into sharp focus. It is easier to assess
the potential role of a proposed technique or tool when the

target cohort or cohorts can be clearly identified and described.
We now position and describe the four developer archetypes.

We emphasise that these are archetypes, and in reality the
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Fig. 1. The four developer security archetypes. The archetypes bring different
developer influences with regard to secure coding into focus. The developer’s
tendency to use secure coding practices increases as we travel upwards and
right along the axes.

extent to which a developer is positioned along the two
dimensions will vary. The purpose of these archetypes is not
to perfectly characterize each developer, but rather to extend
our understanding of different types of developers in relation
to attitudes to security and secure coding.

A. Pragmatists

We adopt the term Pragmatists to describe developers
who have no personal interest in security, but are provided
with security-related training and tools in a collaborative
environment. Although their focus is on other aspects of the
work, they will follow secure coding processes if these are
mandated and not too inconvenient. Xiao et al. [12], in a study
of secure development tool adoption, noted that all developers
in their study who were mandated to use security tools did use
them. However, since Pragmatists have no personal interest
in security and secure coding, they may attempt to bypass
inconvenient secure coding guidelines. For example, Ashenden
et al. [14] described a developer telling their company’s security
team that they “are like a rock in a stream, we just flow around
you.” Tomas et al. [15] also found occasional conflict, with
one developer laughing about security culture “propaganda”.

B. Champions

Champions are developers with an interest in security who
are working in environments in which they are supported
and resourced. The term “Champions” is widely used both
in industry [16] and in academia [2] to describe developers
with a special interest in security in the corporate environment.
Security teams, which are notoriously short-staffed, often liaise
with Champions and leverage their security expertise [17].
Haney et al. [4], in an interview study of experienced developers
working in organisations that develop cryptographic products,
encountered a population of developers many of whom were
Champions. The researchers described individuals who were
highly committed to security and communicated strong security
values to the rest of the organisation.

C. Optimists

The “optimistic bias,” which causes people to believe that
misfortune will not happen to them, was used by Assal and
Chiasson [13] as a possible explanation for cavalier developer
attitudes to code security. In this spirit, we adopt the term
Optimists to describe developers who have little or no interest
in coding securely and are not supported or encouraged to do
so within their environment. They are optimists because they
believe that their code is probably fine, or someone else is
taking care of security [18], or their software is too insignificant
to be attacked, or there is nothing worth stealing in the system,
or they will be gone by the time there is a breach [2], [13],
[19], [20]. Optimists abound in secure development literature.
While investigating the propagation of insecure code snippets
from Stack Overflow, Bai et al. [21] interviewed 15 software
developers about insecurities they had found in the developers’
GitHub projects. Post-interview, only two of the developers
fixed their projects. Of the remaining 13, one deleted their



project, one deleted their GitHub account, and the remaining
developers ignored the vulnerabilities. Palombo et al. [20] were
surprised by developers’ reaction to a serious security flaw
that potentially enabled remote code execution. Developers
downplayed the issue, deciding not to fix it to avoid causing
problems elsewhere in the software. Their organisation did
not appear to assign any time or resources to security, or to
prioritise security in any practical way.

D. Heroes

Assal and Chiasson [13] identified developer “heroes” who
personally prioritise security even though they are working in
environments where security is not prioritised. If working in a
collaborative environment, they may provide the only security
checks within a company or team. Our Hero archetype also en-
compasses solo developers such as app developers who take the
time to familiarise themselves with the security requirements
for the environments they are coding in. A developer who is
highly motivated to code securely is more likely to research,
discover, and implement security techniques and tools, even
when not supported to do so in their environment [12]. Heroes
may find themselves almost in conflict with their employers
when trying to improve the security of a code base. Security
researchers Palombo et al. [20] experienced this dynamic when
embedded with a development team that received no security
support. Their suggested security fixes were rejected until they
carefully calibrated them to the code base to ensure minimal
impact on the time and attention of the development team.

IV. DISCUSSION

We now discuss implications of our typology, which helps
to differentiate among different types of developers in relation
to security-related attitudes.

Champions are widely regarded in industry as essential to the
smooth working of the Software Security Groups that oversee
secure coding in large organisations. These groups liaise with
Champions on development teams to promote secure coding
techniques within the teams [2] [22]. An initial analysis of the
four archetypes might suggest that the solution to the problem
of insecure code is to turn all developers into Champions.
To achieve this, it would be necessary not only to educate
all developers in secure coding techniques, but to engage
their interest so that they use the techniques. Furthermore, all
organisations and open source teams would have to embrace and
prioritise the need for secure software development. Otherwise,
Optimists would merely be converted to Heroes, who still lack
much of the support needed to code securely.

Achieving these changes is a worthy objective, but until it
is realised we must accept that all four developer archetypes
exist and they need different types of support to help them to
code securely. The existence of the four archetypes leads us
to the following research questions.

A. Developer Motivation

What causes developers to move from left to right, indicating
an increase in security motivation? This area comprises devel-
oper motivators such as training and experience. Witschey et al.

[23] have found that information from peers can have an impact.
Assal and Chiasson [5] found that the top six motivations
towards software security are self-driven motivations such
as caring about the user, with financial rewards considered
least motivating. While drive (arguably) cannot be taught,
understanding the implications of poor security scored highly.
This suggests that activities such as Weir et al.’s security
interventions [24] should have a motivating effect. Weir et al.
devised a lightweight series of interventions to motivate teams
to develop securely. Activities include incentivisation meetings
with teams to introduce core security practices. Other security
practices are introduced on an ad-hoc basis if appropriate to
the discussion. Follow-up workshops help to copper-fasten the
ideas discussed within the teams, assisting with motivation and
keeping security firmly in sight.

The “Motivating Jenny” (www.motivatingjenny.org) project
explores the reasons why developers do not consistently and
routinely use security methods and tools. The project seeks to
find ways to engage and motivate developers to code securely. It
uses several different media [25] and ethnographic studies [26]
to examine how developers discuss and engage with security.
“Motivating Jenny” researchers have devised a workshop format
to help developers to grapple with security topics [27]. Their
work focuses on leveraging developers’ values and professional
pride to attract them to secure coding. The “Motivating Jenny”
project, Weir’s work and similar projects aim to interest and
educate developers in security, moving them from the left to
the right of our typology.

A complementary question is whether there are circum-
stances that cause developers to regress, moving from right to
left? If so, how can these be avoided?

B. Organisational Motivation

What causes organisations, and indeed open source teams, to
move upwards, indicating an increase in security motivation?
Customer engagement, industry standards and legislation are
frequently cited [4] [8]. Are there other motivators? Conversely,
are there circumstances which cause organisations or teams to
move downwards, lessening their focus on security? If so, how
can these be avoided? Organisations will rarely declare their
lack of interest in security, making unmotivated organisations
difficult to study.

C. Supporting the Optimists

DCS research often focuses on interventions and tools
for developers who are highly resourced in a security-aware
environment, highly motivated to code securely, or both. We
argue that special thought must be given to how to support the
Optimist, who has not (yet) developed an interest in security
and does not benefit from a collaborative security environment.
Although it is tempting to plan to train them all, the high
numbers of new entrants to software development [28] and the
low barriers to entry [29] make it a Sisyphean task. Furthermore,
Optimists with an interest in security become Heroes, still
under-resourced for secure coding. Given that there will always
be Optimists, how can they best be supported?
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V. CONCLUSION

In this position paper we introduced four developer security
archetypes, organized along the two axes of personal interest
in software security and environmental support for software
security. Defining these four archetypes sheds light on a blind
spot in the current literature on developer centred security, and
can help broaden our understanding of issues surrounding
software developers and security. Whereas prior literature
has started to recognize human factors such as developer
motivation, this paper contributes a systematic conceptualisation
of developers in relation to secure software development.
Summarising, the Pragmatist is uninterested in security, but
will often use security tools provided in their environment. The
Champion is a security enthusiast operating in an environment
where security is emphasised. Heroes work in a low-security
environment, but their own interest in and drive towards
security should help them to secure their code. The Optimist
is uninterested in security and codes in an environment where
security is not considered. Optimists are entirely dependent on
the security behaviour of the tools they use to make their code
secure.

We argue that our typology helps to clarify issues around
secure software development. Individual developers may move
between these four archetypes, whether via training, other
motivators or a change of role or employer. However, the four
archetypes will continue to be populated for the foreseeable
future. Interventions and tools aiming to enhance secure coding
should be tailored to the appropriate archetypes. Solutions that
treat developers as a homogeneous group are likely to lose the
opportunity to address as many developers as possible.
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