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Figure 1: The proposed Point-Voxel Diffusion (PVD) is a new framework for generative modeling of 3D shapes. Left: tables, cars, and
planes generated by our PVD. It learns to sample from a Gaussian prior and to progressively remove noise to obtain sharp shapes. Right:
two possible shapes completed from a real RGB-D image, each visualized in input and canonical views.

Abstract

We propose a novel approach for probabilistic genera-
tive modeling of 3D shapes. Unlike most existing models
that learn to deterministically translate a latent vector to a
shape, our model, Point-Voxel Diffusion (PVD), is a unified,
probabilistic formulation for unconditional shape genera-
tion and conditional, multi-modal shape completion. PVD
marries denoising diffusion models with the hybrid, point-
voxel representation of 3D shapes. It can be viewed as a
series of denoising steps, reversing the diffusion process
from observed point cloud data to Gaussian noise, and is
trained by optimizing a variational lower bound to the (con-
ditional) likelihood function. Experiments demonstrate that
PVD is capable of synthesizing high-fidelity shapes, com-
pleting partial point clouds, and generating multiple com-
pletion results from single-view depth scans of real objects.

1. Introduction

Generative modeling of 3D shapes has extensive appli-
cations across vision, graphics, and robotics. To perform
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well in these downstream applications, a good 3D genera-
tive models should be faithful and probabilistic. A faith-
ful model generates shapes that are realistic to humans and,
in cases where conditional inputs such as depth maps are
available, respects such partial observations. A probabilis-
tic model captures the under-determined, multi-modal na-
ture of the generation and completion problem: it may sam-
ple and produce diverse shapes from scratch or from partial
observations. As shown in Figure 1, when only the back of
a chair is visible, good generative models should be able to
produce multiple possible completed chairs, including those
with arms and those without.

Existing shape generation models can be roughly di-
vided into two categories. The first operates on 3D vox-
els [43, 14, 45, 2], a natural extension of 2D pixels.
While being straightforward to use, voxels demand pro-
hibitively large memory when scaled to high dimensions,
and are thus unlikely to produce results with high fidelity.
The second class of models studies point cloud genera-
tion [1, 11, 48, 46, 16, 17] and has produced promising re-
sults. While being more faithful, these approaches typically
view point cloud generation as a point generation process
conditioned on shape encoding, which is obtained by de-
terministic encoders. When performing shape completion,
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these approaches are therefore unable to capture the multi-
modal nature of the completion problem.

Recently, a new class of generative models, named prob-
abilistic diffusion models, have achieved impressive perfor-
mance on 2D image generation [35, 13, 36]. These ap-
proaches learn a probabilistic model over a denoising pro-
cess. Diffusion is supervised to gradually denoise a Gaus-
sian noise to a target output, such as an image. Methods
along this line, such as DDPM [13], are inherently proba-
bilistic and produce highly realistic 2D images.

Extending diffusion models to 3D is, however, techni-
cally highly nontrivial: a direct application of diffusion
models on either voxel and point representation results in
poor generation quality. This is because, first, pure vox-
els are binary and therefore not suitable for the proba-
bilistic nature of diffusion models; second, point clouds
demand permutation-invariance, which imposes infeasible
constraints on the model. Experiments in Section 4.1 also
verifies that a straightforward extension does not lead to rea-
sonable results.

We propose Point-Voxel Diffusion (PVD), a proba-
bilistic and flexible shape generation model that tack-
les the above challenges by marrying denoising diffusion
models with the hybrid, point-voxel representation of 3D
shapes [24]. A point-voxel representation builds structured
locality into point cloud processing; integrated with denois-
ing diffusion models, PVD suggests a novel, probabilistic
way to generate high-quality shapes by denoising a Gaus-
sian noise and to produce multiple completion results from
a partial observation, as shown in Figure 1.

A unique strength of PVD is that it is a unified, proba-
bilistic formulation for unconditional shape generation and
conditional, multi-modal shape completion. While multi-
modal shape completion is a highly desirable feature in
applications such as digital design or robotics, past works
on shape generation primarily use deterministic shape en-
coders and decoders to output a single possible completion
in voxels or a point cloud. In contrast, PVD can perform
both unconditional shape generation and conditional shape
completion in an integrated framework, requiring only min-
imal modifications to the training objective. It is thus capa-
ble of sampling multiple completion results depending on
diffusion initialization.

Experiments demonstrate that PVD is capable of syn-
thesizing high-fidelity shapes, outperforming multiple state-
of-the-art methods. PVD also delivers high-quality results
on multi-modal shape completion from partial observations
such as a partial point cloud or a depth map. In partic-
ular, we show that PVD does well on multi-modal com-
pletion on multiple synthetic and real datasets, including
ShapeNet [4], PartNet [27], and single-view depth scans of
real objects in the Redwood dataset [5].

2. Related Works

Point cloud generative models. Many prior works
have explored point cloud generation in terms of auto-
encoding [I, 11, 47], single-view reconstruction [12, 10,

, 17], and adversarial generation [34, 48, 40]. Many of
them rely on directly optimizing heuristic loss functions
such as Chamfer Distance (CD) and Earth Mover’s Distance
(EMD), which are also used to evaluate generative quality.

Some recent works take a different approach, view-
ing the 3D point clouds in light of probabilistic distri-
butions. For example, Sun et al. [37] view the point
clouds from a probabilistic perspective and introduce au-
toregressive generation, but doing so requires ordering of
the point clouds. GAN-based models and flow-based mod-
els [21, 1, 46, 16, 17] also adopt a probabilistic view but
separate shape-level distribution from point-level distribu-
tion. Among these models, PointFlow applies normalizing
flow [29] to 3D point clouds, and Discrete PointFlow fol-
lows up using discrete normalizing flow with affine cou-
pling layers [8]. Shape Gradient Fields [3], unlike flow-
based works, directly learn a gradient field that samples
point clouds using Langevin dynamics. Our model is dif-
ferent from these models in that we do not distinguish point
and shape distributions, and that we directly generate entire
shapes starting from random noise.

Point-voxel representation. 3D shapes were convention-
ally rasterized into voxel grids and processed using 3D con-
volution [6, 42]. Due to the correspondence between vox-
els and 2D pixels, many works have explored voxel-based
classification and segmentation using volumetric convolu-
tion [26, 31, 19, 39, 42, 7]. Voxel-based generative mod-
els have similarly proven successful [43, 14, 45]. However,
voxel grids are memory-intensive and they grow cubically
with increase in dimension, so they cannot be scaled to a
high resolution.

Point clouds, on the other hand, are detailed samples
from smooth surfaces and do not suffer from the grid effect
of usually low-resolution voxels and do not require as much
memory for processing. Researchers have explored point
cloud classification and segmentation [30, 30, 41] and most
assume point cloud processing networks are permutation-
invariant. Permutation-invariance is a strong condition to
be imposed on the architecture and we empirically find
that direct extension of 2D methods to either permutation-
invariant point clouds or voxels do not work well. We there-
fore explore a separate point-voxel representation [22, 33],
and our work is most related to point-voxel CNN [24],
which proposes to voxelize the point clouds for 3D convolu-
tion. We use it as the backbone of our generative model due
to its exploitation of the strong spacial correlation inherent
in point cloud data.
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Figure 2: Visualization of the diffusion and generative process. To
generate, Gaussian noise is sampled from p(x7) and noise is pro-
gressively removed by pg(x¢|x¢+1). Symmetrically, the diffusion
process gradually adds noise by g(x¢+1|x¢). We utilize a closed-
form expression for each q(x¢41|x¢), allowing pg(x¢|X¢+1) to be
learned by simply matching the posterior q(x¢|Xt+1,X0) of the
corresponding forward transition probability.

Energy-based models and denoising diffusion models.
Energy-based models (EBMs) and denoising diffusion
models are two classes of generative models that formu-
late generation as an iterative refinement procedure. Energy
based models [20, 9, 28] learn an energy landscape over
input data, where local minima correspond to high-fidelity
samples, which are obtained by Langevin dynamics [9, 28].
In contrast, denoising diffusion models [35, 13, 36] learn a
probabilistic model over a denoising process on inputs. Dif-
fusion is supervised to gradually denoise a Gaussian noise
to a target output. This form of supervision can be seen
as supervision of the gradient of a log probability distribu-
tion [36] as in score matching EBM [15, 38]. Our work
builds on these related existing approaches and we explore
the 3D domain, which is challenging and fundamentally dif-
ferent from 2D images. A concurrent work on point cloud
diffusion model [25] views point cloud generation as a con-
ditional generation problem and uses an additional encoder
for shape latents. Ours, however, adopts an unconditional
approach, ridding the need for additional shape encoders,
and uses a different hybrid, point-voxel representation for
processing shapes. In addition to generating high-quality
3D shapes, we also show that our model can be modified
with no architectural change to perform on conditional gen-
eration tasks such as shape completion. We also demon-
strate its effectiveness on real-world scans.

3. Point-Voxel Diffusion

In this section we introduce Point-Voxel Diffusion
(PVD), a denoising diffusion probabilistic model for 3D
point clouds. We start by describing our formulation, fol-
lowed by the training objective for shape generation, and
end with the modified objective we proposed for shape com-
pletion from partial observation. For all our discussions be-
low, we assume each of our data points are a set of [V points
with zyz-coordinates and is denoted as x € RV>*3, Our

model is parameterized as a single point-voxel CNN [24].

3.1. Formulation

The denoising diffusion probabilistic model is a genera-
tive model where generation is modeled as a denoising pro-
cess. Starting from Gaussian noise, denoising is performed
until a sharp shape is formed. In particular, the denoising
process produces a series of shape variables with decreas-
ing levels of noise, denoted as x7,x7_1, ..., Xg, Where xp
is sampled from a Gaussian prior and x is the final output.

To learn our generative model, we define a ground truth
diffusion distribution ¢(xo.7) (defined by gradually adding
Gaussian noise to the ground truth shape), and learn a diffu-
sion model pg(xo.7), which aims to invert the noise corrup-
tion process. We factor both probability distributions into
products of Markov transition probabilities:

T

q(xo0.7) = q(X0) H q(x¢|x4-1),

. (1)
(XT) Hpe(Xt—l |Xt)a
t=1

Do (XO:T) =P

where ¢(xq) is the data distribution and p(x7) is a stan-
dard Gaussian prior. Here, q(x¢|x;_1) is named the forward
process, diffusing data into noise; accordingly, q(x;—1|x)
is named the reverse process. pg(x;—1|x;) is named the
generative process, which we learn, that generates realis-
tic samples by approximates the reverse process. To enable
closed-form evaluation, the transition probabilities are also
parameterized as Gaussian distributions. We illustrate the
processes in Figure 2. Given a pre-determined increasing
sequence of Gaussian noise values 31, ..., f7,' each transi-
tion probability can be defined as

q(x¢|x¢—1) = N (V1 = Bixe—1, BiI),

. @)
pQ(Xt—l |Xt) = N(/’LQ(XU t)a ¢ I)

, where pg(x;,t) represents the predicted shape from our
generative model at timestep ¢ — 1. Empirically, we found
that setting 0,52 = [; works well. Intuitively, the forward
process can be seen as gradually injecting more random
noise to the data, with the generative process learning to
progressively remove noise to obtain realistic samples by
mimicking the reverse process.

Training objective. To learn the marginal likelihood
pe(x), we maximize a variational lower bound of log data
likelihood that involves all of %, ..., x7:!

pF)(XO:T)
q(x1.7/%0)

E, o) 108 20(%0)] = Eqy ) [ 108 G)

'We leave derivation and implementation details to Appendix.



In the above objective, the forward process q(x¢|x;—1) is
fixed and p(x7) is defined as a Gaussian prior, so they do
not affect the learning of 6. Therefore, the final objective
can be reduced to maximum likelihood given the complete
data likelihood with joint posterior ¢(x1.7|X0):

T
meax EXONq(Xo),XLTNq(xLT|xo) lz log po (thl Xt)] :

t=1

4)

Joint posterior ¢(x1.7|x0) can be factorized into

H;‘FZI q(x¢—1]x¢,%0). Each factored ground-truth posterior

is denoted as q(x¢—1|x¢,Xo) and is analytically tractable.

It can be shown that it is also parameterized by Gaussian
distributions:

Q(Xt71|xtaxo) =

N (\/dt—lﬁtXO 4 Vi (L — 1)

1—oy 1—oy

Xt (1 _ &t_l)ﬁt1> .

1—ay
4)
where ay = 1 — 3; and &; = HZ:I as.'  This prop-
erty allows each timestep to learn independently, i.e., each
po(x¢—1|x¢) only needs to match q(x;—1|x¢, Xo).

Since both pg(x:—1|x:) and q(x:—1|x¢,%0) are Gaus-
sian, we can reparameterize the model to output noise and
the final loss can be reduced to an Lo loss between the
model output €y(x;, ) and noise €:!

1

e —eo(xs, 1), €~ N(0,T), (6)

Intuitively, the model seeks to predict the noise vector nec-
essary to decorrupt the 3D shape.

Point clouds can then be generated by progressively sam-
pling from pg(x;—1|x;) as t = T, ..., 1 using the following
equation:

1— (673

- mﬁe(xt,t)) + \/Ezv @)
— Qg

1
Xt—1 = \/77 (Xt
where z ~ N (0, I), corresponding to the gradual denoising
of a shape from noise.'

3.2. Shape Completion

Our objective can be simply modified to learn a condi-
tional generative model given partial shapes, which we in-
troduce in this section.

Denote a point cloud sample as xg = (zg,Xo), where
zo € RM*3 s the fixed partial shape, and any intermediate
shapes as free points x; = (2, X). We can then define a
conditional forward process, where the partial shape is fixed
at zg for all time. Our conditional forward and generative
processes, as well as each transition probability, can then be
parametrized as

q(X¢|Xe—1,20) =N (V1= Bixi—1, Bed),

e i ®)
pé)(Xt—l‘XtaZO) = N(MQ(Xt7Z0at)7Ut I)

Note that the above equations now give the for-
ward/generative transition probabilities for the free points
X, while z( stays unchanged for all timesteps. Intuitively,
this process is the same as unconditional generation, while
we hold the partial shape z( fixed and diffuse only the miss-
ing parts.

The modified training objective also maximizes the like-
lihood conditioned on partial shapes z:

T
E(io,ZO)NQ(IU),x1:T~q(x1:T\io»zo) Z log ps (it—l |>~(t7 ZO)

t=1
©)
where each posterior ¢(X;_1|X¢,Xo,Zo) is known and its
derivation is similar to the unconditional generative model.
Using the same reasoning as before, we can arrive at a sim-
ilar Lo loss:

Ly = e — eg(%e,20,1)], (10)
where € ~ N(0,I). Additionally, since the partial shape is
always fixed during both forward and generative processes,
we can mask away the subset of model output that affects
zo and minimize L, distance between €(X:, zo, t) and ran-
dom noise, which only affects x;. In practice, we input z
and x; into the model and obtain x;_;, where only the sub-
set x;_1 is used for L5 loss. In shape completion, X;_1 is
concatenated with z( to be the input into the model again.
This allows the exact same training architecture to do both
generation and shape completion by simply changing the
training objective.

4. Experiments

We demonstrate here that our model outperforms pre-
vious point generative models in Section 4.1, is capable
of completing partial shapes sampled from single views in
Section 4.2, and can generate diverse shapes given partial
shape constraints in Section 4.3. Architecture and hyper-
parameter details are provided in Appendix.

4.1. Shape Generation

Data. We choose ShapeNet [4] Airplane, Chair, and Car
to be our main datasets for generation, following most pre-
vious works [46, 17, 3, 16]. We use the provided datasets
in [46], which contain 15,000 sampled points for each
shape. We sample 2,048 points for training and testing, re-
spectively, and process our data following procedures pro-
vided in PointFlow [46].

Evaluation metrics. Previous works such as [46, 17, 3,

] have used Chamfer Distance (CD) and Earth Mover’s
Distance (EMD) as their distance metrics in calculating
Jensen-Shannon Divergence (JSD), Coverage (COV), Min-
imum Matching Distance (MMD), and 1-Nearest Neighbor
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Figure 3: Results on unconditional shape generation with 2,048 points. The 1-GAN results are from the EMD variant.

Airplane Chair Car
CD EMD CD EMD CD EMD
r-GAN [1] 98.40 96.79 83.69 99.70 94.46 99.01

I-GAN (CD) [1] 87.30 93.95 68.58 83.84 66.49 88.78
I-GAN (EMD) [1] 89.49 7691 7190 64.65 71.16 66.19
PointFLow [46] 75.68 70.74 62.84 60.57 58.10 56.25
SoftFlow [16] 76.05 65.80 59.21 60.05 64.77 60.09
DPF-Net [17] 75.18 65.55 62.00 58.53 62.35 54.48
Shape-GF [3] 80.00 76.17 68.96 6548 63.20 56.53
PVD (ours) 73.82 64.81 56.26 53.32 54.55 53.83

Table 1: Generation results on Airplane, Chair, Car compared with
baselines using 1-NN as the metric. Both CD and EMD as the dis-
tance measure are calculated. Lower scores indicate better quality
and diversity.

(1-NN), which are four main metrics to measure genera-
tive quality. However, as discussed by [46], JSD, COV, and
MMD each has limitations and does not necessarily indicate
better quality. Some generation results achieve even better
scores than ground-truth datasets. 1-NN is robust and cor-
relates with generation quality, as supported by [46], which
also proposes 1-NN as the better metric. Therefore, we use
1-NN directly for evaluating generation quality and we pro-
vide comparison of remaining metrics in Appendix. As we
also discover that EMD score can vary widely depending
on its implementation, We evaluate all baselines using our
implementation of the metrics.

Baselines and results. We quantitatively compare our re-
sults with -GAN [!], I-GAN [1], PointFlow [46], DPF-
Net [17], SoftFlow [16], and Shape-GF [3] on generating
2048 points. In evaluating the baselines, we follow the same
data processing and evaluation procedure as PointFlow, and
follow the provided baseline implementations to evaluate
their models. Our comparisons are shown in Table 1. Our
model noticeably achieves the best generation quality.

We also investigated pure voxel and point representa-

tions for shape generation. We noticed that simply extend-
ing diffusion models to pure point representation using con-
ventional permutation-invariant architectures such as Point-
Net++ [32] fails to generate any visible shapes. Extend-
ing diffusion models to pure voxel representation generates
noisy results due to the binary nature of voxels which is dif-
ferent from our Gaussian assumption. We visually compare
with baselines including a voxel diffusion model (Vox-Diff)
in Figure 3. For Vox-Diff, 2048 points are sampled from
voxel surfaces. We provide additional quantitative compar-
ison in Appendix.

4.2. Shape Completion

In various graphics applications users usually do not
have access to all viewpoints of an object. A shape often
needs to be completed knowing a partial shape from a single
depth map. Therefore, the ability to complete partial shapes
become practically useful. In this section, we use the same
model architecture (see Appendix) from Section 4.1 and test
our shape completion models.

Data. For shape completion, we use the benchmark pro-
vided by GenRe [49], which contains renderings of each
shape in ShapeNet from 20 random views. We sample 200
points as our partial point clouds obtained from the provided
depth images, and we evaluate shape completion on all 20
partial shapes per ground-truth sample.

Metrics. For shape completion, as the ground-truth data
are involved, Chamfer Distance and Earth Mover’s Distance
suffice to evaluate the reconstruction results.

Baselines. Since our approach is probabilistic, we se-
lected major distribution-fitting models such as Point-
Flow [46], DPF-Net [17], and SoftFlow [16] for compari-
son. We directly evaluate pre-trained models, if provided,
otherwise we re-train them using baselines’ provided im-
plementation on our benchmark. We also compared with
Shape-GF as its encoder can similarly receive an arbitrary
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Figure 4: Our shape completion visualization (right) compared to baseline models (left). From left to right: depth images, ground-truth
shapes, partial shapes sampled from depth images, completion from baselines, and our results.

Category Model CDh EMD
SoftFlow [16]  0.4042 1.198

Airplane PointFlow [46]  0.4030 1.180
P DPF-Net [17] 0.5279 1.105
PVD (ours) 0.4415 1.030

SoftFlow [16] 2.786  3.295
PointFlow [46]  2.707  3.649

Chair  pE Net[17] 2763 3320
PVD (ours) 3211 2939

SoftFlow [16]  1.850  2.789

Car PointFlow [46]  1.803  2.851

DPF-Net [17] 1.396 2318
PVD (ours) 1.774  2.146

Table 2: Quantitative comparison against baselines. CD is multi-
plied by 10% and EMD is multiplied by 10?.

number of points. However, it is experimentally found that
the model is sensitive to the input partial shapes and com-
pletion is not realistic after Langevin sampling. Therefore,
we leave them out of the comparison.

Results. Quantitative results are presented in Table 2 and
a visual comparison is shown in Figure 4. From Table 2,
we observe that our model achieves best on EMD scores
while worse on CD compared to some baselines. First,
we note EMD is a better metric for measuring completion
quality because by solving the linear assignment problem
it forces model outputs to have the same density as the
ground-truths [23] and it is known that CD is blind to visual
inferiority [!]. Our better EMD score is more indicative of
higher visual quality.

Next, we investigate the reason our CD is inferior to our
baselines. We discover that a typical case when our CD
is higher is as shown in Figure 5, where from the input

AN A A
0"0'

PointFlow SoftFlow DPF-Net PVD (ours)
CD 8.633 1.501 1.197 1.921
EMD 1.124 1.856 1.109 0.919

Figure 5: Typical case when CD is higher than baseline models.
Column 1 shows input depth image and ground-truth point clouds.
The next columns show completion from the input viewpoint (top)
and from the canonical viewpoint (bottom). CD is multiplied by
102 and EMD is multiplied by 102 scores.

view the ground-truth shape is largely unknown. The base-
line models tend to output a mean shape when encountered
with such an unconventional angle. Naturally, mean shapes
are more frequently closer to the ground-truths than other
shapes, as exemplified by the figure. However, with each
noise initialization, our model seeks a possible completion
that matches well with the partial shape and may be further
away from the ground-truth than the mean shape. In the
case shown, our completion is a van instead of a sedan but
is equally realistic.

Our model also enables controlled completion given
multiple partial shapes, and we leave details to Appendix.

4.3. Multi-Modal Completion

Our baselines for shape completion adopt an encoder-
decoder structure that takes in a partial shape and outputs
a single completion. While some offer impressive results,
their completion ability is deterministic, much different
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Figure 6: Multi-modal completion visualization on PartNet. Each column presents five completion modes from a model.

TMD x 102 MMD x103

Chair Table Lamp Avg.

Chair Table Lamp Avg.

KNN-latent [44] 0.96 1.37 195 143 142 142 188 1.57
cGAN [44] 1.75 199 194 189 1.61 156 213 1.77
PVD (ours) 191 1.70 592 3.18 127 1.03 198 1.43

Table 3: Quantitative comparison for multi-modal completion on
PartNet. TMD (higher the better) measures completion diversity,
and MMD (lower the better) measures completion quality. Cham-
fer Distance (CD) is used as the distance measure.

from humans who can often imagine different completion
possibilities given single views. Our PVD, however, adopts
a probabilistic approach to shape completion, where each
noise initialization can result in a different completion.

Data. We follow experiment setups from cGAN [44] and
train our model on Chair, Table, and Lamp from Part-
Net [27]. 1024 points are given and 2048 points are
generated as completion. In addition, we show diver-
sity of our completion on ShapeNet. Different from Part-
Net, ShapeNet’s partial shapes are sampled from custom-
rendered depth images.

Metrics. We follow cGAN [44] and use Total Mutual Dif-
ference (TMD) to measure diversity and Minimal Matching
Distance (MMD) to measure quality with Chamfer Distance
(CD) as distance measure. Since our model is different from
cGAN and only completes the 1024 free points, TMD is
calculated only on the free points for our model and on a

subsampled set of 1024 points for our baselines. MMD is
calculated using the completed 2048 points and re-sampled
2048 ground-truth points.

Results on PartNet. Our model is compared with
cGAN [44] and KNN-latent [44]. Results are shown in Ta-
ble 3 and visual comparisons are shown in Figure 6. Our
model outperforms both baselines in terms of average di-
versity and quality.

Results on ShapeNet. The shape completion model
trained in Section 4.2 is directly used to demonstrate com-
pletion diversity on ShapeNet, as shown in Figure 7. We
choose a bottom view of a chair and show that, in the top
row, all of our completion results match well with the con-
strained viewpoint, and in the bottom row, our completion
results are noticeably diverse from the canonical viewpoint.

Results on real scans. We further investigate how our
model pre-trained on ShapeNet can perform on scans of
real objects. We use the Redwood 3DScans dataset [5]
and test our model on partial shapes of chairs and tables,
sampled from its depth images. Since the GenRe bench-
mark [49] does not provide table data, the training data for
the table category are generated by randomly sampling 20
views from ShapeNet meshes, following GenRe’s proce-
dure. Within each example, we present the real RGB-D
scans and ground-truths from the input views.

Figure 8 shows results on two views of two different
chairs and tables. For chair scans, the left example shows
the front view, and the completion results only vary slightly
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Figure 7: Multi-modal completion results on ShapeNet. Left: ground-truth bottom view depth image of a chair. Right: six different
possible shape completion results. Top: completion from the depth image viewpoint. Bottom: completion from the canonical viewpoint.

RGB-D GT

Completion Results

RGB-D GT Completion Results

Figure 8: Application of our model on scans from the Redwood 3DScans dataset. PVD takes partial point clouds induced from the depth
maps, not the RGB image as input. Left: from a more complete view, the model outputs stable, similar completions. Right: from an
uncertain viewpoint, the model outputs multiple completions with a larger variation.

across different runs. The right chair example shows a back
view, and the uncertainty allows more varied completion.
Similarly, the left table scan shows a large part of the table,
so the completion varies less than the right example, which
only shows the top of the table.

5. Conclusion

We have introduced PVD, a unified framework for both
shape generation and shape completion. Our model, trained
on a simple L5 loss, is based on diffusion probabilistic mod-
els and learns to reverse a diffusion process by progressively
removing noise from noise-initialized samples. A minor
modification on the objective also results in a shape comple-
tion model without the need for any architectural change.
Experimentally, we show the failure with straight-forward

extension of diffusion models to either pure voxel or point
representations. With the point-voxel representation, our
model demonstrates superior generative power and impres-
sive shape completion quality. Unlike most baseline models
which use deterministic encoder-decoder structures, PVD
can output multiple possible completion results given a par-
tial shape. Additionally, it can complete real 3D scans, thus
offering practical usage in various downstream applications.
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Appendix: 3D Shape Generation and Completion through Point-Voxel Diffusion

A. Additional Generation Metrics

We present additional generation metrics in Table 4, fol-
lowing PointFlow [46]. We report coverage (COV), which
measures the fraction of point clouds in the reference set
that are matched to at least one point cloud in the generated
set. We further report minimum matching distance (MMD),
which measures for each point cloud in a reference set, the
distance to its nearest neighbor in the generated set. Note
that these generation metrics can vary depending on im-
plementation and do not necessarily correlate to generation
quality, as discussed in [46].

Table 5 includes generation results on Airplane, Chair,
Car compared with the voxel-diffusion model, Vox-Diff,
as described in the main paper, evaluated using the 1-NN
metric. By generating less noisy point clouds, PVD signifi-
cantly outperforms Vox-Diff.

B. Point Cloud Generation Visualization

We additionally visualize some generation results for
Airplane, Car, and Chair in terms of the generation pro-
cess and the final generated shapes from all angles in Fig-
ures 11, 12, 13. 14, 15, 16, 17, and 18.

C. Derivation of the Variational Lower Bound

B 108 20 %0)] = Eyu) [ 105 [ poloo. o xr) i

2 EQ(XU)[/q(le"'7XT|XO)
log Lo (X0: - XT)
Q(xlv"'7XT|XO)

)

— B, {1
a(xor) | 108 q(X1, ..., XT|X0

where the inequality is by Jensen’s inequality.

D. Properties of the Diffusion Model

{Bo, .-, Br} is a sequence of increasing parameters;
ar = 1— fyand ap = Hi:l as. Two following proper-
ties are crucial to deriving the final £ loss.

Property 1. Tractable marginal of the forward process:

a(xelx%0) = / 4(x1l0) dxasie1)

= N (Vasxo, (1 = a)I).

This property is proved in the Appendix of [13] and pro-
vides convenient closed-form evaluation of x; knowing x:

X; = VX + /1 — e, (1T)
where € ~ N(0, ).
Property 2. Tractable posterior of the forward process.

We first note the Bayes’ rule that connects the posterior with
the forward process,

(x¢[x¢—1,%0)q(x¢—1(%0)
q(x¢|x0)

Since the three probabilities on the right are Gaussian, the
posterior is also Gaussian, given by

q(x_1]x¢, %0) =

Q(thl\xt,xo) =

vy 1—ay_ 1—ay_
e e

12)

E. Derivation of £, Loss

We need to match generative transition pg(x;—1|x;)
with ground-truth posterior ¢(x;—_1|x¢,Xg), both of which
are Gaussian with a pre-determined variance schedule
B1, ..., Br. Therefore, maximum likelihood learning is re-
duced to simple L loss of the form with two cases:

2

Voe—1p 1—Gy—
‘ fti&i tXO + \/(Ttg_(;:t 1)Xt *,UIG(Xt;t)

Lt:

o — pa (e, )| t=1

where oy = 1 — 3, and & = Hi:l as. The supervision
target of case ¢ > 1 comes from Eqn. 12. We can Further
reduce the case when ¢ > 1 by substituting x( as an expres-
sion of x; using Eqn. 11 and arrive at

2
. HV%(X‘E_\/%G) —ug(xt,t)‘ , t>1
.=
o = p16 (<2, 1)1 t=1

where € ~ N(0,1).
Note that when ¢t = 1, &; = a4 so that the supervision
target of the first case above evaluated at t = 1 becomes:

1 Bt 1 —
N (Xl m) = (o = Vi=ae)
= Xp,

(13)
where the last equality is by rewriting Eqn. 11. Therefore,
in fact, the two cases are equivalent.

The final £5 loss is

2

Be

b= H = (e~ ) ~patet)

, t>1



Airplane Chair Car
Model MMD,, COV? (%) MMD,, COVT (%) MMD,, COV1 (%)
CD EMD CD EMD CD EMD CD EMD CD EMD CD EMD
r-GAN [1] 0.4471 2309 30.12 1432 5151 8312 2427 15.13 1.446 2.133  19.03 6.539
I-GAN (CD) [1] 0.3398 0.5832 38.52 21.23 2589 2.007 4199 29.31 1.532 1.226 3892 23.58
I-GAN (EMD) [1] 0.3967 0.4165 38.27 38.52 2811 1.619 38.07 4486 1408 0.8987 37.78 45.17
PointFlow [46] 0.2243 03901 4790 4641 2409 1.595 4290 50.00 0.9010 0.8071 46.88 50.00
SoftFlow [16] 0.2309 03745 4691 4790 2528 1.682 4139 4743 1.187 0.8594 4290 44.60
DPF-Net [17] 0.2642 0.4086 46.17 48.89 2536 1.632 4471 48.79 1.129  0.8529 4574 49.43
Shape-GF [3] 2703 0.6592 40.74 4049 2.889 1.702 46.67 48.03 9.232  0.7558 49.43 50.28
Vox-Diff 1.322 05610 11.82 2543 5840 2930 17.52 21.75 5.646 1.551 6.530 22.15
PVD (Ours) 0.2243 0.3803 48.88 52.09 2622 1.556 49.84 50.60 1.077 0.7938 41.19 50.56
Table 4: Additional generation metrics, following PointFlow [46].
Airplane Chair Car where s denotes step size, pp(x) denotes the model distri-
CD EMD CD EMD €D EMD bu'tlo'n, and z ~ N(0,T). Both processes are Markovian,
shifting the previous output by a model-dependent term and
Vox-Diff 99.75 98.13 97.12 96.74 99.56 96.83

PVD (ours) 73.82 64.81 56.26 53.32 54.55 53.83

Table 5: Generation results on Airplane, Chair, Car compared with
the voxel-diffusion model, Vox-Diff, as described in the main pa-
per, evaluated using the 1-NN metric. By generating less noisy
point clouds, PVD significantly outperforms Vox-Diff.

Since x; is known when x( is known, we can redefine the
model output as €p(xy,t). Instead of directly predicting
g (X¢, t), we instead predict a noise value ey (x¢, t), where

1 B,
Va (Xt V&

Substituting in ug(x¢,t) into the loss, we can arrive at
the final loss

69(Xt7t)> . (14)

Ho (xt7 t) =

e — €g(xs,1)|1*, €~ N(0,T). (15)

F. Point Cloud Generation Process

Since the transition mean pig(x¢, t) of pg(x;—1|x;) is cal-
culated by Eqn. 14, the generative process is performed by
progressively sampling from py(x;—1|x;) ast =T, ..., 1:

].*th

meg(xt,t)>+\/ﬁz, (16)
—

1
Xt—1 = N (Xt
where z ~ AN(0,I). This approach is also similar to
Langevin dynamics [9, 28] used in energy-based models,
since it similarly adds scaled noise outputs from the model

to current samples. Specifically, Langevin dynamics is in
the following form:

0
Xi41 = X¢ + 55— log pe(x) + V252,

ox 17

a noise term. The scaled model output of our model can
also be seen as an approximation of gradients of an energy
function.

G. Controlled Completion

We show that our model can control the shape comple-
tion process in Figure 9. Given a pretrained completion
model, our formulation also enables control over comple-
tion results through latent interpolation. The figure below
shows one such case: we may have used the left depth map
to obtain a completed shape. But it comes with an unwanted
feature (cavity at the chair’s back). We can refine the result
by feeding another depth map (shown on the right), with a
better view of the back. To retain features from both partial
shapes, we can interpolate by (1 — A\)X7 + Ay in the la-
tent space at time 7', where the latent features are obtained
by X7 = v/arxg + /1 — are (see Eqn. 11). Interpolation
presents diverse choices and users can actively control how
much features are shared by varying A.

b (L= Nz + Mr g

23343

Possible Interpolation Results

ir = \/ardo + /1 - are
* L

Figure 9: Controlled completion process.

H. Training Details
H.1. Model Architecture

Same as in [24], our point-voxel CNN architecture is
modified from PointNet++, where we replace the PointNet



substructure with point-voxel convolution, as shown in Fig-
ure 10. We specify our architecture in Table 6, Table 7, and
and Table 8. Table 6 shows details of a single set abstraction
(SA) module. Table 7 shows details of a single feature prop-
agation (FP) module. Table 8 shows how these modules are
combined together.

In particular, we concatenate the temporal embeddings
with point features before sending input into the Set
Abstraction or the Feature Propagation modules. To obtain
temporal embeddings, we used a sinusoidal positional
embedding, commonly used in Transformers. Given a
time ¢ and an embedding dimension d, the time embedding
consists of pairs of sin and cos with varying frequencies,
(sin (w1t), cos (wit), ..., sin (wg/at), cos (wy/at)),  where
wg is 1/ (100002+/4).

We use the same architecture for both generation and
completion tasks. For shape completion specifically, the
model takes as input a 200-point partial shape and 1,848
points sampled from noise, totaling 2048 points. At each
step, the first 200 of the 2,048 points sampled by the model
are replaced with the input partial shape. The updated point
set is then used as input in the next time step.

H.2. Choices of 3, and T

For both hyper-parameters, we follow [13]. For Car and
Chair, we set 39 = 107*, 87 = 0.01 and linearly in-
terpolate other 8’s. For Airplane, we interpolate between
Bo = 1075 and B = 0.008 for the first 90% steps and then
fix S = 0.008. We also set " = 1000 for all experiments
and we generally notice that lower timesteps (e.g., 100) are
not enough for the model to construct shapes.

H.3. Training Parameters

We use Adam optimizer with learning rate 2 x 10~* for
all experiments.
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Figure 10: Model architecture diagram.
Set Abstraction
Input Feature Size: Nippu X Cinput
Input Time Embedding Size: Nippu X By
Output Feature Size: Noupu X Courput
Voxelization Resolution: D
Number of Point-Voxel Convolution (PVConv) blocks: L
Whether to use attention mechanism: use_attn
PVConv x L
Layers In-Out Size Stride
Input: (X, t) (D x D x D x Cippu, D x D x D x Ey)
Concat(X, t) - -
3x3x3 conv(Coutput), GroupNorm(8), Swish D x D x D x Coygput 1
Dropout(0.1)
3x3x3 conv(Couipur), GroupNorm(8) D x D x D x Couput 1
Attention(use_attn) D x D x D x Coygput
MLP
1x1x1 conv(Coyipur), GroupNorm(8), Swish \ D x D x D x Coygput 1
Sampling & Grouping
Number of Centers: Ncenter
Grouping Radius: r
Number of Neighbors: Nyeighbor

Table 6: Set Abstraction Layer. Input is first fed through L PVConv modules, then to an MLP module, and finally through the Sampling &
Grouping module.



Feature Propagation
Input Feature Size: Ninput X Cinput
Output Feature Size: Noupu X Coutput
Voxelization Resolution: D
Number of Point-Voxel Convolution (PVConv) blocks: L
Whether to use attention mechanism: use_attn

Interpolation

PVConv x L

Layers In-Out Size Stride

Input: X D x D x D x Cipput

3x3x3 conv(Coutpur), GroupNorm(8), Swish | D x D X D X Couput 1
Dropout(0.1)

3x3x3 conv(Couiput), GroupNorm(8) D x D x D x Couput 1
Attention(use_attn) D x D x D x Coyput

MLP
3x3x3 conV(Coutpur), GroupNorm(8), Swish | D x D x D X Couput | |

Table 7: Feature Propagation Layer. Input is fed through Interpolation module, L PVConv modules, and an MLP module.

Input Feature Size: 2048 x 3
Input Time Embedding Size: 64
Output Feature Size: 2048 x 3

Time Embedding
Sinusoidal Embedding dim = 64
MLP(64, 64)
LeakyRelU(0.1)

MLP(64, 64)

SA1 | SA2 | SA3 | SA4
L 2 3 3 0
Cinput 3 32 64 -
E, 64 64 64 -
Coutput 32 64 128 -
D 32 16 8 -

use_attn | False | True | False -
Neenter 1024 | 256 64 16
r 0.1 0.2 0.4 0.8
Nhcighbor 32 32 32 32

FP1 | FP2 | FP3 | FP4
L 3 3 2 2
Cinput 128 256 | 256 128
Coutput 256 | 256 128 64

D 8 8 16 32
use_attn | False | True | False | False
y MLP(64,3) \

Table 8: Entire point-voxel CNN architecture. Input point clouds and time steps are sequentially passed through SA 1-4, FP 1-4, and
an MLP to obtain output of the same dimension. At the start of each SA and FP module, time embedding and point features are first
concatenated.



Figure 11: Airplane generation process.



Figure 12: Airplane re

sults from all angles.
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Figure 15: Chair generation process.
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Figure 17: Chair generation process.




Figure 18: Chair results from all angles.




