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Abstract

Spiking Neural Networks (SNNs) are promising energy-
efficient models for neuromorphic computing. For training
the non-differentiable SNN methods, the backpropagation
through time (BPTT) with surrogate gradients (SG) method
has achieved high performance. However, this method suf-
fers from considerable memory cost and training time dur-
ing training. In this paper, we propose the Spatial Learning
Through Time (SLTT) method that can achieve high per-
formance while greatly improving training efficiency com-
pared with BPTT. First, we show that the backpropagation
of SNNs through the temporal domain contributes just a lit-
tle to the final calculated gradients. Thus, we propose to
ignore the unimportant routes in the computational graph
during backpropagation. The proposed method reduces the
number of scalar multiplications and achieves a small mem-
ory occupation that is independent of the total time steps.
Furthermore, we propose a variant of SLTT, called SLTT-
K, that allows backpropagation only at K time steps, then
the required number of scalar multiplications is further re-
duced and is independent of the total time steps. Exper-
iments on both static and neuromorphic datasets demon-
strate superior training efficiency and performance of our
SLTT. In particular, our method achieves state-of-the-art
accuracy on ImageNet, while the memory cost and train-
ing time are reduced by more than 70% and 50%, re-
spectively, compared with BPTT. Our code is available at
https://github.com/qymeng94/SLTT.

1. Introduction

Regarded as the third generation of neural network mod-
els [40], Spiking Neural Networks (SNNs) have recently
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Figure 1: The training time and memory cost comparison be-
tween the proposed SLTT-1 method and the BPTT with SG
method on ImageNet. SLTT-1 achieves similar accuracy as BPTT,
while owning better training efficiency than BPTT both theoret-
ically and experimentally. Please refer to Sections 4 and 5 for
details.

attracted wide attention. SNNs imitate the neurodynamics
of power-efficient biological networks, where neurons com-
municate through spike trains (i.e., time series of spikes). A
spiking neuron integrates input spike trains into its mem-
brane potential. After the membrane potential exceeds a
threshold, the neuron fires a spike and resets its potential
[23]. The spiking neuron is active only when it experiences
spikes, thus enabling event-based computation. This char-
acteristic makes SNNs energy-efficient when implemented
on neuromorphic chips [43, 12, 48]. As a comparison,
the power consumption of deep Artificial Neural Networks
(ANNSs) is substantial.

The computation of SNNs with discrete simulation can
share a similar functional form as recurrent neural networks
(RNNs) [45]. The unique component of SNNs is the non-
differentiable threshold-triggered spike generation function.
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The non-differentiability, as a result, hinders the effective
adoption of gradient-based optimization methods that can
train RNNSs successfully. Therefore, SNN training is still a
challenging task. Among the existing SNN training meth-
ods, backpropagation through time (BPTT) with surrogate
gradient (SG) [10, 55] has recently achieved high perfor-
mance on complicated datasets in a small number of time
steps (i.e., short length of spike trains). The BPTT with
SG method defines well-behaved surrogate gradients to ap-
proximate the derivative of the spike generation function.
Thus the SNNs can be trained through the gradient-based
BPTT framework [00], just like RNNs. With such frame-
work, gradients are backpropagated through both the layer-
by-layer spatial domain and the temporal domain. Accord-
ingly, BPTT with SG suffers from considerable memory
cost and training time that are proportional to the network
size and the number of time steps. The training cost is fur-
ther remarkable for large-scale datasets, such as ImageNet.

In this paper, we develop the Spatial Learning Through
Time (SLTT) method that can achieve high performance
while significantly reducing the training time and memory
cost compared with the BPTT with SG method. We first de-
compose the gradients calculated by BPTT into spatial and
temporal components. With the decomposition, the tempo-
ral dependency in error backpropagation is explicitly pre-
sented. We then analyze the contribution of temporal in-
formation to the final calculated gradients, and propose the
SLTT method to delete the unimportant routes in the com-
putational graph for backpropagation. In this way, the num-
ber of scalar multiplications is reduced; thus, the training
time is reduced. SLTT further enables online training by
calculating gradient instantaneously at each time step, with-
out the requirement of storing information of other time
steps. Then the memory occupation is independent of the
number of total time steps, avoiding the significant train-
ing memory costs of BPTT. Due to the instantaneous gra-
dient calculation, we also propose the SLTT-K method that
conducts backpropagation only at K time steps. SLTT-K
can further reduce the time complexity without performance
loss. With the proposed techniques, we can obtain high-
performance SNNs with superior training efficiency. The
wall-clock training time and memory costs of SLTT-1 and
BPTT on ImageNet under the same experimental settings
are shown in Fig. 1. Formally, our contributions include:

1. Based on our analysis of error backpropagation in
SNNs, we propose the Spatial Learning Through Time
(SLTT) method to achieve better time and memory
efficiency than the commonly used BPTT with SG
method. Compared with the BPTT with SG method,
the number of scalar multiplications is reduced, and
the training memory is constant with the number of
time steps, rather than grows linearly with it.

2. Benefiting from our online training framework, we
propose the SLTT-K method that further reduces the
time complexity of SLTT. The required number of
scalar multiplication operations is reduced from Q(T")’
to Q(K), where T is the number of total time steps,
and K < T is the parameter indicating the number of
time steps to conduct backpropagation.

3. Our models achieve competitive SNN performance
with superior training efficiency on CIFAR-10,
CIFAR-100, ImageNet, DVS-Gesture, and DVS-
CIFARI10 under different network settings or large-
scale network structures. On ImageNet, our method
achieves state-of-the-art accuracy while the memory
cost and training time are reduced by more than 70%
and 50%, respectively, compared with BPTT.

2. Related Work

The BPTT Framework for Training SNNs. A natural
methodology for training SNNs is to adopt the gradient-
descent-based BPTT framework, while assigning surro-
gate gradients (SG) to the non-differentiable spike gener-
ation functions to enable meaningful gradient calculation
[74,45,64, 65,56, 30, 39]. Under the BPTT with SG frame-
work, many effective techniques have been proposed to im-
prove the performance, such as threshold-dependent batch
normalization [75], carefully designed surrogate functions
[36] or loss functions [25, 16], SNN-specific network struc-
tures [2 1], and trainable parameters of neuron models [22].
Many works conduct multi-stage training, typically includ-
ing an ANN pre-training process, to reduce the latency (i.e.,
the number of time steps) for the energy efficiency issue,
while maintaining competitive performance [52, 51, 9, 8].
The BPTT with SG method has achieved high performance
with low latency on both static [21, 24] and neuromorphic
[37, 16] datasets. However, those approaches need to back-
propagate error signals through both temporal and spatial
domains, thus suffering from high computational costs dur-
ing training [14]. In this work, we reduce the memory and
time complexity of the BPTT with SG framework with gra-
dient approximation and instantaneous gradient calculation,
while maintaining the same level of performance.

Other SNN Training Methods. The ANN-to-SNN con-
version method [69, 15, 55, 53, 27, 26, 18] has recently
yielded top performance, especially on ImageNet [35, 42,

]. This method builds a connection between the firing rates
of SNNs and some corresponding ANN outputs. With this
connection, the parameters of an SNN are directly deter-
mined from the associated ANN. Despite the good perfor-
mance, the required latency is much higher compared with

'f(x) = Q(g(x)) means that there exist ¢ > 0 and n > 0, such that
0 <cg(x) < f(z) forallz > n.



3
L L
P U= Ut
T
wt wt

Time

Figure 2: Computational graph of multi-layer SNNs. Dashed
arrows represent the non-differentiable spike generation functions.

the BPTT with SG method. This fact hurts the energy ef-
ficiency of SNN inference [11]. Furthermore, the conver-
sion method is not suitable for neuromorphic data. Some
gradient-based direct training methods find the equivalence
between spike representations (e.g., firing rates or first spike
times) of SNNs and some differentiable mappings or fixed-
point equations [44, 76, 67, 41, 59, 62, 63, 68, 70]. Then
the spike-representation-based methods train SNNs by gra-
dients calculated from the corresponding mappings or fixed-
point equations. Such methods have recently achieved com-
petitive performance, but still suffer relatively high latency,
like the conversion-based methods. To achieve low latency,
our work is mainly based on the BPTT with SG method and
then focuses on the training cost issue of BPTT with SG.

Efficient Training for SNNs. Several RNN training
methods pursue online learning and constant memory oc-
cupation agnostic time horizon, such as real time recur-
rent learning [01] and forward propagation through time
[31]. Inspired by them, some SNN training methods
[72, 73, 2, 3, 71] apply similar ideas to achieve memory-
efficient and online learning. However, such SNN methods
cannot scale to large-scale tasks due to some limitations,
such as using feedback alignment [46], simple network
structures, and still large memory costs although constant
with time. [32] ignores temporal dependencies of informa-
tion propagation to enable local training with no memory
overhead for computing gradients. They use similar ways
as ours to approximate the gradient calculation, but do not
verify the reasonableness of the approximation, and can-
not achieve comparable accuracy as ours, even for simple
tasks. [49] presents the sparse SNN backpropagation algo-
rithm in which gradients only backpropagate through “ac-
tive neurons”, that account for a small number of the total,
at each time step. However, [49] does not consider large-
scale tasks, and the memory grows linearly with the num-
ber of time steps. Recently, some methods [70, 66] have
achieved satisfactory performance on large-scale datasets

with time steps-independent memory occupation. Still, they
either rely on pre-trained ANNs and cannot conduct direct
training[70], or do not consider reducing time complexity
and require more memory than our work due to tracking
presynaptic activities [66]. Our work can achieve state-
of-the-art (SOTA) performance while maintaining superior
time and memory efficiency compared with other methods.

3. Preliminaries
3.1. The Leaky Integrate and Fire Model

A spiking neuron replicates the behavior of a biologi-
cal neuron which integrates input spikes into its membrane
potential u(t) and transmits spikes when the potential u
reaches a threshold. Such spike transmission is controlled
via some spiking neural models. In this paper, we consider
a widely adopted neuron model, the leaky integrate and fire
(LIF) model [7], to characterize the dynamics of u(t):

du(t)
dt

= —(u(t) — Upest) + R - I(t), when u(t) < Vi,
ey
where 7 is the time constant, R is the resistance, u,.g; i
the resting potential, Vy;, is the spike threshold, and I is
the input current which depends on received spikes. The
current model is given as I(t) = ) . w;s;(t) + b’, where
w} is the weight from neuron-i to the target neuron, b’ is
a bias term, and s;(t) is the received train from neuron-i.
s;(t) is formed as s;(t) = > ;d(t — t;¢), in which d(-)
is the Dirac delta function and ¢; ; is the f-th fire time of
neuron-i. Once u > V, at time ¢y, the neuron output a
spike, and the potential is reset to u,.st. The output spike
train is described as sout(t) = >_ 7 0(t —ty).
In application, the discrete computational form of the
LIF model is adopted. With u,.s; = 0, the discrete LIF
model can be described as

ult] = (1 — %)v[t —1]+ Zwm[t] + b,

Sout[t] = H(U[t] — ‘/th,)a 2
U[t] = U[t} - ‘/thsout [t]7

where ¢ € {1,2,---,T} is the time step index, H(-) is
the Heaviside step function, s,..:[t], s;[t] € {0,1}, v[t] is
the intermediate value representing the membrane potential
before being reset and v[0] = 0, and w; and b are reparame-
terized version of w; and ', respectively, where 7 and R are
absorbed. The discrete step size is 1, so 7 > 1 is required.

3.2. Backpropagation Through Time with Surro-
gate Gradient

Consider the multi-layer feedforward SNNs with the LIF
neurons based on Eq. (2):

wlff] = (1- D)t~ 1]~ Vips'ft— 1)) + W's' [, )



where l = 1,2,--- | L is the layer index, t = 1,2,--- | T,
0 <1—1 <1,s°are the input data to the network, s’ are
the output spike trains of the /™ layer, W' are the weight
to be trained. We ignore the bias term for simplicity. The
final output of the network is o[t] = W?s[t], where W?
is the parameter of the classifier. The classification is based
. 1 T
on the average of the output at each time step + >, oft].

The loss function L is defined on {o[1],--- ,0[T]}, and is
often defined as [75, 51, 67, 36]
1 I
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t=1

where y is the label, and ¢ can be the cross-entropy function.

BPTT with SG calculates gradients according to the
computational graph of Eq. (3) shown in Fig. 2. The pseu-
docode is described in the Supplementary Materials. For

asi[]
dul ]

for all values of u![t] except when ul[t] = V};, where the

derivative is infinity. Such a non-differentiability problem
l{ t]

each neuron i in the [-th layer, the derivative is zero

is solved by approximating with some well-behaved

dult]
surrogate function, such as the rectangle function [64, 65]
Os 1 Y
2 _ 21 ( -V 7> , 5
90 |u | < 5 (5)
and the triangle function [16, 19]
0s 1
%:?max(o,va*VZhD, (6)

where 1(+) is the indicator function, and the hyperparameter
~ for both functions is often set as V.

4. The proposed Spatial Learning Through
Time Method

4.1. Observation from the BPTT with SG Method

In this subsection, we decompose the derivatives for
membrane potential, as calculated in the BPTT method, into
spatial components and temporal components. Based on
the decomposition, we observe that the spatial components
dominate the calculated derivatives. This phenomenon in-
spires the proposed method, as introduced in Section 4.2.

According to Eq. (3) and Fig. 2, the gradients for weights
in an SNN with 7" time steps are calculated by

oo T
— -1 T — J— PR
vwlﬁ_tgaulm s, i=L,L—1,---,1. (7)
‘We further define
A Oulft+1]  ou'[t+1] 9s'[t]
W g + o owy ©

as the sensitivity of u'[t 4+ 1] with respect to u'[t], repre-
sented by the red arrows shown in Fig. 2. Then with the
chain rule, aulﬁ[ o) in Eq. (7) can be further calculated recur-
sively. In particular, for the output layer, we arrive at

oL oL ostit] &~ 9L OS] A L.
Qul[t]  Ost[t] dullt] ;1 Ost[t’] outt’] //1:[1( =t
()
and for the intermediate layer{ = L — 1,--- |1, we have
oL oL ou't'[t] os']t]
oulft] ~ oulti[t] os![t] Oul[t]
oL  outr) o] T i
* //Z/; outit] ostt’] oul[t] //1'_[16 =t
(10)

The detailed derivation can be found in the Supplemen-
tary Materials. In both Egs. (9) and (10), the terms before
the addition symbols on the R.H.S. (the blue terms) can be
treated as the spatial components, and the remaining parts
(the green terms) represent the temporal components.

We observe that the temporal components contribute a
little to 5 [ 7» since the diagonal matrix Ht,, LEt =t
is supposed to have a small spectral norm for typical set-
tings of surrogate functions. To see this, we consider the
rectangle surrogate (Eq. (5)) with v = V};, as an example.
Based on Eq. (3), the diagonal elements of ¢! [t] are

(), -

Define A £ 1— 1, then (¢ [t])jj is zero in an easily-reached
interval, and is at least not large for commonly used small
A(eg., A = 0.5[60, 16], A = 0.25 [75], and A =
[25]). The diagonal values of the matrix Hi;;tl et —t"]
are smaller than the single term ¢! [t — ¢”/] due to the prod-
uct operations, especially when ¢’ — ¢ is large. The temporal
components are further unimportant if the spatial and tem-
poral components have similar directions. Then the spatial
components in Egs. (9) and (10) dominate the gradients.
For other widely-used surrogate functions and their cor-
responding hyperparameters, the phenomenon of dominant
spatial components still exists since the surrogate functions
have similar shapes and behavior. In order to illustrate this,
we conduct experiments on CIFAR-10, DVS-CIFAR10, and
ImageNet using the triangle surrogate (Eq. (6)) with v =
Virn. We use the BPTT with SG method to train the SNNs on
the abovementioned three datasets, and call the calculated
gradients the baseline gradients. During training, we also
calculate the gradients for weights when the temporal com-
ponents are abandoned, and call such gradients the spatial
gradients. We compare the disparity between baseline and
spatial gradients by calculating their cosine similarity. The
results are demonstrated in Fig. 3. The similarity maintains

1-1 otherw1se
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Figure 3: The cosine similarity between the gradients calculated by BPTT and the “spatial gradients”. For the CIFAR-10, DVS-CIFARI10,
and ImageNet datasets, the network architectures of ResNet-18, VGG-11, and ResNet-34 are adopted, respectively. Other settings and
hyperparameters for the experiments are described in the Supplementary Materials. We calculate the cosine similarity for different layers
and report the average in the figure. For ImageNet, we only train the network for 50 iterates since the training is time-consuming. Dashed

curves represent a larger number of time steps.

a high level for different datasets, the number of time steps,
and 7. In particular, for 7 = 1.1 (A = 1 — £ ~ 0.09), the
baseline and spatial gradients consistently have a remark-
ably similar direction on CIFAR-10 and DVS-CIFARI10. In
conclusion, the spatial components play a dominant role in
the gradient backpropagation process.

4.2. Spatial Learning Through Time

Based on the observation introduced in Section 4.1, we
propose to ignore the temporal components in Egs. (9)
and (10) to achieve more efficient backpropagation. In de-
tail, the gradients for weights are calculated by

T
Vwil =) ewlt, ewlt]=eL[t]"s" [, (12)

t=1
where
oL Ostt] =1
l _ OsL[t] Oul[¢]? -
eu[t] = { Sultl os! (13)
e (1] le[t][t] azl[[f:]]’ I <L,

and el [t] is a row vector. Compared with Egs. (7), (9)
and (10), the required number of scalar multiplications in
Egs. (12) and (13) is reduced from Q(T?) to Q(T). Note
that the BPTT method does not conduct naive computation
of the sum-product as shown in Egs. (9) and (10), but in a
recursive way to achieve Q(7) computational complexity,
as shown in the Supplementary Materials. Although BPTT
and the proposed update rule both need 2(7") scalar mul-
tiplications, such multiplication operations are reduced due
to ignoring some routes in the computational graph. Please
refer to Supplementary Materials for time complexity anal-
ysis. Therefore, the time complexity of the proposed update
rule is much lower than that of BPTT with SG, although
they are both proportional to 7.

According to Egs. (12) and (13), the error signals elW
and e, at each time step can be calculated independently

without information from other time steps. Thus, if as%ﬁ[t]

can be calculated instantaneously at time step ¢, el [t] and

el [t] can also be calculated instantaneously at time step ¢.

u
Then there is no need to store intermediate states of the

whole time horizon. To achieve the instantaneous calcu-

lation of asaTﬁ[t], we adopt the loss function [25, 16, 66]
1 Z
L=— f(oft 14
T ; (o[t),y), (14)

which is an upper bound of the loss introduced in Eq. (4).

Algorithm 1 One iteration of SNN training with the SLTT

or SLTT-K methods.

Input: Time steps 7'; Network depth L; Network param-
eters {W'}L_|; Training data (s, y); Learning rate n);
Required backpropagation times K (for SLTT-K).

Initialize: AW!=0,1=1,2,---,L.

1: if using SLTT-K then

2: Sample K numbers in [1,2,---,7T] w/o replace-
ment to form required_bp_steps;

3: else

4: required_bp_steps = [1,2,--- | T];

5. end if

6: fort=1,2,---,T do

7: Calculate s'[t] by Eqgs. (2) and (3);  //Forward

8: Calculate the instantaneous loss ¢ in Eq. (14);

9: if ¢ in required_bp_steps then //Backward

Lif] = 1 ¢ 9s™ .

10: eulll = T 5sL [ our(y>

11: fori=L—-1,---,1do

12 el [1] = et [f] 2l 227l
13: AW! +=el [t]Ts!71[t]T;
14: end for

15: end if

16: end for

172 WL =W! —pAW! [ =1,2,--- | L;
Output: Trained network parameters {W'}L_,.




We propose the Spatial Learning Through Time (SLTT)
method using gradient approximation and instantaneous
gradient calculation, as detailed in Algorithm 1. In Algo-
rithm 1, all the intermediate terms at time step ¢, such as

1 ) Oul ] as'[y) . .
e, [t], s'[t], o5 @nd 5o are never used in other time
steps, so the required memory overhead of SLTT is con-
stant agnostic to the total number of time steps 7. On the
contrary, the BPTT with SG method has an (7") memory
cost associated with storing all intermediate states for all
time steps. In summary, the proposed method is both time-
efficient and memory-efficient, and has the potential to en-

able online learning for neuromorphic substrates [73].

4.3. Further Reducing Time Complexity

Due to the online update rule of the proposed method, the
gradients for weights are calculated according to an ensem-
ble of 71" independent computational graphs, and the time
complexity of gradient calculation is Q(7T'). The T com-
putational graphs can have similar behavior, and then sim-
ilar gradient directions can be obtained with only a portion
of the computational graphs. Based on this, we propose to
train a portion of time steps to reduce the time complexity
further. In detail, for each iteration in the training process,
we randomly choose K time indexes from the time hori-
zon, and only conduct backpropagation with SLTT at the
chosen K time steps. We call such a method the SLTT-K
method, and the pseudo-code is given in Algorithm 1. Note
that setting K = T results in the original SLTT method.
Compared with SLTT, the time complexity of SLTT-K is
reduced to Q(K), and the memory complexity is the same.
In our experiments, SLTT-K can achieve satisfactory per-
formance even when K = 1 or 2, as shown in Section 5,
indicating superior efficiency of the SLTT-K method.

5. Experiments

In this section, we evaluate the proposed method on
CIFAR-10 [33], CIFAR-100[33], ImageNet[!3], DVS-
Gesture[ 1], and DVS-CIFAR10 [34] to demonstrate its su-
perior performance regarding training costs and accuracy.
For our SNN models, we set V;;, = 1 and 7 = 1.1, and
apply the triangle surrogate function (Eq. (6)). An effec-
tive technique, batch normalization (BN) along the tem-
poral dimension [75], cannot be adopted to our method,
since it requires calculation along the total time steps and
then intrinsically prevents time-steps-independent memory
costs. Therefore, for some tasks, we borrow the idea from
normalization-free ResNets (NF-ResNets) [5] to replace
BN by weight standardization (WS) [50]. Please refer to
the Supplementary Materials for experimental details.

Table 1: Comparison of training memory cost, training time, and
accuracy between SLTT and BPTT. The “Memory” column in-
dicates the maximum memory usage on an GPU during training.
And the “Time” column indicates the wall-clock training time.

Dataset Method Memory Time Acc
BPTT 300G 635h 94.60%
CIFAR-10 SLTT  1.09G  4.58h  94.59%
BPTT 300G 63%h 73.80%
CIFAR-100 SLTT 112G 4.68h 74.67%
S BPTT  2841G  73.8h  66.47%
mageine SLIT 847G  66.9h 66.19%
BPTT 582G 2.68h 97.22%
DVS-Gesure i1 1076 2.64h  97.92%
BPTT 370G 447h  73.60%
DVS-CIFARIO ¢/ 1 1076 343h  77.30%

5.1. Comparison with BPTT

The major advantage of SLTT over BPTT is the low
memory and time complexity. To verify the advantage
of SLTT, we use both methods with the same experimen-
tal setup to train SNNs. For CIFAR-10, CIFAR-100, Im-
ageNet, DVS-Gesture, and DVS-CIFARI10, the network
architectures we adopt are ResNet-18, ResNet-18, NF-
ResNet-34, VGG-11, and VGG-11, respectively, and the
total number of time steps are 6, 6, 6, 20, and 10, respec-
tively. For ImageNet, to accelerate training, we first train
the SNN with only 1 time step for 100 epochs to get a pre-
trained model, and then use SLTT or BPTT to fine-tune the
model with 6 time steps for 30 epochs. Details of the train-
ing settings can be found in the Supplementary Materials.
We run all the experiments on the same Tesla-V100 GPU,
and ensure that the GPU card is running only one experi-
ment at a time to perform a fair comparison. It is not easy
to directly compare the running time for two training meth-
ods since the running time is code-dependent and platform-
dependent. In our experiments, we measure the wall-clock
time of the total training process, including forward propa-
gation and evaluation on the validation set after each epoch,
to give a rough comparison. For ImageNet, the training time
only includes the 30-epoch fine-tuning part.

The results of maximum memory usage, total wall-clock
training time, and accuracy for both SLTT and BPTT on dif-
ferent datasets are listed in Tab. 1. SLTT enjoys similar ac-
curacy compared with BPTT while using less memory and
time. For all the datasets, SLTT requires less than one-third
of the GPU memory of BPTT. In fact, SLTT maintains con-
stant memory cost over the different number of time steps
T, while the training memory of BPTT grows linearly in 7.
The memory occupied by SLTT for 7" time steps is always
similar to that of BPTT for 1 time step. Regarding training
time, SLTT also enjoys faster training on both algorithmic



Table 2: Comparison of training time and accuracy between
SLTT and SLTT-K. “NFRN” means Normalizer-Free ResNet. For
DVS-Gesture and DVS-CIFARI1O0, the “Acc” column reports the
average accuracy of 3 runs of experiments using different random
seeds. We skip the standard deviation values since they are almost
0, except for SLTT on DVS-CIFAR10 where the value is 0.23%.

Network Method Memory Time Acc
DVS-Gesture, T' = 20
SLTT 2.64h 97.92%
VGl girra PG qgon 97.45%
DVS-CIFARI10, T = 10
SLTT 3.43h 77.16%
VGG-1 stz MG Sa0m  76.70%
ImageNet, 7' = 6
SLTT 66.90h  66.19%
NFRN-34 SLTT-2 =8.5G 41.88h  66.09%
SLTT-1 32.03h 66.17%
SLTT 126.05h 67.02%
NFRN-50 SLTT-2 ~24.5G 80.63h 66.98%
SLTT-1 69.36h  66.94%
SLTT 248.23h  69.14%
NFRN-101 SLTT-2 ~33.8G 123.05h 69.26%
SLTT-1 91.73h  69.14%

and practical aspects. For DVS-Gesture, the training time
for both methods are almost the same, deviating from the
algorithmic time complexity. That may be due to really
little training time for both methods and the good parallel
computing performance of the GPU.

5.2. Performance of SLTT-K

As introduced in Section 4.3, the proposed SLTT method
has a variant, SLTT-K, that conducts backpropagation only
in randomly selected K time steps for reducing training
time. We verify the effectiveness of SLTT-K on the neu-
romorphic datasets, DVS-Gesture and DVS-CIFARI10, and
the large-scale static dataset, ImageNet. For the ImageNet
dataset, we first pre-train the I-time-step networks, and
then fine-tune them with 6 time steps, as described in Sec-
tion 5.1. We train the NF-ResNet-101 networks on a sin-
gle Tesla-A100 GPU, while we use a single Tesla-V100
GPU for other experiments. As shown in Tab. 2, the
SLTT-K method yields competitive accuracy with SLTT
(also BPTT) for different datasets and network architec-
tures, even when K = {7 or $7. With such small val-
ues of K, further compared with BPTT, the SLTT-K method
enjoys comparable or even better training results, less mem-
ory cost (much less if 7" is large), and much faster training
speed.

Table 3: Comparison of training memory cost and training time
per epoch between SLTT and OTTT.

Dataset Method Memory Time/Epoch

OTTT 171G 184.685

CIFAR-10- g1 r1 1.00G 54.48s

OTTT 171G 177725

CIFAR-100  ¢/rr 100G 54.60s
st OTTT  19.38G 7520
magene SLTT 847G 2.23h

OTTT 338G 236.64s

DVS-Gesture ¢y vp 508G 67.20s

OTTT 432G 114.84s

DVS-CIFARIO ¢/ rr 190G 48.00s

5.3. Comparison with Other Efficient Training
Methods

There are other online learning methods for SNNs [66,
, 3, 71, 70] that achieve time-steps-independent memory
costs. Among them, OTTT [66] enables direct training on
large-scale datasets with relatively low training costs. In
this subsection, we compare SLTT and OTTT under the
same experimental settings of network structures and total
time steps (see Supplementary Materials for details). The
wall-clock training time and memory cost are calculated
based on 3 epochs of training. The two methods are com-
parable since the implementation of them are both based on
PyTorch [47] and SpikingJelly [20]. The results are shown
in Tab. 3. SLTT outperforms OTTT on all the datasets
regarding memory costs and training time, indicating the
superior efficiency of SLTT. As for accuracy, SLTT also
achieves better results than OTTT, as shown in Tab. 4.

5.4. Comparison with the State-of-the-Art

The proposed SLTT method is not designed to achieve
the best accuracy, but to enable more efficient training. Still,
our method achieves competitive results compared with the
SOTA methods, as shown in Tab. 4. Besides, our method
obtains such good performance with only a few time steps,
leading to low energy consumption when the trained net-
works are implemented on neuromorphic hardware.

For the BPTT-based methods, there is hardly any imple-
mentation of large-scale network architectures on ImageNet
due to the significant training costs. To our knowledge,
only Fang et al. [21] leverage BPTT to train an SNN with
more than 100 layers, while the training process requires
near 90G GPU memory for 7' = 4. Our SLTT-2 method
succeeds in training the same-scale ResNet-101 network
with only 34G memory occupation and 4.10h of training
time per epoch (Tabs. 2 and 4). Compared with BPTT, the
training memory and time of SLTT-2 are reduced by more
than 70% and 50%, respectively. Furthermore, since the fo-



Table 4: Comparisons with other SNN training methods on CIFAR-10, CIFAR-100, ImageNet, DVS-Gesture, and DVS-CIFAR10. Results
of our method on all the datasets, except ImageNet, are based on 3 runs of experiments. The “Efficient Training” column means whether
the method requires less training time or memory occupation than the vanilla BPTT method for one epoch of training.

‘ Method Network Time Steps  Efficient Training Mean+Std (Best)

< | LTL-Online[70] ! ResNet-20 16 v 93.15%

~ | OTTT[60] VGG-11 (WS) 6 v 93.52 + 0.06% (93.58%)

é Dspike[36] ResNet-18 6 X 94.25 £ 0.07%

O | TET[16] ResNet-19 6 X 94.50 + 0.07%
SLTT (ours) ResNet-18 6 v 94.44% =+ 0.21% (94.59%)

g | OTTT(60] VGG-11 (WS) 6 v 71.05 + 0.04% (71.11%)

= | ANN-to-SNN[6] L VGG-16 8 v 73.96%

é RecDis[25] ResNet-19 4 X 74.10 £ 0.13%

S | TET[16] ResNet-19 6 X 74.72 + 0.28%
SLTT (ours) ResNet-18 6 v 74.38% + 0.30% (74.67%)
ANN-to-SNN[35] ! ResNet-34 32 v 64.54%

3 | TET(I0] ResNet-34 6 X 64.79%

S | OTTT[66] NF-ResNet-34 6 v 65.15%

;é SEW [21] Sew ResNet-34,50,101 4 X 67.04%, 67.78%, 68.76%
SLTT (ours) NF-ResNet-34,50 6 v 66.19%,67.02%
SLTT-2 (ours) NF-ResNet-101 6 v 69.26%

_ | STBP-tBN [75] ResNet-17 40 X 96.87%

5 | OTTT [66] VGG-11 (WS) 20 v 96.88%

& | PLIF 2] VGG-like 20 X 97.57%

2 | SEW[21] Sew ResNet 16 X 97.92%

a SLTT (ours) VGG-11 20 v 97.92 + 0.00% (97.92%)

VGG-11 (WS) 20 v 98.50 + 0.21% (98.62%)

o | Dspike[36] ResNet-18 10 X 75.40 + 0.05%

% | InfLoR[24] ResNet-19 10 X 75.50 £ 0.12%

% OTTT [66] VGG-11 (WS) 10 v 76.27 + 0.05%(76.30%)

% | TET[16] VGG-11 10 X 83.17 + 0.15%

2 ['SLTT (ours) 2 VGG-11 10 v 77.17 £ 0.23% (77.30%)
SLTT (ours) VGG-11 10 v 82.20 + 0.95% (83.10%)

! Pre-trained ANN models are required. 2 Without data augmentation.

cus of the SOTA BPTT-type methods (e.g., surrogate func-
tion, network architecture, and regularization) are orthog-
onal to ours, our training techniques can be plugged into
their methods to achieve better training efficiency. Some
ANN-to-SNN-based and spike representation-based meth-
ods [70, 6, 35] also achieve satisfactory accuracy with rela-
tively small training costs. However, they typically require
a (much) larger number of time steps (Tab. 4), which hurts
the energy efficiency for neuromorphic computing.

5.5. Influence of 7" and ~

For efficient training, the SLTT method approximates the
gradient calculated by BPTT by ignoring the temporal com-
ponents in Eqs. (9) and (10). So when T or 7 is large, the
approximation may not be accurate enough. In this subsec-
tion, we conduct experiments with different 7 and T" on the
neuromorphic datasets, DVS-Gesture and DVS-CIFAR10.
We verify that the proposed method can still work well for
large T and commonly used 7 [66, 16, 75, 25], as shown
in Fig. 4. Regarding large time steps, SLTT obtains sim-
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Figure 4: Performance of SLTT and BPTT for different num-
ber of time steps (the top two subfigures) and for different 7 (the
bottom two subfigures). Experiments are conducted on the neuro-
morphic datasets, DVS-Gesture and DVS-CIFAR10.

ilar accuracy with BPTT even when 7' = 50, and SLTT
can outperform BPTT when 7" < 30 on the two neuromor-
phic datasets. For different 7, our method can consistently
perform better than BPTT, although there is a performance
drop for SLTT when 7 is large.

6. Conclusion

In this work, we propose the Spatial Learning Through
Time (SLTT) method that significantly reduces the time
and memory complexity compared with the vanilla BPTT
with SG method. We first show that the backpropagation
of SNNs through the temporal domain contributes a lit-
tle to the final calculated gradients. By ignoring unimpor-
tant temporal components in gradient calculation and intro-
ducing an online calculation scheme, our method reduces
the scalar multiplication operations and achieves time-step-
independent memory occupation. Additionally, thanks to
the instantaneous gradient calculation in our method, we
propose a variant of SLTT, called SLTT-K, that allows back-
propagation only at K time steps. SLTT-K can further re-
duce the time complexity of SLTT significantly. Extensive
experiments on large-scale static and neuromorphic datasets
demonstrate superior training efficiency and high perfor-
mance of the proposed method, and illustrate the method’s
effectiveness under different network settings and large-
scale network structures.

Acknowledgment

Z. Lin was supported by National Key R&D Program of
China (2022ZD0160302), the NSF China (No. 62276004),

and Qualcomm. The work of Z.-Q. Luo was supported
in part by the National Key Research and Development
Project under grant 2022YFA 1003900, and in part by the
Guangdong Provincial Key Laboratory of Big Data Com-
puting. The work of Yisen Wang was supported by the
National Natural Science Foundation of China (62006153)
and the Open Research Projects of Zhejiang Lab (No.
2022RCOABOS).

References

[1] Arnon Amir, Brian Taba, David Berg, Timothy Melano, Jef-
frey McKinstry, Carmelo Di Nolfo, Tapan Nayak, Alexander
Andreopoulos, Guillaume Garreau, Marcela Mendoza, et al.
A low power, fully event-based gesture recognition system.
In CVPR, 2017. 6, 14

[2] Guillaume Bellec, Franz Scherr, Anand Subramoney, Elias
Hajek, Darjan Salaj, Robert Legenstein, and Wolfgang
Maass. A solution to the learning dilemma for recurrent net-
works of spiking neurons. Nature communications, 11(1):1-
15, 2020. 3,7

[3] Thomas Bohnstingl, Stanistaw WoZniak, Angeliki Pantazi,
and Evangelos Eleftheriou. Online spatio-temporal learning
in deep neural networks. TNNLS, 2022. 3, 7

[4] Andrew Brock, Soham De, and Samuel L. Smith. Charac-
terizing signal propagation to close the performance gap in
unnormalized resnets. In /ICLR, 2021. 16

[S] Andy Brock, Soham De, Samuel L Smith, and Karen Si-
monyan. High-performance large-scale image recognition
without normalization. In International Conference on Ma-
chine Learning, pages 1059-1071. PMLR, 2021. 6, 16

[6] Tong Bu, Wei Fang, Jianhao Ding, Penglin Dai, Zhaofei Yu,
and Tiejun Huang. Optimal ANN-SNN conversion for high-
accuracy and ultra-low-latency spiking neural networks. In
ICLR, 2022. 2, 8, 15

[7] Anthony N Burkitt. A review of the integrate-and-fire neuron
model: I. homogeneous synaptic input. Biological cybernet-
ics, 95(1):1-19, 2006. 3

[8] Sayeed Shafayet Chowdhury, Nitin Rathi, and Kaushik
Roy. One timestep is all you need: Training spiking
neural networks with ultra low latency. arXiv preprint
arXiv:2110.05929, 2021. 2

[9] Sayeed Shafayet Chowdhury, Nitin Rathi, and Kaushik Roy.
Towards ultra low latency spiking neural networks for vision
and sequential tasks using temporal pruning. In ECCV, 2022.
2,15

[10] Benjamin Cramer, Sebastian Billaudelle, Simeon Kanya,
Aron Leibfried, Andreas Griibl, Vitali Karasenko, Chris-
tian Pehle, Korbinian Schreiber, Yannik Stradmann, Jo-
hannes Weis, et al. Surrogate gradients for analog
neuromorphic computing.  Proc. Natl. Acad. Sci. USA,
119(4):€2109194119, 2022. 2

[11] Simon Davidson and Steve B Furber. Comparison of artifi-
cial and spiking neural networks on digital hardware. Fron-
tiers in Neuroscience, 15:651141, 2021. 3

[12] Mike Davies, Narayan Srinivasa, Tsung-Han Lin, Gautham
Chinya, Yongqiang Cao, Sri Harsha Choday, Georgios Di-
mou, Prasad Joshi, Nabil Imam, Shweta Jain, et al. Loihi:



(13]

(14]

(15]

[16]

(7]

(18]

(19]

(20]

(21]

(22]

(23]

[24]

[25]

[26]

[27]

A neuromorphic manycore processor with on-chip learning.
IEEE Micro, 38(1):82-99, 2018. 1

Jia Deng, Wei Dong, Richard Socher, Li-Jia Li, Kai Li,
and Li Fei-Fei. Imagenet: A large-scale hierarchical image
database. In CVPR, 2009. 6, 14

Lei Deng, Yujie Wu, Xing Hu, Ling Liang, Yufei Ding,
Guoqi Li, Guangshe Zhao, Peng Li, and Yuan Xie. Rethink-
ing the performance comparison between snns and anns.
Neural Networks, 121:294-307, 2020. 2

Shikuang Deng and Shi Gu. Optimal conversion of conven-
tional artificial neural networks to spiking neural networks.
In ICLR, 2021. 2

Shikuang Deng, Yuhang Li, Shanghang Zhang, and Shi Gu.
Temporal efficient training of spiking neural network via gra-
dient re-weighting. In ICLR, 2022. 2, 4,5, 8, 15, 16, 17
Terrance DeVries and Graham W Taylor. Improved regular-
ization of convolutional neural networks with cutout. arXiv
preprint arXiv:1708.04552, 2017. 14

Jianhao Ding, Zhaofei Yu, Yonghong Tian, and Tiejun
Huang. Optimal ann-snn conversion for fast and accurate
inference in deep spiking neural networks. In IJCAI, 2021. 2
Steven K. Esser, Paul A. Merolla, John V. Arthur, An-
drew S. Cassidy, Rathinakumar Appuswamy, Alexander An-
dreopoulos, David J. Berg, Jeffrey L. McKinstry, Timothy
Melano, Davis R. Barch, Carmelo di Nolfo, Pallab Datta,
Arnon Amir, Brian Taba, Myron D. Flickner, and Dharmen-
dra S. Modha. Convolutional networks for fast, energy-
efficient neuromorphic computing. Proc. Natl. Acad. Sci.
USA, 113(41):11441-11446, 2016. 4

Wei Fang, Yanqi Chen, Jianhao Ding, Ding Chen,
Zhaofei Yu, Huihui Zhou, Yonghong Tian, and other
contributors.  Spikingjelly. https://github.com/
fangweil23456/spikingjelly, 2020. 7, 15,17
Wei Fang, Zhaofei Yu, Yanqi Chen, Tiejun Huang, Timothée
Masquelier, and Yonghong Tian. Deep residual learning in
spiking neural networks. In NeurIPS, 2021. 2,7, 8, 15

Wei Fang, Zhaofei Yu, Yanqi Chen, Timothée Masquelier,
Tiejun Huang, and Yonghong Tian. Incorporating learnable
membrane time constant to enhance learning of spiking neu-
ral networks. In ICCV, 2021. 2, 8, 15, 16

Waulfram Gerstner, Werner M Kistler, Richard Naud, and
Liam Paninski. Neuronal dynamics: From single neurons
to networks and models of cognition. Cambridge University
Press, 2014. 1

Yufei Guo, Yuanpei Chen, Liwen Zhang, YingLei Wang, Xi-
aode Liu, Xinyi Tong, Yuanyuan Ou, Xuhui Huang, and Zhe
Ma. Reducing information loss for spiking neural networks.
In ECCV, 2022. 2, 8, 15

Yufei Guo, Xinyi Tong, Yuanpei Chen, Liwen Zhang, Xi-
aode Liu, Zhe Ma, and Xuhui Huang. Recdis-snn: Recti-
fying membrane potential distribution for directly training
spiking neural networks. In CVPR, 2022. 2,4, 5, 8, 15

Bing Han and Kaushik Roy. Deep spiking neural network:
Energy efficiency through time based coding. In ECCV,
2020. 2

Bing Han, Gopalakrishnan Srinivasan, and Kaushik Roy.
RMP-SNN: residual membrane potential neuron for en-

(28]

(29]

(30]

(31]

(32]

(33]

(34]

(35]

(36]

(37]

(38]

(39]

(40]

(41]

(42]

(43]

(44]

abling deeper high-accuracy and low-latency spiking neural
network. In CVPR, 2020. 2

Kaiming He, Xiangyu Zhang, Shaoqing Ren, and Jian Sun.
Deep residual learning for image recognition. In CVPR,
2016. 16

Kaiming He, Xiangyu Zhang, Shaoqing Ren, and Jian Sun.
Identity mappings in deep residual networks. In ECCYV,
2016. 16

Dongsung Huh and Terrence J. Sejnowski. Gradient descent
for spiking neural networks. In NeurIPS, 2018. 2

Anil Kag and Venkatesh Saligrama. Training recurrent neu-
ral networks via forward propagation through time. In ICML,
2021. 3

Jacques Kaiser, Hesham Mostafa, and Emre Neftci. Synap-
tic plasticity dynamics for deep continuous local learning
(decolle). Frontiers in Neuroscience, 14:424, 2020. 3

Alex Krizhevsky, Geoffrey Hinton, et al. Learning multiple
layers of features from tiny images. 2009. 6, 14

Hongmin Li, Hanchao Liu, Xiangyang Ji, Guoqi Li, and
Luping Shi. Cifarl0-dvs: an event-stream dataset for ob-
ject classification. Frontiers in neuroscience, 11:309, 2017.
6,15

Yuhang Li, Shikuang Deng, Xin Dong, Ruihao Gong, and
Shi Gu. A free lunch from ann: Towards efficient, accurate
spiking neural networks calibration. In /ICML, 2021. 2, 8, 15
Yuhang Li, Yufei Guo, Shanghang Zhang, Shikuang Deng,
Yongqing Hai, and Shi Gu. Differentiable spike: Rethink-
ing gradient-descent for training spiking neural networks. In
NeurlPS, 2021. 2,4, 8, 15, 16

Yuhang Li, Youngeun Kim, Hyoungseob Park, Tamar Geller,
and Priyadarshini Panda. Neuromorphic data augmentation
for training spiking neural networks. In ECCV, 2022. 2

Ilya Loshchilov and Frank Hutter. Sgdr: Stochastic gradient
descent with warm restarts. In /CLR, 2017. 17

Gehua Ma, Rui Yan, and Huajin Tang. Exploiting noise as
a resource for computation and learning in spiking neural
networks. arXiv preprint arXiv:2305.16044,2023. 2
Wolfgang Maass. Networks of spiking neurons: the third
generation of neural network models. Neural networks,
10(9):1659-1671, 1997. 1

Qingyan Meng, Mingqing Xiao, Shen Yan, Yisen Wang,
Zhouchen Lin, and Zhi-Quan Luo. Training high-
performance low-latency spiking neural networks by differ-
entiation on spike representation. In CVPR, 2022. 3, 12, 15,
16

Qingyan Meng, Shen Yan, Mingqing Xiao, Yisen Wang,
Zhouchen Lin, and Zhi-Quan Luo. Training much deeper
spiking neural networks with a small number of time-steps.
Neural Networks, 153:254-268, 2022. 2, 15

Paul A Merolla, John V Arthur, Rodrigo Alvarez-Icaza, An-
drew S Cassidy, Jun Sawada, Filipp Akopyan, Bryan L Jack-
son, Nabil Imam, Chen Guo, Yutaka Nakamura, et al. A mil-
lion spiking-neuron integrated circuit with a scalable com-
munication network and interface. Science, 345(6197):668—
673,2014. 1
Hesham Mostafa.
coding in spiking neural networks.
3235,2017. 3

Supervised learning based on temporal
TNNLS, 29(7):3227-


https://github.com/fangwei123456/spikingjelly
https://github.com/fangwei123456/spikingjelly

[45]

[46]

[47]

(48]

[49]

[50]

[51]

[52]

[53]

[54]

[55]

[56]

[57]

(58]

[59]

(60]

Emre O Neftci, Hesham Mostafa, and Friedemann Zenke.
Surrogate gradient learning in spiking neural networks:
Bringing the power of gradient-based optimization to spik-
ing neural networks. [EEE Signal Processing Magazine,
36(6):51-63,2019. 1,2

Arild Ngkland. Direct feedback alignment provides learning
in deep neural networks. In NeurIPS, 2016. 3

Adam Paszke, Sam Gross, Francisco Massa, Adam Lerer,
James Bradbury, Gregory Chanan, Trevor Killeen, Zeming
Lin, Natalia Gimelshein, Luca Antiga, et al. Pytorch: An
imperative style, high-performance deep learning library. In
NeurIPS, 2019. 7, 17

Jing Pei, Lei Deng, Sen Song, Mingguo Zhao, Youhui
Zhang, Shuang Wu, Guanrui Wang, Zhe Zou, Zhenzhi Wu,
Wei He, et al. Towards artificial general intelligence with
hybrid tianjic chip architecture. Nature, 572(7767):106-111,
2019. 1

Nicolas Perez-Nieves and Dan Goodman. Sparse spiking
gradient descent. In NeurIPS, 2021. 3

Siyuan Qiao, Huiyu Wang, Chenxi Liu, Wei Shen, and
Alan Yuille. Micro-batch training with batch-channel nor-
malization and weight standardization.  arXiv preprint
arXiv:1903.10520, 2019. 6, 16

Nitin Rathi and Kaushik Roy. Diet-snn: A low-latency spik-
ing neural network with direct input encoding and leakage
and threshold optimization. TNNLS, 2021. 2, 4, 14, 15
Nitin Rathi, Gopalakrishnan Srinivasan, Priyadarshini
Panda, and Kaushik Roy. Enabling deep spiking neural net-
works with hybrid conversion and spike timing dependent
backpropagation. In ICLR, 2020. 2

Bodo Rueckauer, Iulia-Alexandra Lungu, Yuhuang Hu,
Michael Pfeiffer, and Shih-Chii Liu. Conversion of
continuous-valued deep networks to efficient event-driven
networks for image classification. Frontiers in neuroscience,
11:682,2017. 2, 12

David E Rumelhart, Geoffrey E Hinton, and Ronald J
Williams. Learning representations by back-propagating er-
rors. Nature, 323(6088):533-536, 1986. 17

Abhronil Sengupta, Yuting Ye, Robert Wang, Chiao Liu, and
Kaushik Roy. Going deeper in spiking neural networks: Vgg
and residual architectures. Frontiers in neuroscience, 13:95,
2019. 2

Sumit Bam Shrestha and Garrick Orchard. SLAYER: spike
layer error reassignment in time. In NeurIPS, 2018. 2
Karen Simonyan and Andrew Zisserman. Very deep convo-
lutional networks for large-scale image recognition. In /CLR,
2014. 16

Nitish Srivastava, Geoffrey Hinton, Alex Krizhevsky, Ilya
Sutskever, and Ruslan Salakhutdinov. Dropout: a simple way
to prevent neural networks from overfitting. The journal of
machine learning research, 15(1):1929-1958, 2014. 16
Johannes C. Thiele, Olivier Bichler, and Antoine Dupret.
Spikegrad: An ann-equivalent computation model for imple-
menting backpropagation with spikes. In ICLR, 2020. 3
Paul J Werbos. Backpropagation through time: what it does
and how to do it. Proceedings of the IEEE, 78(10):1550—
1560, 1990. 2

[61]

[62]

[63]

[64]

[65]

[66]

[67]

[68]

[69]

[70]

(71]

(72]

(73]

[74]

[75]

[76]

Ronald J Williams and David Zipser. A learning algorithm
for continually running fully recurrent neural networks. Neu-
ral computation, 1(2):270-280, 1989. 3

Hao Wu, Yueyi Zhang, Wenming Weng, Yongting Zhang,
Zhiwei Xiong, Zheng-Jun Zha, Xiaoyan Sun, and Feng Wu.
Training spiking neural networks with accumulated spiking
flow. In AAAI 2021. 3

Jibin Wu, Yansong Chua, Malu Zhang, Guoqi Li, Haizhou
Li, and Kay Chen Tan. A tandem learning rule for effective
training and rapid inference of deep spiking neural networks.
TNNLS, 2021. 3

Yujie Wu, Lei Deng, Guoqi Li, Jun Zhu, and Luping
Shi.  Spatio-temporal backpropagation for training high-
performance spiking neural networks. Frontiers in neuro-
science, 12:331, 2018. 2, 4

Yujie Wu, Lei Deng, Guogqi Li, Jun Zhu, Yuan Xie, and Lup-
ing Shi. Direct training for spiking neural networks: Faster,
larger, better. In AAAI, 2019. 2,4

Mingqing Xiao, Qingyan Meng, Zongpeng Zhang, Di He,
and Zhouchen Lin. Online training through time for spiking
neural networks. In NeurIPS, 2022. 3,4, 5,7, 8, 15, 16, 17
Mingqing Xiao, Qingyan Meng, Zongpeng Zhang, Yisen
Wang, and Zhouchen Lin. Training feedback spiking neural
networks by implicit differentiation on the equilibrium state.
In NeurIPS, 2021. 3,4, 12

Mingqing Xiao, Qingyan Meng, Zongpeng Zhang, Yisen
Wang, and Zhouchen Lin. Spide: A purely spike-based
method for training feedback spiking neural networks. Neu-
ral Networks, 161:9-24,2023. 3

Zhanglu Yan, Jun Zhou, and Weng-Fai Wong. Near lossless
transfer learning for spiking neural networks. In AAAI, 2021.
2

Qu Yang, Jibin Wu, Malu Zhang, Yansong Chua, Xin-
chao Wang, and Haizhou Li.  Training spiking neu-
ral networks with local tandem learning. arXiv preprint
arXiv:2210.04532,2022. 3,7, 8, 15

Bojian Yin, Federico Corradi, and Sander M Bohte. Ac-
curate online training of dynamical spiking neural networks
through forward propagation through time. arXiv preprint
arXiv:2112.11231,2021. 3,7

Friedemann Zenke and Surya Ganguli. Superspike: Super-
vised learning in multilayer spiking neural networks. Neural
computation, 30(6):1514-1541, 2018. 3

Friedemann Zenke and Emre O Neftci. Brain-inspired learn-
ing on neuromorphic substrates. Proceedings of the IEEE,
109(5):935-950, 2021. 3, 6

Friedemann Zenke and Tim P Vogels. The remarkable ro-
bustness of surrogate gradient learning for instilling complex
function in spiking neural networks. Neural computation,
33(4):899-925, 2021. 2

Hanle Zheng, Yujie Wu, Lei Deng, Yifan Hu, and Guoqi Li.
Going deeper with directly-trained larger spiking neural net-
works. In AAAI 2021. 2,4, 6,8, 12, 15, 16

Shibo Zhou, Xiaohua Li, Ying Chen, Sanjeev T Chan-
drasekaran, and Arindam Sanyal. Temporal-coded deep
spiking neural network with easy training and robust perfor-
mance. In AAAI 2021. 3



A. Detailed Dynamics of Feedforward SNNs
with LIF Neurons

An SNN operates by receiving an input time sequence
and generating an output time sequence (binary spike train)
through the iterative use of brain-inspired neuronal dynam-
ics. We consider feedforward SNNs with LIF neurons in
this work. Specifically, the network follows the difference
equation:

1
wlff] = (1= 2Vt = 1] + Ws [,
s't] = H(u'[t] — Vin), (S
v[t] = u't] = Vins'[t],
where [ = 1,--- , L is the layer index, t = 1,--- ,T is the

time step index, {s°[t]}7_, are the input to the network, and
{s'[t]}L_, are the binary output sequence of the I-th layer, 7
is a pre-defined time constant, H (-) is the the Heaviside step
function, u'[t] is the membrane potential before resetting,
v![t] is the potential after resetting, and W' are the weight
to be trained. v![0] is set tobe O for/ = 1,--- , L.

The input s” to the SNN can consist of either neuromor-
phic data or static data such as images. While neuromor-
phic data are inherently suitable for SNNs, when dealing
with static data, a common approach is to repeatedly apply
them to the first layer at each time step [67, 75, 53, 41]. This
allows the first layer to serve as a spike-train data generator.

The output of the network {s”[t]}Z_; is utilized for de-
cision making. In classification tasks, a common approach
involves computing 0 = % ZZ;I Wesl[t], where o € R¢
and c represents the number of classes. The input sequence
{s°[t]}L_, is classified as belonging to the i-th class if o; is
the largest value among {0y, -+ ,0.}.

Due to the binary nature of spike communication be-
tween neurons, SNNs can be efficiently implemented on
neuromorphic chips, enabling energy-efficient applications.

B. Derivation for Eqgs. (9) and (10)

Recall that

ou'[t +1] 9s'[t]
ost[t] oul[t]’

au'lt + 1]
oull]

e

(82)

which is the dependency between u'[t + 1] and u'[t]. We
derive Eq. (10) as below. We omit the derivation for Eq. (9)
since it is a simple corollary of Eq. (10).

Lemma 1 (Eq. (10)).

oL oL ou''[t] os'[Y
oul[t] _2)11"1[2‘] Os'[t] oulft]
L ou'THY] ostt] e Lyt
+ /’Z/M ()u’+‘[f/ Ost[t’] oul[t’] ,Hl =t
(83)

Proof. According to Fig. 2 and the chain rule, we have

oL _ 0L outi[T] 4s'lT] (S4)
ou'[T] — out(T] 9s![T] ou'[T)
and
oL oL ou't't] os'[Y] aL
dulll] ~du s oui] T ouwr i Y

whent = T — 1,--- ,1. Egs. (S4) and (S5) are standard
steps in the Backpropagation through time (BPTT) algo-
rithm.

Then we drive Eq. (S3) from Eq. (S5) by induction w.r.t.
t. Whent =T — 1,

aL oL outH T — 1] 8s'[T — 1] ac

_ !
oul[T —1]  ou+iT —1] Os!T —1] oul[T — 1] [T] elr-
(56)
which satisfies Eq. (S3). When ¢t < T — 1, we assume
Eq. (S3) is satisfied for ¢ 4+ 1, then show that Eq. (S3) is
satisfied for ¢:
oL oL ou't'[t] os'[t] N oL '
ull] —ou[f] os't] oullt] T oul[t+1]°
oL ou't'[t] os't]
Toulti[t] oslt] Oul[t]
oL ou'tt 4+ 1) 0s'ft + 1)
oulti[t +1] 0Ostit +1] oulft+ 1]
aut1[] as![t] {1k
+ Z du’+1 t'] ost[t’] oul[t'] H [t]
t/=t+2 =1
oL ou'ti os[t N oL oul Tt 4+ 1) os'[t +1]
Toulti] os't] oul[t]  outtlt+1] sttt +1] Oullt+ 1]
Ault1[t] os'[t] t'—t—1 o\
+ Z aul+1 v] osl[t] oul[t] H et —t ] ] €lt]
t/=t+2 t''=1

oL ou't'[t] os't]
T oul L[/: ost[t] ou'[t]

t'—t

ou't't] os'[t'] o
t—t
+ Z ()uH 1 T’ Os! [f’} (")u/[ﬂ H € [ L

t'=t+1 t''=1

(87)
where the first equation is due to Eq. (S5), and the second
equation is due to the assumption that Eq. (S3) is satisfied
fort + 1. O

C. Time Complexity Analysis of SLTT and
BPTT

C.1. Pseudocode of the Bachpropagation Though
Time with Surrogate Gradinet Method

We present the pseudocode of one iteration of SNN train-
ing with the bachpropagation though time (BPTT) with sur-
rogate gradinet (SG) method in Algorithm S2. Note that the

1]7

elt]



Algorithm S2 One iteration of SNN training with the BPTT
with SG method.

Algorithm S3 One iteration of SNN training with the SLTT
or SLTT-K methods.

Input: Time steps T'; Network depth L; Network parame-
ters {W!}L | ; Training data (s°,y); Learning rate 7.
1: //Forward:
2: fort=1,2,--- ;T do
3: for/{=1,2,---,Ldo

4: Calculate u'[t] and s'[t] by Egs. (S8) and (S9);
5: end for
6: end for
7. Calculate the loss £ based on s” and y.
8: //Backward:
oL 0L .
9: €g [T} = W[T],
10: forl=L—1,---,1do
9s' T au'[T
e el [T = el TS5, el [T = el [T] 5
12: end for
13: fort =T —-1,T—-2,--- ,1do
14: foril=LL—-1,---,1do
15: if [ = L then ol
u 1
16: el[t] = 5257 +eklt+ 125
17: else . oul
t t+1
18: el[t] = eb [t 25 + eht + 11953
19: end if o4l oul
Os’[t u’[t+1
20: el [t] = el[t] 5l + el [t + 11250
21: AW! +=el [t]Ts'1[H]T;
22: end for
23: end for

24. W! = W! —77AVVI7 1=1,2,---,L;
Output: Trained network parameters {W'}L_, .

forward pass is defined by
l Ly l 1 l-1
wlf] = (1= ) ('t —1] = Vips! [t~ 1) + W's' 11, (58)

where s! are the output spike trains of the I layer, which
are calculated by:

s'[t] = H(u![t] — Vip). (S9)

C.2. Time Complexity Analysis

The time complexity of each time step is dominated by
the number of scalar multiplication operations. In this sub-
section, we analyze the required scalar multiplications of
the Spatial Learning Through Time (SLTT) and BPTT with
SG methods. We show the pseudocode of SLTT in Algo-
rithm S3 again for better presentation.

Consider that each layer has d neurons. For simplicity,
we only consider the scalar multiplications for one interme-
diate time step (¢ < 7') and one intermediate layer (I < L).
Regarding the BPTT with SG method, it requires scalar
multiplications to update e.[t], el [t], and AW! at lines 18,

Input: Time steps T'; Network depth L; Network param-
eters {W'}L_|; Training data (s°, y); Learning rate 7;
Required backpropagation times K (for SLTT-K).

Initialize: AW! =0, [=1,2,--- L.

1: if using SLTT-K then
2: Sample K numbers in [1,2,---,7T] w/o replace-
ment to form required_bp_steps;

else
required_bp_steps = [1,2,--- ,T];

end if

fort=1,2,--- ,7Tdo
Calculate s”[t] by Egs. (S8) and (S9);
Calculate the instantaneous loss /;

if ¢t in required_bp_steps then

dst
10: eilt] = 7 5k purtd

//Forward

R A

//Backward

u
11: fori=L—-1,---,1do

du'tl[t) as'[t
ellt] = el 11 %5 Sar:

13: AW! +=el [t]Ts!71[t]T;

14: end for

15: end if

16: end for

17: W= W! — pAW!, [ =1,2,--- , L;
Output: Trained network parameters {W'}%_, .

20, and 21 respectively in Algorithm S2. To update e.[t],

: . . ou' [t+1]
two vector-Jacobian products are required. Since =5 ]

is a diagonal matrix, the number of scalar multiplications

for updating el[t] is d* + d. To update €!,[t] at line 20, the

number is 2d, since the Jacobians gzll[[tt]] and aglu[f[t]”

are

both diagonal. It requires d? scalar multiplications to up-
date AW!. Regarding the SLTT method, it requires scalar
multiplications to update e [t] and AW! at lines 12 and
13, respectively, in Algorithm S3. It requires d? + d scalar
multiplications to update €!,[t], and requires d? to update
AW'!. Then compared with the BPTT with SG method,
SLTT reduces the number of scalar multiplications by 2d
for one intermediate time step and one intermediate layer.
For SLTT-K, it requires updating €/, [t] and AW! only at K
randomly chosen time steps. Then the required number of
scalar multiplication operations is proportional to K, which
is proportional to 7" for SLTT and BPTT.

D. Hard Reset Mechanism

In this work, we adopt the LIF model with soft reset as
the neuron model, as shown in Eq. (2). Besides the soft reset
mechanism, hard reset is also applicable for our method.



Table S1: Comparison of accuracy between soft reset and
hard reset on CIFAR-10 and DVS-CIFAR10.

Dataset Reset Mechanism Acc
Soft 94.44% + 0.21%
CIFAR-10 Hard 94.34%
Soft 82.20 4+ 0.95%
DVS-CIFARI10 Hard 81.40%

Specifically, for the LIF model with hard reset

ulf] = (1— %)v[t )+ Y wisilt] 4+ b,

Sout [t] - H(u[t] - ‘/th)’
v[t] = ult] - (1 = sout[t]),

(S10)

we can also observe that the temporal components con-
tribute a little to %f:t] and the observation in Section 4.1
still holds. Consider the rectangle surrogate (Eq. (5)) with
v = Vin, the diagonal elements of €'[t], which is the depen-
dency between u'[t + 1] and u'[t], become

Vin

i), otherwise.

(<) :{ M1 61 = ) 3V < (1), < 3Vin
i LA - )

(S11)
Since (s'[t]); € {0,1}, we have (el[t])jj € (-2x30U
{A}, which is at least not large for commonly used small
A. As a result, the spatial components in Egs. (9) and (10)
dominate the gradients and then we can ignore the temporal
components without much performance drop.

We conduct experiments with the hard reset mechanism
on CIFAR-10 and DVS-CIFAR10, using the same training
settings as for soft reset. And the comparison between hard
reset and soft reset is shown in Tab. S1. We can see that our
method can also achieve competitive results with hard reset.

E. Performance Under the Smaller 7" Setting

We compare SLTT and BPTT with SG for smaller 7" on
CIFAR-10. The results are shown in Tab. S2. As T de-
creases, the behaviors of both methods tend to converge,
with SLTT consistently demonstrates better time and mem-
ory efficiency than BPTT with SG.

F. Comparison with the SOTA Using the Same
Network Architectures

We compare our method with other SOTA using the
same network architectures, and the results are shown in
Tab. S3. Our method achieves competitive results compared
with the SOTA methods, while enabling efficient training at
the same time. Furthermore, our method works on different
network backbones, showing its effectiveness and applica-
bility.

Table S2: Comparison between SLTT and BPTT on
CIFAR-10.

Time Steps Method Memory Time Acc
T—9 BPTT 147G 1.81h  93.90%
SLTT 1.10G  1.80h 93.96%
T—14 BPTT 219G  341s  94.29%
SLTT 1.09G 329 94.17%
T—6 BPTT 3.00G  6.35h 94.60%
SLTT 1.09G 4.58h 94.59%

G. Dataset Description and Preprocessing

CIFAR-10 The CIFAR-10 dataset [33] contains 60,000
32x32 color images in 10 different classes, with 50,000
training samples and 10,000 testing samples. We normal-
ize the image data to ensure that input images have zero
mean and unit variance. We apply random cropping with
4 padding on each border of the image, random horizontal
flipping, and cutout [17] for data augmentation. We apply
direct encoding [51] to encode the image pixels into time
series. Specifically, the pixel values are repeatedly applied
to the input layer at each time step. CIFAR-10 is licensed
under MIT.

CIFAR-100 The CIFAR-100 dataset [33] is similar to
CIFAR-10 except that it contains 100 classes of objects.
There are 50,000 training samples and 10,000 testing sam-
ples, each of which is a 3232 color image. CIFAR-100 is
licensed under MIT. We adopt the same data preprocessing
and input encoding as CIFAR-10.

ImageNet The ImageNet-1K dataset [13] contains color
images in 1000 classes of objects, with 1,281,167 training
images and 50,000 validation images. This dataset is li-
censed under Custom (non-commercial). We normalize the
image data to ensure that input images have zero mean and
unit variance. For training samples, we apply random re-
sized cropping to get images with size 224 X224, and then
apply horizontal flipping. For validation samples, we re-
size the images to 256256 and then center-cropped them
to 224 x224. We transform the pixels into time sequences
by direct encoding [51], as done for CIFAR-10 and CIFAR-
100.

DVS-Gesture The DVS-Gesture [1] dataset is recorded
using a Dynamic Vision Sensor (DVS), consisting of spike
trains with two channels corresponding to ON- and OFF-
event spikes. The dataset contains 11 hand gestures from 29
subjects under 3 illumination conditions, with 1176 train-
ing samples and 288 testing samples. The license of DVS-
Gesture is Creative Commons Attribution 4.0. For data



Table S3: Comparisons with other SNN training methods using the same network architectures on CIFAR-10, CIFAR-100, ImageNet,
DVS-Gesture, and DVS-CIFAR10.

‘ Method Network Time Steps  Efficient Training Mean=+Std (Best)
Dspike[36] 6 X 94.25 + 0.07%
TET[16] 6 X 94.50 & 0.07%

o | DSR[41] ResNet-18 20 v 95.40 + 0.15%

= | RecDis[25] 6 X 95.55 4+ 0.05%

g SLTT (ours) 6 v 94.44% = 0.21% (94.59%)

T | LTL-Online [70] ] 16 v 92.85%
DIET-SNN [51] ! VGG-16 10 X 93.44%

Temporal Pruning [9] 5 X 93.90%

SLTT (ours) v 93.28% = 0.02% (93.29%)
RecDis[25] 4 X 74.10 + 0.13%
TET[16] 6 X 74.72 +0.28%

S | DSR[4]] ResNet-18 20 v 78.50 + 0.12%

= | Dspike[36] 6 X 74.24 +0.10%

£ | SLTT (ours) 6 v 74.38% 4 0.30% (74.67%)

O [ ANN-to-SNN[6] ! 8 v 73.96%
DIET-SNN [51] ! VGG-16 10 X 69.67%

Temporal Pruning [9] 5 X 71.58%

SLTT (ours) 6 v 72.55% =+ 0.24% (72.83%)
ANN-to-SNN [42] ! 256, 512 v 73.16%, 74.18%
ANN-to-SNN[35] ! 32,256 v 64.54%, 74.61%
TET[16] ResNet-34 6 X 64.79%
OTTT[66] 6 v 65.15%

5 | SEW[21] 4 X 67.04%

%, | SLTT (ours) 6 v 66.19%

g | STBP-tdBN [75] 6 X 64.88%

T | sEW 1] ResNet.50 4 X 67.78%
ANN-to-SNN [42] ! 256,512 v 73.56%, 75.04%
SLTT (ours) 6 v 67.02%
ANN-to-SNN [42] | 256,512 v 73.50%,75.72%
SEW [21] ResNet-101 4 X 68.76%

SLTT-2 (ours) 6 v 69.26%

£ | STBP-dBN [75] ResNet 18 40 X 96.87%

Z | SLIT (ours) 20 v 97.68 + 0.53% (98.26%)

O | OTTT [66] 20 v 96.88%

& VGG-11

£ | SLIT (ours) 20 v 98.50 + 0.21% (98.62%)

a STBP-tdBN[75] 10 X 67.80%

E Dspike[36] ResNet-18 10 X 75.40 + 0.05%

% | InfLoR[24] 10 X 75.50 + 0.12%

% SLTT (ours) 10 v 81.87 + 0.49% (82.20%)

? DSR [41] 20 v 77.27 + 0.24%

A | OTTT [66] VGG-11 10 v 76.27 4+ 0.05%(76.30%)
TET[16] 10 X 83.17 £ 0.15%
SLTT (ours) 10 v 82.20 + 0.95% (83.10%)

! Pre-trained ANN models are required.

preprocessing, we follow [

SpikingJelly [

] framework.

] to integrate the events into
frames. The event-to-frame integration is handled with the

DVS-CIFAR10 The DVS-CIFARI10 dataset [34] is a neu-
romorphic dataset converted from CIFAR-10 using a DVS
camera. It contains 10,000 event-based images with pixel
dimensions expanded to 128 x128. The dataset is licensed
under CC BY 4.0. We split the whole dataset into 9000
training images and 1000 testing images. Regarding data



preprocessing, we integrate the events into frames [22], and
reduce the spatial resolution into 48x48 by interpolation.
For some experiments, we take random horizontal flip and
random roll within 5 pixels as data augmentation, the same

as [16].

H. Network Architectures
H.1. Scaled Weight Standardization

An important characteristic of the proposed SLTT
method is the instantaneous gradient calculation at each
time step, which enables time-steps-independent memory
costs. Under our instantaneous update framework, an ef-
fective technique, batch normalization (BN) along the tem-
poral dimension [75, 36, 16, 41], cannot be adopted to our
method, since this technique requires gathering data from
all time steps to calculate the mean and variance statistics.
For some tasks, we still use BN components, but their cal-
culated statistics are based on data from each time step. For
other tasks, we replace BN with scaled weight standardiza-
tion (sSWS) [50, 4, 5], as introduced below.

The sWS component [4], which is modified from
the original weight standardization [50], normalizes the
weights according to:

" Wi, — bw,.

W= LA— (812)

where the mean piw, . and standard deviation oy, . are cal-
culated across the fan-in extent indexed by i, N is the di-
mension of the fan-in extent, and + is a fixed hyperparame-
ter. The hyperparameter 7 is set to stabilize the signal prop-
agation in the forward pass. Specifically, for one network
layer z = Wg(x), where g(-) is the activation and the ele-
ments of x are i.i.d. from A(0, 1), we determine  to make
E(z) = 0, and Cov(z) = I. For SNNs, the activation g(-) at
each time step can be treated as the Heaviside step function.
Then we take v ~ 2.74 to stable the forward propagation, as
calculated by [66]. Furthermore, sWS incorporate another
learnable scaling factor for the weights [4, 66] to mimic the
scaling factor of BN. sWS shares similar effects with BN,
but introduces no dependence of data from different batches
and time steps. Therefore, sWS is a convincing alternative
for replacing BN in our framework.

H.2. Normalization-Free ResNets

For deep ResNets [28], sWS cannot enjoy the similar
signal-preserving property as BN very well due to the skip
connection. Then in some experiments, we consider the
normalization-free ResNets (NF-ResNets) [4, 5] that not
only replace the BN components by sWS but also introduce
other techniques to preserve the signal in the forward pass.

The NF-ResNets use the residual blocks of the form
2141 = a1+ af; (x1/6;), where  and 3 are hyperparame-

ters used to stabilize signals, and the weights in f;(-) are im-
posed with sWS. The carefully determined 3; and the SWS
component together ensure that f;(z;//3;) has unit variance.
« controls the rate of variance growth between blocks, and
is set to be 0.2 in our experiments. Please refer to [4] for
more details on the network design.

H.3. Description of Adopted Network Architectures

We adopt ResNet-18 [28] with the pre-activation resid-
ual blocks [29] to conduct experiments on CIFAR-10 and
CIFAR-100. The channel sizes for the four residual blocks
are 64, 128, 256, and 512, respectively. All the ReLU acti-
vations are substituted by the leaky integrate and fire (LIF)
neurons. To make the network implementable for neuro-
morphic computing, we replace all the max pooling opera-
tions with average pooling. To enable instantaneous gradi-
ent calculation, we adopt the BN components that calculate
the mean and variance statistics for each time step, not the
total time horizon. Then for each iteration, a BN component
is implemented for 7" times, where 7" is the number of total
time steps.

We adopt VGG-11 [57] to conduct experiments on DVS-
Gesture and DVS-CIFAR10. As done for Resnet-18, we
substitute all the max poolings with average poolings and
use the time-step-wise BN. We remove two fully connected
layers [41, 16, 66] to reduce the computation. A dropout
layer [58] is added behind each LIF neuron layer to bring
better generalization. The dropout rates for DVS-Gesture
and DVS-CIFARI10 are set to be 0.4 and 0.3, respectively.

Table S4: Training hyperparameters about optimization.
“WD” means weight decay, “LR” means initial learning
rate, and “BS” means batch size.

Dataset Epoch LR BS WD
CIFAR-10 200 0.1 128 5x10°°
CIFAR-100 200 0.1 128 5x107*
ImageNet (pre-train) | 100 0.1 256 1x107°
ImageNet (fine-tune) 30 0.001 256 0
DVS-Gesture 300 01 16 5x1074
DVS-CIFARI10 300 0.05 128 5x107*

We also adopt VGG-11 (WS) to conduct experiments
on DVS-Gesture and achieve state-of-the-art performance.
VGG-11 (WS) is a BN-free network that shares a similar ar-
chitecture with VGG-11 introduced above. The difference
between the two networks is that VGG-11 consists of the
convolution-BN-LIF blocks while VGG-11 (WS) consists
of the convolution-sWS-LIF blocks.

We adopt NF-ResNet-34, NF-ResNet-50, and NF-
ResNet-101 to conduct experiments on ImageNet. Those
networks are normalization-free ResNets introduced in Ap-
pendix H.2. In Figs. 1 and 3 of the main content, the used



network for ImageNet is NF-ResNet-34.

I. Training Settings

All the implementation is based on the PyTorch [47] and
SpikingJelly [20] frameworks, and the experiments are car-
ried out on one Tesla-V100 GPU or one Tesla-A100 GPU.

For CIFAR-10, CIFAR-100, and DVS-Gesture, we adopt
the loss function proposed in [16]:

1 T

£= 2 (1= Mol y) + Ma(olt], Vin),  (S13)

t=1

where T is the number of total time steps, ¢; is the cross
entropy function, /5 is the mean squared error (MSE) func-
tion, o[t] is the network output at the ¢-th time step, y is
the label, A is a hyperparameter taken as 0.05, and V;, is
the spike threshold which is set to be 1 in this work. For
ImageNet, we use the same loss but simply set A = 0. For
DVS-CIFARI10, we also combine the cross entropy loss and
the MSE loss, but the MSE loss does not act as a regulariza-
tion term as in [16]:
1z
L= > (1= XNi(o[t],y) + Ma(o[t],y),  (S14)

t=1

where « is also taken as 0.05. Our experiments show that
such loss performs better than that defined in Eq. (S13) for
DVS-CIFARI10.

For all the tasks, we use SGD [54] with momentum 0.9
to train the networks, and use cosine annealing [38] as the
learning rate schedule. Other hyperparameters about opti-
mization are listed in Tab. S4. For ImageNet, we first train
the SNN with only 1 time step to get a pre-trained model,
and then fine-tune the model for multiple time steps.

In Section. 5.3 of the main content, we compare the pro-
posed SLTT method and OTTT [66] following the same ex-
perimental settings as introduced in [66]. For both meth-
ods, we adopt the NF-ResNet-34 architecture for ImageNet
and VGG-11 (WS) for other datasets. And the total number
of time steps for CIFAR-10, CIFAR-100, ImageNet, DVS-
Gesture, and DVS-CIFARI10 are 6, 6, 6, 20, and 10, respec-
tively.

J. Societal impact and limitations

There is no direct negative societal impact since this
work focuses on efficient training methods for SNNs. Com-
pared with ANNS, the inference of SNNs requires less en-
ergy consumption and produces less carbon dioxide emis-
sions. Our proposed method can further reduce energy con-
sumption in the SNN training process. As for the limitation,
the SLTT method cannot be equipped with some network
techniques, such as batch normalization along the tempo-
ral dimension, since the proposed method is conducted in

an online manner, which is biologically more plausible and
more friendly for on-chip training. It may require the explo-
ration of more techniques that are compatible with online
learning of SNNs.



