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Abstract

A Sybil attack occurs when an adversary controls multiple identifiers (IDs) in a
system. Limiting the number of Sybil (bad) IDs to a minority is critical to the use of
well-established tools for tolerating malicious behavior, such as Byzantine agreement
and secure multiparty computation.

A popular technique for enforcing a Sybil minority is resource burning: the verifiable
consumption of a network resource, such as computational power, bandwidth, or mem-
ory. Unfortunately, typical defenses based on resource burning require non-Sybil (good)
IDs to consume at least as many resources as the adversary. Additionally, they have a
high resource burning cost, even when the system membership is relatively stable.

Here, we present a new Sybil defense, Ergo, that guarantees (1) there is always
a minority of bad IDs; and (2) when the system is under significant attack, the good
IDs consume asymptotically less resources than the bad. In particular, for churn rate
that can vary exponentially, the resource burning rate for good IDs under Ergo is
O(
√
TJ + J), where T is the resource burning rate of the adversary, and J is the join

rate of good IDs. We show this resource burning rate is asymptotically optimal for a
large class of algorithms.

We empirically evaluate Ergo alongside prior Sybil defenses. Additionally, we show
that Ergo can be combined with machine learning techniques for classifying Sybil IDs,
while preserving its theoretical guarantees. Based on our experiments comparing Ergo
with two previous Sybil defenses, Ergo improves on the amount of resource burning
relative to the adversary by up to 2 orders of magnitude without machine learning, and
up to 3 orders of magnitude using machine learning.
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1 Introduction
A Sybil attack occurs when an adversary controls multiple identifiers (IDs) in the sys-
tem [3]. In practice, these attacks may be motivated by financial gain [4, 5, 6] and their
mitigation has attracted significant attention from the research community [7].

A classic defense is resource burning (RB), whereby IDs are periodically required to
consume local resources in a verifiable manner [8]. A well-known example of resource burning
is proof-of-work (PoW) [9], but several other methods exist (see Section 2).

Unfortunately, current resource burning methods always consume resources, even when
the system is not under attack. This non-stop consumption translates to substantial mone-
tary costs [10, 11].

Prior work shows it is sometimes possible for non-adversarial (good) IDs to consume
fewer total resources than the adversary [2]. Unfortunately, this work fails to hold when the
rate at which system membership changes—often referred to as the churn rate— is high.
Many systems vulnerable to Sybil attacks have significant churn [12, 13, 14].

1.1 Bankrupting Sybil Despite Churn

Given this state of affairs, a natural question is: Despite churn, can we design a Sybil defense
where the cost to good IDs scales slowly with the cost to the adversary?

A key contribution of our work is answering this question in the affirmative. Informally,
we design and analyze a new defense where the rate of RB performed in total by the good
IDs:

1. depends only on the churn rate of good IDs, when there is no attack;

2. grows asymptotically slower than that of the adversary during an attack.

In Section 3, we provide a formal statement of these guarantees, but their implications are
worth highlighting here. Regarding (1), in the absence of an attack, the overhead from our
defense is low. Specifically, each good ID incurs only a constant amount of RB to join the
system and then a constant amount each time the system size increases or decreases by a
constant factor (details are given in Section 7). Therefore, the total amount of RB performed
by good IDs grows slowly, despite large changes in the system size.

Regarding (2), given that RB ultimately translates into a monetary cost, our defense
places the adversary at an economic disadvantage. A Sybil attack is now provably more
expensive given our defense, which is a deterrent against malicious behavior.

1.2 A Roadmap

The remainder of this manuscript is structured as follows. In Section 2, we introduce our
model and formal problem. With these preliminaries in place, we give a formal statement
of our main results in Section 3, along with highlighting the novelty of our approach, along
with new material not present in preliminary conference versions of our work. To provide
additional context for our results, we discuss prior related work in Section 6.
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The specifics of our defense are given in Section 7 and 8, along with a discussion providing
intuition for our design decisions. An upper-bound analysis is presented in Section 9, and
followed up by experimental results in Section 10 that illuminate the performance of our
defense. In Section 11, we provide a lower bound to show that our result is asymptotically
optimal from a large class of natural defenses.

A discussion of how to fully decentralize our defense is given in Section 12. Finally, in
Section 13, we conclude with several promising avenues for future research.

2 Model and Problem
We now describe a general network model. The system consists of virtual identifiers (IDs),
where each ID is either good if it obeys the protocol, or bad if it is controlled by the Sybil
adversary (or just adversary). The amount of resource burning that each good ID can
perform is identical; that is, the population of good IDs is homogeneous.
Resource-Burning Challenges. IDs can construct resource-burning (RB) challenges
of varying hardness, whose solutions cannot be stolen or pre-computed; some examples are
discussed in Section 6. To specify hardness, a k-hard RB challenge for any integer k ≥ 1
imposes a resource cost of k on the challenge solver. Our results are agnostic to the type of
challenges employed, either those discussed above or new resource-burning schemes available
for future use.
Coordination. To simplify our presentation, we assume that there is a single server running
our algorithms. The server—or the committee in our decentralized setting—learns when an
ID joins or departs the system. Later, in Section 12, we show how the server can be replaced
with a small committee, thus allowing our algorithms to execute in decentralized settings.

A round is the amount of time it takes to solve a 1-hard challenge plus the time for com-
munication between the server and corresponding ID for issuing the challenge and returning
a solution. As is common in the literature, we assume that good IDs have clocks that are
closely synchronized. Intuitively, if there is significant message delay or clock drift, then
a challenger cannot accurately measure the response time for the ID solving the challenge;
see [15] for further discussion. Techniques for synchronizing on the order of milliseconds are
known and suffice for our purposes [16]. We assume that no more than an ε-fraction of the
good IDs depart in any round, for some small positive constant ε < 1/12.
Adversary. A single adversary controls all bad IDs. This pessimistically represents perfect
collusion and coordination by the bad IDs. Bad IDs may arbitrarily deviate from our pro-
tocol, including sending incorrect or spurious messages. The adversary can send messages
to any ID at will, can read the messages sent by good IDs before sending its own. The
adversary sets the timing of join and departure events by good and bad IDs, and makes
these timing choices adaptively over time. Furthermore, the adversary can select which bad
ID departs. However, the adversary cannot select which specific good ID departs, but rather
the departing ID is selected uniformly at random (u.a.r.) from the good IDs currently in the
system.
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By being able to scheduling the departure times of good IDs, we capture a strong ad-
versary. In terms of motivation, one may imagine an attacker who has been monitoring the
system for a long period of time and, therefore, possesses statistics on when good IDs join
and depart over different times of the day. Such an attacker might not know exactly when
good IDs are going to join/depart, but it could predict this behavior to a degree, and our
pessimistic model accounts for this. We also note that considering an adversary without this
power does not appear to make it easier to obtain theoretical guarantees on security and
performance.

The adversary is resource-bounded: in any single round where all IDs are solving chal-
lenges, the adversary can solve a κ-fraction of the challenges; this assumption is com-
mon [17, 18, 19].

2.1 ABC Model of Churn

We now describe our model of churn, which we call the ABC model of churn, based on
two parameters α (A) and β (B) of churn (C). This churn model is particular relevant for
defending against Sybil attacks (see Section 5.1 for further discussion).

2.1.1 Joins and Departures

For simplicity, in our model, every join and departure event is assumed to occur at a unique
point in time. In practice, because of the granularity of clocks, it may seem as if events are
occurring at the same time, and this can be handled by having the server or committee order
these events; all of our results hold even if this ordering is dictated by the adversary.

Whenever the adversary decides to cause a good ID departure event, the adversary does
not get to select which good ID departs. Rather, the departing good ID is selected indepen-
dently and uniformly at random from the set of good IDs in the system. Departing good
IDs announce their departure.

In practice, each good ID can issue “heartbeat messages” to the server that indicate they
are still alive. These messages are sent periodically, and their absence is interpreted as a
departure by the corresponding ID. We note that a bad ID that fails to issue heartbeat
messages will be treated by the server as having departed from the system. Thus, even
departures by bad IDs are detectable.

Every joining ID is treated as a new ID. We ensure every joining ID is given a unique name
by concatenating a join-event counter to the name chosen by the ID. We assume that every
joining ID initially knows one good ID in the system. This follows if every joining ID knows
a set of IDs with a good majority, since the majority of good IDs can suggest a single good
one; further it is needed to avoid eclipse attacks [20, 5]. Thus it is a standard assumption in
peer-to-peer networks [21, 22, 23, 24, 25, 26, 27, 28, 29, 30, 31]; cryptocurrency systems like
Ethereum, which uses the structured Kademlia peer-to-peer network [32, 33], and Bitcoin,
which uses an ad-hoc peer-to-peer network [17, 5]; and for decentralized blockchains that use
peer-to-peer overlays [34].
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We define n0 to be the minimum number of good IDs in the system at any time. The
system lifetime is defined over nγ0 joins and departures, for any fixed constant γ > 0. Our
results for GoodJEst and the costs for Ergo hold over this system lifetime (see Section 3).
A system designer may choose a value of γ in order to have the guarantees provided by our
results.

To illustrate, imagine a system where there are always at least 6000 good IDs participat-
ing. If a system designer wishes the guarantees of Ergo to hold over 100 billion join and
departure events, then γ = 3 will suffice. For dynamic systems, such guarantees are common
(for examples, see [30, 29, 22]).

2.1.2 Epochs, Smoothness, and Churn

Here, we give the details for our model of churn. Later, in Section 5, we argue that our
model of good churn is quite general, and we provide intuition for why. We also highlight
that we make no assumptions about the bad churn.

Let A4B denote the symmetric difference between any two sets A and B, i.e. A4B =
(A − B) ∪ (B − A). Time is partitioned into epochs whose boundaries occur when the
symmetric difference between the sets of good IDs at the start and the end of the epoch
exceeds 1/2 times the number of good IDs at the start. Epochs are important to our model
and analysis; however, our approach does not assume knowledge of when epochs begin or
end.

Good churn is specified by two a priori unknown parameters: α, β. First, the good join
rate between two consecutive epochs differs by at most an α-factor. Second, the number
of good IDs that join or depart during ` consecutive seconds within an epoch differs by at
most a β-factor from ` times the good join rate of the epoch. Thus, α characterizes how the
good join rate changes over epochs; and β characterizes the burstiness of good ID arrivals
and departures within an epoch.

Let ρi be the join rate of good IDs (i.e., good join rate) in epoch i; that is, the number
of good IDs that join in epoch i divided by the number of seconds in epoch i. We now
formally define the notion of “smoothness” for α and β, which allows our model to capture
a churn rate that varies widely over time.

Definition 1. For any α ≥ 1 and β ≥ 1, and any epoch i > 1, we define the following.

• α-smoothness: (1/α)ρi−1 ≤ ρi ≤ α ρi−1.

• β-smoothness: For any duration of ` seconds in the epoch, the number of good IDs that
join is at least b`ρi/βc and at most dβ`ρie. Also, the number of good IDs that depart during
this duration is at most dβ`ρie.

Our guarantees require that n0 ≥ max{6000, (720(γ + 1))4/3, (41β)2}. This lower bound
on n0 arises in our analysis and we discuss this in Section 9.3.

Varying Churn Rate. In Section 5, we motivate our new churn model, and we provide
intuition with examples aided by illustrations. Here, we succinctly highlight the roles of α
and β.
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The parameter α can capture any possible change in the good join rate between con-
secutive epochs, since there always exists an α that satisfies the definition. Thus, the good
join rate may change rapidly. For example, say α = 2. In this case, the good join rate may
increase exponentially from epoch to epoch. Similarly, the good join rate may also decrease
exponentially. The parameter β ensures there can be possibly large deviations within an
epoch from the average good join rate over the entire epoch.

Many other churn models have been described in the research literature. In Section 4,
we compare our model of churn against several popular prior models.

2.2 The DefID Problem

In the well-studied GenID problem [35, 36, 18, 37, 38], there is some initial set of good and
bad IDs in a permissionless system. The problem GenID requires the IDs to all generate
an initial set of IDs with a bounded fraction of bad. In particular, all good IDs must decide
on a set of S such that: all good IDs are in S; and a O(κ)-fraction of the IDs in S are bad.

We introduce the DefID (DEFend ID) problem, which generalizes GenID to handle
churn. Specifically, ID join and departure events follow our ABC model of churn. Our goal
is to ensure that, at any time t, all good IDs know a set S(t) such that (1) all good IDs are
in S(t); and (2) a O(κ)-fraction of IDs in S(t) are bad.

2.2.1 Why is DefID harder than GenID?

DefID is strictly harder than GenID. Now, the fraction of bad IDs increases whenever a
bad ID joins or a good ID departs. Since bad and good IDs cannot be differentiated a priori,
the O(κ) bound on bad IDs may be violated after some amount of churn. A naive approach
to solve DefID would be to run a solution to GenID after every join and departure event.
But this is expensive. Specifically, it requires a resource-burning cost that is linear in the
current system size for every ID join and departure event, using the best known bound for
GenID [38]. Thus, it is necessary to define this new DefID problem in order to be able to
design an efficient Sybil defense in the presence of churn.

3 Our Results

Recall that κ is the fraction of the resource that is controlled by the adversary. Let the good
spend rate be the total resource burning cost for all good IDs per second. Similarly, let T
be the adversary’s spend rate and let J be the join rate of good IDs over the system
lifetime.

The first theorem solves the DefID problem using our algorithm Ergo, whose specifi-
cation is given in Section 7.

Theorem 1. For κ ≤ 1/18, Ergo ensures that the fraction of bad IDs in the system is
always less than 3κ ≤ 1/6. Additionally, with probability of error that is o(1/n0) over the

6



system lifetime, the good spend rate is

O
(
α11/2β7

√
T (J + 1) + α11β14J

)
.

A strict upper bound of 1/6 enables solutions to problems such as Byzantine agreement
and secure multiparty computation [39, 40].

To complement our upper bound, we provide a lower bound in Theorem 11.1 that shows
that this result is asymptotically optimal for a large class of algorithms.

To complement the upper bound in Theorem 1, we show in Section 11 that when α and
β are Θ(1), Ergo’s resource burning rate is asymptotically optimal over a large class of
algorithms. We also show in Section 12 how to remove reliance on a single server so that
Ergo can be executed in a decentralized fashion, while providing similar guarantees (see
Theorem 4).

Ergo makes use of a second algorithm, GoodJEst, that may be of independent inter-
est. GoodJEst correctly estimates the good join rate, provided that the fraction of bad IDs
is always less than 1/6. Since Ergo always ensures that the fraction of bad IDs is
less than 1/6, it is able to make use of GoodJEst. As addressed in Sections 7.1 and 9.2,
Ergo uses GoodJEst to achieve the good spend rate of Theorem 1. The main properties
of GoodJEst are as follows.

Theorem 2. Assume the fraction of bad IDs is always less than 1/6. Then with probability
of error that is o(1/n0) over the system lifetime the following holds. Fix any epoch. Let ρ
be the good join rate during that epoch. Then, if J̃ is the estimate from GoodJEst at any
time during that epoch:

1/(88α4β3)ρ ≤ J̃ ≤ 1867α4β5ρ.

This theorem holds no matter how the adversary injects bad IDs. Based on our experi-
ments on multiple networks, GoodJEst always provides an estimate within a factor of 10
of the true good join rate, and often much closer (cf. Section 10.2).

We validate our theoretical results by comparing Ergo against prior RB-based defenses
using real-world data from several networks (Section 10.1). In terms of the amount of RB
performed relative to the adversary, we find that Ergo performs up to 2 orders of magnitude
better than previous defenses, according to our simulations. Using insights from these first
experiments, we engineer and evaluate several heuristics aimed at further improving the
performance of Ergo. Our best heuristic has Ergo leveraging a prior machine-learning
method [41], and we observe an improvement by up to 3 orders of magnitude in comparison
to previous algorithms for large-scale attacks.

3.1 A Note on Incentives

In this paper, we do not explore the challenging problem of how to incentivize good IDs to
solve challenges. This is an issue that concerns resource-burning techniques in general (see
Section 6 for other examples of resource-burning), and there are a variety of ways in which
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good IDs might be motivated to solve puzzles. Even though it is beyond the scope of this
paper, we do sketch some ideas of how incentivization could happen, based on techniques
used in cryptocurrency systems. For clarity of presentation, we defer this discussion to
Section 13.

3.2 New Contributions

This manuscript contains results previously published in the proceedings of the 41st IEEE
International Conference on Distributed Computing Systems (ICDCS’21) [1] and in the pro-
ceedings of the 33rd IEEE International Parallel and Distributed Processing Symposium
(IPDPS’19) [2]. In particular, the majority of our results presented here appeared recently
at ICDCS’21, while our lower-bound result appeared at IPDPS’19.

This manuscript has been substantially revised and expanded. Specifically, we highlight
the following new material:

• Full proofs of all our results, including proofs of several lemmas that were not included
in the conference proceedings due to space constraints (Section 9).

• Exposition giving intuition for the guarantees provided by GoodJEst (Section 8.1 and
Figure 6).

• A complete presentation of our approach for decentralizing Ergo. We have included full
proofs and added additional exposition (Section 12).

• Additional empirical results for our main algorithm, Ergo, that defends against the Sybil
attack. We design and evaluate several heuristics aimed at further lowering the cost of
Ergo, while still retaining its guarantees (Section 10.3 and Figure 10).

• Additional empirical results for the algorithm, GoodJEst. We examine the performance
of GoodJEst over new data sets for the Ethereum and Gnutella systems (Section 10.2
and Figure 9).

• Additional discussion of several pertinent issues related to our results: incentives for good
IDs to solve puzzles (Section 3.1), additional discussion of classification approaches for
defending against the Sybil attack (Section 6), and future directions of research (Sec-
tion 13).

3.3 Technical Contributions and Novelty of Approach

The technical contributions of our results include:

• Formal Problem Definition. To the best of our knowledge, this paper is the first to
formally define the Sybil defense problem with churn. Our model of churn (Section 2.1.2)
is quite general, simple to describe and mathematically tractable. Our DefID problem
(Section 2.2) formally defines what is needed to prevent Sybil attacks in the presence of
churn.
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• Spending Less than the Attacker. Before the results in this paper, it was unknown
whether a Sybil defense algorithm could spend asymptotically less than an attacker. In
this paper, we describe and analyze the first Sybil defense algorithm that achieves this
result. The fact that such a result is even possible is surprising, and perhaps a useful
contribution to the general science of distributed security.

Achieving these results requires solving many technical issues. Below, we summarize some
of the novel techniques we have developed in order to address these problems.

We note in the following that, initially, we assume a single server maintains the system
membership information (recall Section 2); in Section 12 we describe how a committee can
maintain system membership information.

• Estimate and Set. We introduce a new, general approach for the design of algorithms
to secure a system in the presence of churn. Our technique consists of two parts. First,
estimating good activity : here, estimating the rate at which good IDs join the system.
Second, setting costs using this estimate: here, costs to join the system are set carefully
based on this estimate.

• Estimating the Good Join Rate. A major technical challenge is estimating the good
join rate (Sections 8 and 9.1). How can we achieve this estimate when we do not know,
a priori, whether joining IDs are good or bad? Our solution is to estimate the “flow" of
new, good IDs into the network during a certain time period, by bounding the flow of
bad IDs in; and the flow of new, good IDs out. Technical tools we use to achieve these
bounds are: (1) defining the time period for measurement using symmetric difference of
membership sets, in order to achieve both upper and lower bounds on the flows; and (2)
deriving careful stochastic, concentration results to bound the flow of good IDs out, with
high probability. Section 8.1 gives more intuition on our approach, which we believe again
may be of independent interest.

• Setting Costs based on Good Join Rate. We use our estimate of the good join rate
to set the costs to enter the system. Whenever the system membership changes by a
constant fraction, we also charge all IDs a cost of 1, in order to purge the system of a
possible excess of bad IDs. Setting the entrance cost too high means that good IDs pay
too much when there is no attack. Setting it too low means that bad IDs can cheaply
join and increase costs in the future due to more frequent purges. We can resolve this
tension mathematically by setting the entrance costs to the ratio of the join rate of all
IDs over the (estimated) join rate of good IDs. Section 7.1 gives more intuition about
our approach for setting costs, and Section 9.2 gives our formal analysis, which makes
use of bounds on our estimate of the good join rate, and also makes critical use of the
Cauchy-Schwartz inequality.

4 Churn Models
As we highlighted in above in Section 3.3, our churn model is an important contribution.
Here, we summarize other popular churn models in the literature (Sections 4.1 and 4.2), and
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then we motivate and discuss our new model of churn (Section 5).

4.1 Dynamic Network Model with Churn (DNC)

The Dynamic Network Model with Churn (DNC) model was first proposed by Augustine,
Pandurangan, Robinson, and Upfal in 2012 [42]. Then, subsequent papers described algo-
rithms in this model to solve Byzantine agreement [42, 43]; leader election [44]; maintain a
Distributed Hash Table (DHT) [45]; maintain a bounded-degree expander topology [46] and
solve storage and retrieval problems [47]. The survey paper [48] gives an overview of the
DNC model and results.

For completeness, we now describe aspects of the DNC model that are relevant to this
paper. DNC assumes that the network size is fixed. An adversary is assumed to control
what nodes join and leave and at what time, and the adversary has complete knowledge
of the algorithm and unlimited computational power. The maximum node churn rate is
parameterized: in any round, up to C(n) nodes can be replaced by new nodes. Typically,
algorithmic results in this model can handle C(n) = Θ(n) for an adversary that is oblivious:
unaware of the past random choices of the algorithm; and C(n) = Θ(

√
n) for an adversary

that knows the random choices of the algorithm. Finally, we note that the DNC model also
considers edge churn in the network topology; we omit discussion of this aspect of the model
since it is not relevant to this paper.

Byzantine IDs occur in the DNC model; typically with the assumption that for some
positive ε, there are O(n1/2−ε) Byzantine IDs in every round. The adversary controlling the
Byzantine IDs also controls churn. This is similar to the adversary in our own ABC model.

Results in the DNC generally hold for all but a 1/polylog(n) fraction of the good IDs.
For example, in the leader election results, all but a 1/polylog(n) fraction of the IDs agree
on the correct leader [44]; in Byzantine agreement [44, 42, 43] all but a 1/polylog(n) fraction
of the IDs agree on a correct output bit. These types of results are necessary given that the
DNC model (1) assumes connectivity in sparse networks with edge churn; and (2) allows
targeted deletions of good IDs by the adversary.

4.1.1 Differences between the DNC and ABC model

We now discuss differences between the DNC model and the ABC model. First, while the
ABC model allows the adversary to schedule when good ID deletions will occur, it does not
allow the adversary to target specific good ID. In particular, in the ABC model, when a
good ID deletion event occurs, the good ID that is deleted is selected uniformly at random
from the set of all good IDs.

Byzantine IDs are another key difference. In the DNC model, in every round, by as-
sumption, for some positive ε, there are at most O(n1/2−ε) Byzantine IDs in the system. In
contrast, in the ABC model, there is no such assumption. Instead, the ABC model assumes
that the adversary controls a constant fraction of the RB resource, and must use this fact
to try to constrain the fraction of Byzantine IDs.
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4.2 Churn Models without Byzantine IDs

Several other models have been proposed for churn which, unlike the DNC and ABC models,
do not consider Byzantine IDs. We now discuss these other results.

First, work by Ko, Hoque and Indranil, from 2008, describes two churn models, TRAIN
and CROWD [49]. In both models, the system size is fixed, and each ID join event occurs in
parallel with an ID deletion event. Additionally, in both models, the churn rate, or number of
processes joining per unit time, is assumed to be fixed over the entire lifetime of the system.
In the TRAIN model, there is some fixed, positive integer K and the join and leave events
can only occur at times that are integer multiples of K. In the more challenging CROWD
model, join and leave events can happen at any time. In contrast, the ABC model allows for
system size increase and decrease over time, and these changes are not restricted to specific
multiples of events.

We note that the DNC model (recall Section 4.1) is more general than both the TRAIN
and CROWD models since it allows up to a certain number of join and deletion events to
occur in a single round, but does not require that exactly a K number of events occur. Thus,
it does not require that the churn rate stay fixed throughout the lifetime of the system, only
that there is some upper bound on the churn rate.

Second, in 2004, Aguilera proposed several churn models allowing for infinitely many
IDs [50]. Four key models are proposed in this paper, based on: whether or not (1) the
system has a finite number of IDs; and (2) whether or not each run has a finite number
of IDs. For example, if the system has infinite IDs, then for every integer N , there are
runs with more than N IDs seen throughout the run. IDs are assumed to communicate via
shared memory, and the paper describes how to use shared memory to implement counters,
atomic snapshots, group membership, and mutual exclusion in several of their proposed
churn models. These aspects of the model differ substantially from the ABC model because
of the problems for which they are designed. In particular, join and departure event timing
is not parameterized as it is in the ABC model, and so resource costs for their results are
not given as a function of model parameters such as α and β.

Third, in 2002, Liben-Nowell, Balakrishnan and Karger [51] defined the notion of half-life
as follows. Consider a system with N IDs at time t. The time elapsed until another N IDs
join is the doubling time from time t. The time until N/2 IDs that are present in the system
at time t depart is the halving time from time t. The minimum of the doubling time and
the halving time is the half-life from time t, and the half-life of the system is the minimum
half-life over all t.

The half-life as defined in this way is closely related to our notion of an epoch, but there
are technical differences, which we now describe. There is always at least one epoch in every
half-life. To see this, first note that after N/2 additions or N/2 deletions, the symmetric
difference has changed by at least N/2, which satisfies the criteria to end an epoch. However,
there may be multiple epochs in one half-life, since IDs added over one epoch may be deleted
in subsequent epochs, thereby avoiding the criteria needed for the end of a half-life.

Fourth, the distribution of ID session times can be used to characterize churn; that
is, the times for which IDs remain in the system. Smaller session times are indicative
of higher churn, and vice-versa. Real-world measurements can inform the distribution of
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session times, although these findings are specific to the system in question. For example,
a measurement study of the peer-to-peer (P2P) system Gnutella found that session time
was distributed exponentially with a mean exceeding two hours, whereas the distribution
for the P2P system Kazaa is heavy-tailed, with an average session time of roughly a few
minutes [52]. Another example involves the peer-to-peer system KAD [12] and the Bitcoin
network [53], where session times for both are well-fit by a Weibull distribution; however,
the parameters of these distributions are very different. Therefore, even within the P2P
domain, the session-time distribution—and, thus, the characterization of churn—can differ
significantly between specific systems. By comparison, the ABC model does not incorporate
a particular session-time distribution; rather, churn is defined more generally via the two
parameters α and β.

5 Motivating α, β-Churn
Here, we argue that the Sybil attack necessitates a new model of churn. Then, we motivate
our notion of α, β-churn, illustrating how it captures the key aspects of a Sybil attack, while
remaining mathematical tractable.

5.1 Sybil Attack Demands New Churn Models

During a Sybil attack, the system size may increase as the adversary injects large numbers
of IDs. Additionally, a Sybil adversary can also decrease the system size by removing IDs it
controls. In all cases, an algorithm that depends on static system sizes will be fragile when
faced with a Sybil adversary. Thus, models that assume a static system size—such as DNC,
TRAIN, and CROWD—seem inappropriate for addressing the Sybil attack.

5.2 Some Gentle Intuition for the α, β-Churn (ABC ) Model

If the system size is not fixed, how should we model churn? First, it seems clear that there
should be no constraints on the timing of events for the bad IDs, since these are controlled
by an adversary.

So, how should we constrain the timing of good ID join and departure events? A simple
idea is to assume a fixed rate for good events, and to assume that this rate never changes.
This is similar to some models in [49]. However, this is unrealistic in many settings. For
example, a system might experience an unusually high good join rate during certain times
of day or the week, or during unpredictable events, such as a sudden spike in popularity in
some system service. Additionally, there may be periods of time during which systems size
grows or shrinks non-linearly. These phenomena cannot be captured by a fixed event rate.

A more sophisticated approach is to allow for some change in the good event rate. For
example, the good join rate could itself change according to some separate rate. But what
should be this new change rate be?

One idea is that the rate of change could depend on the good event rate. For example,
if the good event rate is initially 1 ID per millisecond, then the change rate could be by a
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Figure 1: Illustration of four epochs. Time proceeds from left to right, and each rectangle
illustrates the state of the system at the beginning of an epoch, with half of the rectangle
delineated by the thin horizontal line. The blue rectangles indicate the new IDs that have
been added during the epoch; see the discussion at the end of Section 5.3.

factor of 2 every millisecond. But this seems too fast - it allows the rate to double with each
new event.

An alternative would be to have the change rate set to a factor of 2, say every 1, 000
events (1, 000 milliseconds). But setting the denominator to some absolute number of events
is artificial: in systems with large populations, we might not expect much change over 1, 000
events, but in systems with small populations, we might expect significant change over 1, 000
events.

5.3 The epoch

To resolve this issue, the fundamental time period we use for defining rate of change is the
epoch. As defined previously, an epoch is the amount of time over which the symmetric differ-
ence of the system population changes by half the initial size of the system (see Section 2.1.2).
Recall that this definition is closely related to the “half-life" as defined in [51].

By letting the event rate change by a fixed amount in each epoch, we obtain a churn
model that generalizes to both small and large systems.

We now provide some intuition about the notion of an epoch. Figure 1 illustrates four
example epochs. In this figure, time moves from left to right, and each rectangle illustrates
the state of the system at the beginning of an epoch, with half of the rectangle delineated
by the thin horizontal line.

The first epoch ends with half of the IDs changed; these IDs are illustrated with the blue
bar. Notice that the system size has not changed at the end of this first epoch. The second
epoch ends when new IDs total half of the system size at the start of the epoch. Notice
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Figure 2: Example for α = 2, β = 1. Blue checks represent good ID join events; black x’s
represent good ID deletion events. In this example, for simplicity, the system size does not
change, so the number of good join events equals the number of good deletion events. Since
α = 2, the number of events can change by a factor of 2 from epoch to epoch. Since β = 1,
all these events are uniformly distributed in time.

that the system size has grown by 50%. The third epoch ends when departing IDs total half
of the system size at the start of the epoch. Notice that the system size has decreased by
half. The fourth epoch ends when new IDs total half the size at the epoch start. Notice
throughout that the system size is multiplied by some value in the range [.5, 1.5] during the
course of any epoch.

5.4 α-smoothness

We now describe how the value of α can allow for the good event rate to change across epochs.
Recall from Section 2.1.2 that in each epoch i, there is a good event rate, ρi. Additionally,
recall the α-smoothness criteria:

• α-smoothness : (1/α)ρi−1 ≤ ρi ≤ α ρi−1.

This ensures that the good event rate changes by no more than an α-factor from epoch
to epoch. For example, when α = 2, if the good event rate is 1 event per millisecond in
epoch i− 1, then in epoch i, the good event rate will be in the range from 1 event per two
milliseconds up to 2 events per millisecond.

Figure 2 illustrates an example for α = 2. In this figure, the checks are good ID additions
and the x’s are good ID deletions. Again, the system state at the beginning of epochs is
represented by a rectangle; the blue half of the rectangle illustrates the half of the system
IDs that are new in comparison to the system population at the start of the epoch. For
simplicity, this figure illustrates a case where the system size does not change.

All epoch lengths are the same: 1 hour. Finally, in order to focus solely on α, we have
set β = 1. This means that all events are spread out evenly over the duration of the epoch.
To keep things simple, in the figure, the epochs all have the same length. This can happen
even when the value of ρ changes, because deletion events can either be for IDs that have
been added during the epoch, or from IDs that were around at the start of the epoch. In
the former case, the ID that joined and then departed does not hasten the end of the epoch.

Since α = 2, it is possible for the ρi values vary by multiplicative factors of 2 from one
epoch to another. In the figure, ρ1 = 4, ρ2 = 2, ρ3 = 4 and ρ4 = 7.
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Figure 3: Single Epoch with Different β values. The dashed red lines at the bottom represent
“durations" of time equal to the epoch length divided by the number of good join events.
Top: β = 1; each duration overlaps exactly 1 join event and at most 1 deletion event; events
are spread evenly. Bottom: β = 2; each duration overlaps between b1/2c = 0 and d2e = 2
join events, and at most 2 deletion events; events may clump.

A key observation is that, even for a small value such as α = 2, the good join rate can
increase (or decrease), exponentially over multiple epochs. In particular, over x epochs the
event rate can decrease by a factor of 2−x or increase by 2x.

5.5 β-smoothness

In the previous section, good events were evenly spread over time in each epoch. Next, we
show how this can change by discussing the final part of our model: β-smoothness. Recall
the definition from Section 2.1.2:

• β-smoothness : For any duration of ` seconds in the epoch, the number of good IDs
that join is at least b`ρi/βc and at most dβ`ρie. Also, the number of good IDs that
depart during this duration is at most dβ`ρie.

Figure 3 illustrates how different values of β effect the spacing of good events over a single
epoch lasting 1 hour. Both the top and bottom sub-figures illustrate epochs with the same
ρ value: ρ = 8 events per hour. In the top figure, β = 1 and in the bottom figure, β = 2.

The red dashed lines at the bottom of the figure are a few example “durations" of length
` = 3600/8 = 450 seconds. In the top epoch, β-smoothness for β = 1 requires that within
each such duration, there must be at least b`ρc = 1 , and at most d`ρe = 1 good join event
during this red duration. Additionally, there must also be at most d`ρe = 1 good deletion.
Note that these bounds hold for each duration in the top subfigure.
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In the bottom epoch, β = 2, so β-smoothness requires that within each duration, there
must be at least b(1/2)`ρc = 0 , and at most d2`ρe = 2 ID join events during this red
duration. Additionally, there must also be at most d`ρe = 2 good deletions. Note that these
bounds hold for each duration in the bottom subfigure.

In sum, larger values of β, such as in the bottom epoch, allow for more “clumping" of
the good events. Smaller values of β require the events to be more evenly spread. Finally,
we note that for simplicity, our duration lengths in Figure 3—the red dashed lines—are all
the same length. However, the β-smoothness criteria holds for any duration length that is
completely contained in the epoch.

6 Related Work
A preliminary version of our results appeared in [1, 2]. Specifically, the problem definition for
DefID, model of churn, upper-bound analysis, and experimental results appeared recently
in [1], while our lower-bound result (Section 11) appeared in [2]. Our presentation here
includes new material as detailed previously in Section 3.2.

Sybil Attacks. There is significant prior work on Sybil attacks [3]. For example, see
surveys [7, 54], [55, 7, 54] and additional work documenting real-world Sybil attacks [6, 56,
57].

Several results leverage social networks for Sybil defense [58, 59, 60], including recent
work using machine learning to classify likely Sybil IDs, such as SybilExpose [61] and
SybilFuse [41]. Since social-network data may not always be available, in this paper, we
focus on Sybil defense without it. We also note that, by themselves, classification methods
do not solve DefID. In particular, a classifier that is wrong with even a small probability, say
10−6, still allows the adversary to obtain a bad majority, over a large number of attempted
join events.

That said, in Section 10, we do show that Ergo combines well with classification al-
gorithms like SybilFuse. In particular, SybilFuse significantly reduces costs for Ergo,
when social network data is available to use SybilFuse (Section 10, Heuristic 4). Addi-
tionally, Ergo enables a classification algorithm like SybilFuse to be leveraged to create
a full-fledged Sybil defense algorithm that can withstand significant, long-term attack.

Other Sybil defenses use network measurements [62, 63, 64]. These defenses rely on
accurate measurements of latency, signal strength, or round-trip times to try to detect Sybil
IDs. Again, since such data may not always be available, Ergo does not rely on its use.
But we expect that, when this type of data is available, these results could also be used to
reduce costs for Ergo.

Finally, Danezis et al. [65] and Scheideler and Schmid [66] describe containment strategies
for Sybil attacks in overlay networks. However, these results focus on isolating older IDs from
newer bad IDs during a Sybil attack, and so do not ensure that the fraction of bad IDs in
the network is always bounded.

Resource Burning. Many resource burning schemes for Sybil defense exist. Computational
puzzles consume CPU cycles [17, 67, 18]. Proof of Space-Time, requires allocation of storage
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capacity [68]. Proof of useful-work consumes CPU cycles to solve challenges applicable to
real-world scientific or engineering problems [69, 70].

A completely automated public Turing test to tell computers and humans apart (CAPTCHA)
is a resource - burning tool where the resource is human effort [71, 72]. CAPTCHAs of tun-
able hardness have been proposed [73], as have CAPTCHAs that channel human effort into
practical problems such as deciphering scanned words or detecting spam [74].

In a wireless network with multiple communication channels, Sybil attacks can be mit-
igated via radio - resource testing if the adversary cannot listen to all channels simultane-
ously [75, 76, 77]; the resource here is listening capacity.

Finally, we note that Proof of Stake [19, 78, 79] is not a resource burning technique.
It requires that the “stake" of each ID to be a globally known quantity and thus is likely
to remain relevant primarily for cryptocurrencies. Moreover, even in that domain, it is
controversial [80].

Guaranteed Spend Rate. In [81] and [2], Gupta et al. proposed two algorithms CCom
and GMCom that ensure that the fraction of bad IDs is always small, with respective good
spend rates of O(T + J) and O(J +

√
T (J + 1)). Unfortunately, the second result holds for

the case where (1) churn is sufficiently small; and (2) there is a fixed constant amount of
time that separates all join events by good IDs (i.e., non-bursty arrivals). Ergo does not
require these assumptions.

We also note that, outside of the Sybil attack, several prior works address network security
challenges with results that are parameterized by the adversary’s cost [82, 83, 84, 85, 86,
87, 88, 89, 90]. Such results are referred to as resource-competitive, and many examples are
provided in the survey by Bender et al. [91].

7 ERGO
We begin by walking through the execution of Ergo and providing intuition for its design.
Recall from Section 2 that we are presenting Ergo with coordination provided by a server.
Therefore, the server executes the pseudocode for Ergo presented in Figure 4. The server
initializes system membership with all IDs that solve a 1-hard RB challenge. Then, execution
occurs over disjoint periods of time called iterations , where an iteration consists of Steps 1
and 2 in the pseudocode.

In Step 1, each ID that wishes to join the system must solve an RB challenge of hardness
1 plus the number of IDs that joined within the last 1/J̃ seconds, where J̃ is the current good
join rate estimate obtained from GoodJEst. We call the hardness of this RB challenge the
entrance cost ; intuition for its value is in Section 7.1. Once the ID returns a valid solution,
the server adds the ID to a membership set that it maintains and the ID is considered to
have successfully joined the system.

Step 1 lasts until the number of IDs that join and depart in the iteration is at least 1/11
times the number of IDs at the start of the iteration; we note that the value 1/11 is not
special, as discussed later in Section 9.3. In Step 2, the server performs a purge by resetting
system membership to all IDs that solve a 1-hard RB challenge within 1 round. To do this,
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Entire by Rate of Good (Ergo)

S(0)← set of IDs that returned a valid solution to 1-hard RB challenge.

J̃ is maintained by running GoodJEst in parallel to the following code;
τ ← time at system initialization;
τ ′ is the current time.

For each iteration, do:

1. Each joining ID is assigned a RB challenge of hardness 1 plus the number of IDs that have
joined in the last 1/J̃ seconds of the current iteration.

2. When number of joining and departing IDs in this iteration exceeds |S(τ)|/11, perform a
purge as follows:

(a) Issue all IDs a 1-hard RB challenge.

(b) S(τ) ← IDs solving this RB challenge in 1 round.

(c) τ ← τ ′

Figure 4: Pseudocode for Ergo.

the server issues a 1-hard RB challenge to all IDs and then removes from the membership
set those IDs that fail to respond with a valid solution within 1 round. Note, again, that the
server maintains a membership set of all IDs in the system.

7.1 Intuition for Entrance Cost

To gain intuition, fix an iteration, assume that β = Θ(1), and let J be the good join rate
during the iteration. Then, in the absence of attack, all entrance costs are O(1) since O(1)
good IDs join on average during 1/J̃ ≈ 1/J seconds.

If there is a large attack, the adversary pays more than Ergo. For example, consider
the case where the ratio of bad ID joins to good ID joins is x and these bad ID join events
are evenly spread out over time. Thus, the number of bad IDs joining in any 1/J̃ seconds
is about x. For each good join event, the adversary pays an entrance cost which is at least
1 + 2 + 3 + ... + x = Θ(x2). In contrast, the good ID that joins in this time pays at most
x+ 1 = O(x); recall that, in the worst case, this good ID joins after the bad IDs. Therefore,
over this interval of 1/J̃ seconds, the good ID pays an entrance cost that is asymptotically
the square root of what the adversary pays.

A challenge we face in analyzing Ergo is establishing this flavor of result more generally.
Nonetheless, we can extend this reasoning a bit further to demonstrate more intuition for
why Theorem 1 is plausible. During a large attack, the adversary’s spend rate is T = Θ(ξJa),
where ξ is the average entrance cost, and Ja is the join rate for all IDs. Then, the good
spend rate due to entrance costs is Θ(ξJ), and the good spend rate due to purges is Θ(Ja).
When ξ = Ja/J, these two costs are balanced, and the good spend rate due to the entrance
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costs and purge costs is within a constant factor of:

ξJ + Ja ≤ 2Ja = 2

√
(Ja)

2 = 2
√
JaξJ = 2

√
JT

where the first step holds by our setting of ξ, the third step since Ja = ξJ, and the final step
since T = ξJa.

As a side note, our entrance cost approximates the ratio of the total join rate over the
good join rate, which motivates the name Entire by Rate of Good; Ergo is also the
Greek word for work.

Technical Difficulties. While the above gives intuition for our analysis, challenges remain.
First, how do we get an estimate of the good join rate when we do not know anything about
which IDs are good or bad, when epochs begin or end, or the values of α and β? Solving
this problem is a key technical difficulty, addressed by our algorithm GoodJEst, which we
describe and analyze in Section 9.1.

Second, how can the above intuition for analyzing entrance costs generalize when the
good join rate is changing, possibly within each iteration of Ergo? To handle this, we first
show that our estimate of the good join rate updates at least once every O(1) epochs, so it
is never too stale. This implies that the entrance costs—which make use of the good join
rate—yield an advantage over the adversary, as sketched above. Finally, we make use of
Cauchy-Schwartz to upper-bound Ergo’s total cost based on the bounds for each iteration,
thus completing the upper-bound analysis.

7.2 Intuition for Purging

The purpose of purging is to ensure that the fraction of bad IDs in the system is less than
1/6 at all times. When a 1-hard RB challenge is issued to all IDs, the adversary can only
solve a k-fraction within a round and thus keeps at most a κ-fraction of its bad IDs in the
system. Our main result for Ergo result holds for κ ≤ 1/18, and so immediately after
each purge the fraction of bad IDs in the system is at most 1/18. During the iteration, the
fraction of bad IDs can increase, but the iteration always ends before this fraction can be
reach 1/6. This reasoning is formalized in Lemma 9.

8 GoodJEst

GoodJEst provides an estimate, J̃, of the good join rate, when there is at most a constant
fraction of bad IDs. We require that the fraction of bad IDs is less than 1/6.

Initially, GoodJEst sets J̃ equal to the number of IDs at system initialization divided
by the total time taken for initialization, where initialization consists of the server issuing a
1-hard RB challenge to all nodes. In Section 12, we show how to decentralize this algorithm.
The value t is set to the system start time. Throughout the protocol, t will equal the last
time that J̃ was updated, and t′ will be the current time.

The pseudocode is presented in Figure 5. There are two aspects that must be addressed
in designing GoodJEst. First, at what points in time should J̃ be updated? This occurs
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Good Join Estimate (GoodJEst)

In the following, t′ is the current time and S(x) is the set of IDs in the system at time x.
t← time at system initialization.
J̃← |S(t)| divided by time required for initialization.
Repeat forever: whenever |S(t′)4S(t)| ≥ 5

12 |S(t
′)|, do:

1. J̃← |S(t′)|/(t′ − t).
2. t← t′.

Figure 5: Pseudocode for GoodJEst.

whenever the system membership has changed by a constant factor with respect to the
current system size. In particular, J̃ is updated when |S(t′)4S(t)| ≥ 5

12
|S(t′)| holds true;

we note that the value 5/12 is not special, as discussed later in Section 9.3. Since join
and departure events are ordered, this is equivalent to the property that |S(t′)4S(t)| =
d 5
12
|S(t′)|e. We refer to (t, t′] as an interval . The execution of GoodJEst divides time

into consecutive, disjoint intervals.
Second, how is J̃ updated? This is done by setting J̃ to the current system size divided

by the amount of time since the last update to J̃. In particular, we set J̃← |S(t′)|/(t′ − t).

8.1 Intuition for GoodJEst

We provide intuition, using Figure 6, for how GoodJEst estimates the rate at which good
IDs join the system, despite the fact that we do not know a priori which IDs are good and
which are bad. The full, formal analysis is in Section 9.1.

Fix some interval, and let S(t) and S(t′) be the set of good IDs at the beginning and end
of the interval, respectively; s = |S(t)|; and a be the number of good IDs that join during
the interval. We provide intuition for why a is always Θ(s), and thus, why dividing s by
the interval length yields an estimate of the good join rate. For simplicity, we only consider
here the case where the system size is fixed, but the IDs change; our intuitive reasoning only
provides results in expectation. Our full proof handles changing system size and gives results
with high probability (see Section 9.1). Symmetric difference is critical; for example, if we
delineated intervals simply by the raw number of joins and deletions, this would allow us to
obtain that a = O(s), but not that a = Ω(s). We now sketch our result.

Figure 6 (left) shows why the number of good IDs that join is greater than a constant
times the system size at the start of the interval, i.e. why a = Ω(s). In the figure, the old
IDs are grey and new IDs are blue, where an ID is called old if it was in the system at the
beginning of the interval, and is new otherwise. The good IDs are the stick figures and the
bad IDs are the horned faces. The interval only ends when a 5/24 fraction of new IDs have
joined. This is true because, since the system size stays constant, the number of departing
IDs equals the number of joining IDs, thus, 5/24 joining and 5/24 departing IDs yields the
total 5/12-fraction change required to ends an interval. Note that the fraction of new, good
IDs must be at least 5/24 − 1/6 = 1/24 since the fraction of new, bad IDs is at most 1/6.
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Figure 6: Example used to give intuition for GoodJEst, as discussed in Section 8.1. Blue
and gray indicate a new and old ID, respectively. Stick figures and horned-faces indicate
good and bad IDs, respectively.

This shows that a ≥ (1/24)s.
In Figure 6 (left), the system size is 60. The number of bad IDs (old and new) is 10, and

the fraction is thus exactly 1/6. The total number of good new IDs is 5, giving a fraction
that is 5/60 ≥ 1/24.

Figure 6 (right) shows why the number of good IDs that join is smaller than a constant
times s, i.e. why a = O(s). This fact does not follow trivially: if each new good ID
immediately departs, this would increase a, but would not alter the symmetric difference.
For simplicity, our figure focuses only on the good IDs, in order to more simply illustrate
the interplay between arrivals and departures.

The figure illustrates the following. Fact 1: the fraction of new good IDs in the system is
always at most 5/24 during the interval, otherwise the interval would end. To see this, first
note that GoodJEst ends an interval when the symmetric difference is more than a 5/12
fraction of the system size at the beginning of the interval. Then, note that if the fraction of
new good IDs is ever more than a 5/24 fraction of the system size, the symmetric difference
will exceed a 5/12 fraction of the beginning system size.

Next, we have the following. Fact 2: the fraction of new IDs in the set of departing
good IDs is at most 5/24 in expectation. To see this, first recall that when a good departure
occurs, the departing ID is selected uniformly at random from the set of good IDs currently
in the system (See Section 2). Thus, a departing good ID is new with probability at most
equal to the fraction of new, good IDs in the system.

From these two facts, we note the following. In expectation, the fraction of good IDs
that join and are deleted is at least a − (5/24)a, by Fact 2. Second, the fraction of good
new IDs in the system at any point is always no more than (5/24)s, by Fact 1. Putting
these together, we get that in expectation, a− (5/24)a ≤ (5/24)s; solving for a, we get that
a ≤ (5/19)s.

The above intuition is formalized in Lemmas 3 and 4 of Section 9.1. The analysis in
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Notation Definition
A4B The symmetric difference between sets A and B.
ρi The good join rate in epoch i.

α
The good join rate between two consecutive epochs differs
by at most an α-factor.

β
The number of good IDs that join or depart during ` con-
secutive seconds within an epoch differs by at most a β-
factor from ` times the good join rate of the epoch.

κ
In any single round where all IDs are solving challenges,
the adversary can solve a κ-fraction of the challenges.

ε
In any single round, at most an ε-fraction of good IDs may
depart, for ε < 1/12.

n0
The minimum number of good IDs in the system at any
time.

γ
The system lifetime is defined over nγ0 joins and departures,
for any fixed constant γ > 0.

T The adversary’s spend rate over the system lifetime.
J The join rate of good IDs over the system lifetime.

JB
The join rate of bad IDs over the system lifetime (specific
to the lower bound argument in Section 11).

Table 1: Table of commonly used notation.

Section 9.1 solves the following remaining problems: providing sharp concentration bounds;
handling changing system sizes; and using the value of a to obtain the good join rate, even
when an interval intersects multiple epochs.

9 Analysis
In this section, we provide full proofs of our results. We start with the analysis of GoodJEst
(Section 9.1). Next, we prove the correctness properties for Ergo, and prove the spending
rate upper-bounds for Ergo, when using the estimate provided by GoodJEst (Section 9.2).
For ease of reference, we collect our commonly used notation in Table 1. Finally, we conclude
this section with a discussion of our choice of values for several parameters and constants
used in our analysis and algorithm design (Section 9.3).
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9.1 Analysis of GoodJEst

Why does GoodJEst provide a close estimate of the good join rate? Recall that GoodJEst
divides time into intervals. We say that an interval intersects an epoch if there is a point
in time belonging to both the interval and the epoch.

Lemma 1. An interval intersects at most two epochs.

Proof. Assume that some interval starts at time t0 and intersects at least three epochs; we
will derive a contradiction. Given this assumption, there must be at least one epoch entirely
contained within the interval. Consider the earliest such epoch, and let it start at time
t1 ≥ t0 and end at time t2 > t1. Observe that:

|S(t2)4S(t0)| ≥ |G(t2)4G(t1)|

≥
(

1

2

)
|G(t2)|

≥
(

1

2

)(
5

6

)
|S(t2)|

=

(
5

12

)
|S(t2)|

In the above, step one holds since |S(t2)4S(t0)| ≥ |S(t2)4S(t1)|; step two holds by the
definition of an epoch; and the second to last step holds given that the fraction of bad IDs
is always less than 1/6.

But the above inequalities show that |S(t2)4S(t0)| ≥ 5
12
|S(t2)|. Therefore, the interval

ends by time t2, and there can be no third epoch intersecting the interval; this contradiction
completes the argument.

At this point, it is useful to foreshadow the relationship between epochs (recall Sec-
tion 2.1.2), intervals (used by GoodJEst), and iterations (used in Ergo). Lemma 1 estab-
lishes the “translation” between the first two. Later, in Section 9.2 (Lemma 11), we prove the
translation between intervals and and iterations. Figure 7 depicts the relationship between
epochs, intervals, and iterations.

Why is this translation necessary? In this section, we will show that GoodJEst achieves
an estimate of the good join rate that is parameterized by factors of α and β. These factors—
which impact the accuracy of the estimate provided byGoodJEst—arise because an interval
may overlap more than one epoch. When we go from intervals to iterations, we will similarly
accrue additional factors of α and β in our analysis for the good spend rate under Ergo,
since an iteration can overlap more than one interval (see the analysis in Section 9.2 starting
with Lemma 12).

For the remainder of this section, fix an interval that starts at time t and ends at time
t′. Let a be the number of good IDs that have joined during the interval. All lemmas hold
with high probability in n0.

Lemma 2. Assume that n0 ≥ 120. Then, |S(t′)| ≥ 7
10
|S(t)|.
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Figure 7: Epochs derive from our model of churn (Section 2.1.2). Intervals derive from GoodJEst,
specifically the times at which it sets the variable J̃ (Figure 5, Step 1). Iterations derive from Ergo,
specifically the duration between purges (Figure 4, Step 2).

Proof. By the definition of an interval, we know that:

|S(t′)4S(t)| ≤
⌈

5

12
|S(t′)|

⌉
≤ 5

12
|S(t′)|+ 1

Note that |S(t′)4S(t)| ≥ |S(t)− S(t′)|, which implies:

|S(t)− S(t′)| ≤ 5

12
|S(t′)|+ 1 (1)

Moreover, |S(t)− S(t′)| ≥ |S(t)| − |S(t′)|. Rearranging, we get:

|S(t′)| ≥ |S(t)| − |S(t)− S(t′)|

≥ |S(t)| −
(

5

12
|S(t′)|+ 1

)
where the second step follows from Inequality 1. Finally, isolating |S(t′)| in the last inequality,
we get:

|S(t′)| ≥ 12

17
(|S(t)| − 1) ≥ 12

17

(
119

120
|S(t)|

)
≥
(

7

10

)
|S(t)|

where the second inequality holds so long as n0 ≥ 120.

The next lemma is one of the more technically challenging in our analysis. Recall that
S(τ) is the set of all IDs in the system at time τ . In order to upper bound the number of
joining good IDs, we need to first upper bound the number of new, good IDs that depart,
where an ID is new if it has joined in the current interval. The key technical difficulty is
establishing this bound with high probability. To do so, we compute the expected number
of departing new, good IDs, and then use a stochastic dominance argument and Chernoff
bounds to show tight concentration around this expectation.

Lemma 3. Assume that n0 ≥ max{6000, (720(γ + 1))4/3}. Then, for any interval, a ≤
11|S(t)|+ 2.

Proof. Note that:⌈
5

12
|S(t′)|

⌉
= |S(t′)4S(t)| ≥ |G(t′)4G(t)| ≥ |G(t′)−G(t)|
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where the first step holds by the definition of an interval. Thus, we have:

|G(t′)−G(t)| ≤
⌈

5

12
|S(t′)|

⌉
<

(
1

2

)
|G(t′)|+ 1

The last inequality holds given that the fraction of bad IDs is always less than 1/6, so
|G(t′)|
|S(t′)| >

5
6
implies that |S(t′)| < 6

5
|G(t′)|. This gives our first key inequality:

|G(t′)−G(t)| <
(

1

2

)
|G(t′)|+ 1 (2)

We can bound the probability that a good ID deleted at time τ ≥ t is from the set G(τ)−G(t)
by dividing both sides of Equation 2 by G(τ) to get

|G(τ)−G(t)|
|G(τ)|

≤ 1

2
+

1

|G(τ)|
≤ 31/40

where the final inequality holds assuming that 1/|G(τ)| ≤ 11/40, which holds when n0 ≥ 5.
From this, we know that the probability that a good ID deleted at time τ is from G(t) is at
least 1− 31/40 = 9/40.

Let d be the number of good IDs that have departed in the interval. Let the random
variable X be the number of IDs in G(t) that have departed during the interval. It follows
that E(X) ≥ 9

40
d, for n0 ≥ 5. Additionally, X stochastically dominates a simpler random

variable that counts the number of successes when there are d independent trials, each
succeeding with probability 9

40
.

Hence, by a standard Chernoff bound [92], we have:

Pr(X < (1− δ)(9/40)d) ≤ e−δ
2(9/40)d/2

= e−(1/81)(9/40)d/2

= e−d/720

where the second inequality follows from setting δ = 1/9. Therefore, when d ≥ |G(t)| ≥ n0,
it follows that:

Pr(X < (1/5)d) ≤ e−d/720.

Therefore, X ≥ 1
5
d, with probability of failure at most e−n0/720. This probability of failure

is at most 1/nγ+1
0 for n0 ≥ 720(γ + 1) lnn0. To derive a sufficient lower bound on n0, note

that
n0/ lnn0 ≥ n0/n

1/4
0 = n4/3 ≥ 720(γ + 1)

where the first inequality holds for n0 ≥ 6000, and the last inequality holds so long as
n0 ≥ (720(γ + 1))4/3 ≈ 6454(γ + 1)4/3. By a union bound, X ≥ 1

5
d over all intervals during

the lifetime of the system, with probability of failure at most 1/n0.
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Clearly, X ≤ |G(t)|. So by the above, we have that, with high probability, 1
5
d ≤ |G(t)|,

which gives:
d ≤ 5|G(t)| (3)

Since the number of new good IDs in S(t′) is at least a− d, then |G(t′)−G(t)| ≥ a− d.
Thus:

a ≤ |G(t′)−G(t)|+ d

≤
(

1

2
|G(t′)|+ 1

)
+ 5|G(t)|

≤ 1

2
(|G(t)|+ a) + 1 + 5|G(t)|

≤
(

11

2

)
|G(t)|+ a

2
+ 1

In the above, the second step follows by applying inequalities 2 and 3, and the third step
by noting that |G(t′)| ≤ |G(t)| + a. Finally, the lemma follows by isolating a in the last
inequality, to get a ≤ 11|G(t)|+ 2 ≤ 11|S(t)|+ 2.

Lemma 4. Assume that n0 ≥ max{1681, (41β)2}. Then, a ≥ |S(t′)|
84(1 + β2)

− 2 ≥ 8.

Proof. Let d be the number of good IDs that have departed in the interval. We start by
proving that:

d ≤ β2(a+ 2) + 2. (4)

By Lemma 1, an interval intersects at most two epochs. If two epochs are intersected, let
ρ, ρ′ be the good join rates over the two epochs intersected, and `, `′ be the lengths of the
intersection. If a single epoch is intersected, let ρ and ρ′ both equal the good join rate over
that epoch, and let `, `′ both be half the length of the intersection of the interval and the
epoch. Then, in every case, from β−smoothness, we have:

a ≥
⌊
ρ`

β

⌋
+

⌊
ρ′`′

β

⌋
≥ ρ`+ ρ′`′

β
− 2

For which:

ρ`+ ρ′`′ ≤ β(a+ 2) (5)

We can bound the number of departures using β− smoothness:

d ≤ dβρ`e+ dβρ′`′e ≤ β(ρ`+ ρ′`′) + 2 ≤ β2(a+ 2) + 2

where the last step follows from Inequality 5, and this yields Equation 4. Next, note that:

|G(t′)4G(t)| = |G(t′)−G(t)|+ |G(t)−G(t′)|
≤ a+ d

≤ a+ β2(a+ 2) + 2

≤ (1 + β2)(a+ 2) (6)
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where the second to last step follows from Equation 4.
Since the sets of good and bad IDs are disjoint, we have |S(t′)4S(t)| = |G(t′)4Gt|

+|B(t′)4B(t)|. Rearranging, we get:

|G(t′)4Gt| = |S(t′)4S(t)| − |B(t′)4B(t)|

≥
(

5

12

)
|S(t′)| − |B(t′)4B(t)|

=

(
5

12

)
|S(t′)| − (|B(t′)−B(t)|+ |B(t)−B(t′)|)

≥
(

5

12

)
|S(t′)| − |S(t′)|

6
− |S(t)|

6

≥
(

5

12

)
|S(t′)| − |S(t′)|

6
− 10

7

(
|S(t′)|

6

)
≥ |S(t′)|

84
(7)

The second step follows from the definition of an interval. The third step by definition of
symmetric difference. The fourth step follows by the fact that the fraction of bad IDs is
always less than 1/6, so |B(t′) −B(t)| ≤ |S(t′)|

6
and |B(t) − B(t′)| ≤ |S(t)|

6
. The fifth step

follows from Lemma 2.
Finally, combining Inequality 6 and Inequality 7, we get:

(1 + β2)(a+ 2) ≥ |S(t′)|
84

On isolating a in the above, we get:

a ≥
(

1

84(1 + β2)

)
|S(t′)| − 2

Since n0 ≥ (41β)2, we have that β2 ≤ n0/1681. So, we get:

a ≥
(

1

84(1 + n0

1681
)

)
|S(t′)| − 2

≥
(

1

84( 2n0

1681
)

)
|S(t′)| − 2

≥
(

10

n0

)
|S(t′)| − 2

≥
(

10

n0

)
|n0| − 2

≥ 8

where the second line follows for n0 ≥ 1681 and the last line follows since |S(t′)| ≥ n0.
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We now bound J̃ with respect to the good join rate over the interval.

Lemma 5. Let J̃ be the estimated join rate at the end of any interval and J be the good join
rate during the interval. Then:

J/21 ≤ J̃ ≤ 210β2J

Proof. At the end of the interval, GoodJEst sets the estimate of the good join rate as:

J̃ =
|S(t′)|
t′ − t

≥ 7

10

(
|S(t)|
t′ − t

)
≥ 7

10

(
(a− 2)/11

t′ − t

)
≥ 7

110

(
a− (a/4)

t′ − t

)
≥ 21

440

(
a

t′ − t

)
≥ J

21

The second step follows from Lemma 2, the third step from Lemma 3 using a ≤ 11|S(t)|+ 2,
and the fourth step from Lemma 4 using a ≥ 8. Similarly:

J̃ =
|S(t′)|
t′ − t

≤ 84(1 + β2)(a+ 2)

(t′ − t)

≤ 84(1 + β2)

(
5a

4(t′ − t)

)
≤ 210β2J

The second and third steps follow from Lemma 4 using a ≥ |S(t′)|
84(1+β2)

− 2 and a ≥ 8; the last
step holds since β ≥ 1 implies that 1 + β2 ≥ 2β2.

Lemma 6. Consider an epoch that intersects any interval. Suppose ρ is the good join rate
over the epoch, and J is the good join rate over the interval. Then:

4

5αβ
ρ ≤ J ≤ 8

3
αβρ

Proof. Fix an interval that starts at time t and ends at time t′. By Lemma 1, we know the
interval intersects at most two epochs. Let ρ and ρ′ be the join rate of good IDs over the
two epochs intersecting the interval over say lengths ` and `′, respectively. If only a single
epoch is intersected, let ρ′ and `′ both be 0. Then, by β-smoothness (Definition 1), we have:
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J ≥ 1

t′ − t

(⌊
ρ`

β

⌋
+

⌊
ρ′`′

β

⌋)
≥ 1

t′ − t

(
ρ`

β
+
ρ′`′

β
− 2

)
≥ 1

β

(
ρ

(
`

t′ − t

)
+ ρ′

(
`′

t′ − t

))
− 2

t′ − t

≥ 1

β

(
ρ

(
`

t′ − t

)
+
( ρ
α

) `′

t′ − t

)
− 2

`

≥ ρ

βα

(
`+ `′

t′ − t

)
− (J(t′ − t)/4)

t′ − t

≥ ρ

αβ
− J

4

The fourth step follows from α-smoothness (Definition 1), and the fifth step follows from
Lemma 4, specifically that a ≥ 8. Isolating J in the last inequality, we get the lower bound.

Next, we prove the upper bound. Using β-smoothness:

J ≤ 1

t′ − t
(dβρ`e+ dβρ′`′e)

≤ β

(
ρ

(
`

t′ − t

)
+ αρ

(
`′

t′ − t

))
+

2

t′ − t

≤ β

(
ρ

(
`

t′ − t

)
+ αρ

(
`′

t′ − t

))
+

(J(t′ − t)/4)

(t′ − t)

≤ (1 + α)βρ+
J

4

The second inequality follows from the α-smoothness, and the third inequality follows from
Lemma 4, specifically that a ≥ 8. To see the last step, note that since α ≥ 1, 1 + α ≤ 2α,
so we have:

J ≤ (2α)βρ+
J

4
.

Isolating J in the last inequality, we obtain the upper bound.

The next lemma makes use of Lemmas 1, 5 and 6.

Lemma 7. Let J̃ be the estimated join rate at the end of the interval and J be the join rate
during the next interval. Then:

1/
(
70α3β2

)
J ≤ J̃ ≤ 700α3β4J
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Proof. By Lemma 1, intervals i and i− 1 will intersect at most 4 epochs. Let ρ1 and ρ2 be
the join rate of good IDs over the two epochs intersecting interval i− 1. If there is only one
epoch intersected, let ρ2 = ρ1. Let ρ3 be the good join rate over the first epoch that interval
i intersects.
Lower Bound. Applying Lemma 6 to interval i− 1, we have:

Ji−1 ≥
4

5αβ
ρ2 (8)

Applying Lemma 6 to interval i, we have:

Ji ≤
4

3
(1 + α) βρ3

≤ 4

3
(1 + α) βαρ2

≤ 4

3
(1 + α)αβ

(
5αβ

4
Ji−1

)
=

5

3
(1 + α)α2β2Ji−1

≤ 10

3
α3β2Ji−1

≤ 10

3
α3β2

(
21J̃i−1

)
≤ 70α3β2J̃i−1

The second step follows from α-smoothness, the third step follows by isolating ρ2 in Inequality
8, the fifth step holds since α ≥ 1 from α-smoothness, the sixth step follows from Lemma 5,
since Ji−1 ≤ 21J̃i−1.
Finally, isolating J̃i−1 in the last step of the above equation, we obtain the lower bound of
our lemma statement.
Upper Bound. Similarly, by Lemma 6, the good-ID join rate in interval i− 1 is:

Ji−1 ≤
4

3
(1 + α) βρ2 (9)

and for interval i is:

Ji ≥
4

5αβ
ρ3

≥ 4

5βα2
ρ2

≥ 4

5βα2

(
3

4(1 + α)β
Ji−1

)
≥ 3

10α3β2
Ji−1

≥ J̃i−1

700α3β4
.
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The second step follows from the α-smoothness, the third step follows from inequality 9, and
the fourth step holds since α ≥ 1 from α-smoothness. The fifth step follows from Lemma 5,
since: Ji−1 ≥ J̃i−1/(210β2).

Finally, isolating J̃i−1 in the last step of the above equation, we obtain the lower bound.

Now we give the proof of Theorem 2. We note that this theorem holds with high probability
in n0 for any interval, and also, by a union bound, it holds for the entire lifetime of the
system over all intervals.

Proof. Fix a time step τ in the interval. Let ρτ be the good join rate over the epoch containing
τ . Combining the bounds on J̃ from Lemma 7 with those from Lemma 6,we get:(

4

5αβ

)(
1

70α3β2

)
ρτ ≤ J̃ ≤ 700α3β4

(
8

3
αβ

)
ρτ

Simplifying this equation yields the result.

9.2 Analysis of Ergo

For any iteration i, let Bi and Gi respectively denote the number of bad and good IDs in
the system at the end of iteration i, and we let Ni = Bi +Gi.

Lemma 8. For all iterations i ≥ 0:

Bi ≤ Niκ/(1− ε).

Proof. Recall that the server issues all IDs a 1-difficult challenge prior to iteration 0. This
ensures the fraction of bad IDs at the end of iteration 0 is at most κ. Thus, our lemma
statement holds for i = 0. Next, note that in Step 2 ending each iteration i > 0, the server
issues a 1-difficult challenge to all IDs. Let N s

i be the number of IDs in the system at the
start of the purge. Recall from Section 2 that at most an ε−fraction of good IDs can depart
in a round. Thus, Ni ≥ N s

i − εN s
i = (1− ε)N s

i .
Since the adversary holds at most a κ fraction of the resource, the number of bad IDs in

the system at the end of iteration i is at most κN s
i ≤ κNi/(1− ε).

Lemma 9. The fraction of bad IDs is always less than 3κ, provided κ ≤ 1/18.

Proof. Fix some iteration i > 0. Let nai , bai denote the total, and bad IDs that arrive over
iteration i. Let ndi , gdi denote the total, and good IDs that depart over iteration i.

Recall that at the end of an iteration nai + ndi ≥ Ni−1/11. Thus, at any point during the
iteration, we have:

bai + gdi ≤ nai + ndi ≤ Ni−1/11 (10)

We are interested in the maximum value of the ratio of bad IDs to the total IDs at any
point during the iteration. Thus, we pessimistically assume all additions of bad IDs and
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removals of good IDs come first in the iteration. This leads us to examine the maximum
value of the ratio over the iteration:

Bi−1 + bai
Ni−1 + bai − gdi

≤ Ni−1κ/(1− ε) + bai
Ni−1 + bai − gdi

where the above inequality follows from Lemma 8. By Equation 10, we have gdi ≤ Ni−1/11−
bai . Thus, we have:

Ni−1κ/(1− ε) + bai
Ni−1 + bai − gdi

≤ Ni−1κ/(1− ε) + bai
Ni−1 + bai − (Ni−1/11− bai )

= 3κ

(
Ni−1/(3(1− ε)) + bai /(3κ)

10Ni−1/11 + 2bai

)
≤ 3κ

(
Ni−1/(3(1− ε))

(10/11)Ni−1
+

bai /(3κ)

(10/11)Ni−1

)
≤ 3κ

(
11

30(1− ε)
+

(1/(33κ))Ni−1

(10/11)Ni−1

)
< 3κ

(
11

30(11/12)
+ 3/5

)
= 3κ

The fourth step follows since bai ≤ Ni−1/11 by Equation 10 and the fifth step holds for
ε < 1/12.

Next, we prove the bound on the good spend rate. To begin, we partition every interval
of length ` into d`J̃e sub-intervals of length at most 1/J̃, where J̃ is the estimate of the
good join rate used in the interval. Then we have the following lemmas.

Lemma 10. Fix a sub-interval j. Let Tj be the total spending of the adversary in sub-interval
j. Then, the number of bad IDs that join in this sub-interval is at most

√
2Tj.

Proof. Let bj be the number of bad IDs joining in the sub-interval j. Then, pessimistically
assuming all bad IDs join before any good IDs in a sub-interval, we get:

Tj ≥
bj∑
i=1

i ≥
b2j
2

Solving the above for bj, we obtain the result.

Lemma 11. An iteration intersects at most two intervals.

Proof. We prove this by contradiction. Assume an iteration starts at time t0 and intersects
three or more intervals. Then, there will be at least one interval that is completely contained
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within the iteration. Let the first such interval start at time t1 ≥ t0 and end at time t2 > t1.
Let na(nd) be the number of IDs that join (depart) during this interval. Then:

na + nd ≥ |S(t1)4S(t2)|

≥ 5

12
|S(t2)|

≥ 5

12

(
10

11
|S(t0)|

)
=

25

66
|S(t0)|

The second step follows from the definition of an interval. The third step holds since
during an iteration, at most |S(t0)|/11 IDs can depart, and so the system size at time
t2 is at least 10

11
|S(t0)|. But the number of joins and departures during the iteration is

at most |S(t0)|/11 by the definition of an iteration. This gives the contradiction, since
25/66 > 1/11.

Lemma 12. Fix an iteration. Let L be the length, and J be the good join rate in this
iteration. Then, the number of sub-intervals in the iteration is at most:

700α3β6(JL+ 10)

Proof. From Lemma 11, an iteration intersects at most two intervals. For i ∈ {1, 2}, let ti
denote time at which the ith interval intersects the iteration for the first time; Ji be the good
join rate in the ith overlapping interval and J̃i be the estimated good join rate set at the end
of interval i. If there is only one interval intersected, let J1 = J2, J̃1 = J̃2 and t1 = t2.

By Lemma 1, an interval intersects at most two epochs. So, let ρ1 and ρ2 be the join rate
of good IDs over the two epochs that intersect with interval 1, and let `1 and `2, respectively
be the lengths of their intersection, with `2 = 0 if there is only one such epoch. Similarly,
let ρ3 and ρ4 be the join rate of good IDs over the two epochs that intersect with interval
2, and let `3 and `4, respectively be the lengths of their intersection, with `4 = 0 if there is
only one such epoch. Then, from the β-smoothness property, we have:

JL ≥
4∑

k=1

⌊
ρk`k
β

⌋

≥
4∑

k=1

(
ρk`k
β
− 1

)

=
1

β

4∑
k=1

ρk`k − 4 (11)

Next, let t0 denote the time at the start of the iteration. Then, the number of sub-intervals
in the iteration is:
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2∑
i=1

d(ti − ti−1)J̃ie ≤ 700α3β4

2∑
i=1

((ti − ti−1)Ji + 1)

≤ 700α3β4

(
2 +

4∑
k=1

dβρk`ke

)

≤ 700α3β5

(
2 +

(
4∑

k=1

ρk`k

)
+ 4

)
≤ 700α3β6(JL+ 10)

In the above, the first step follows from Lemma 7; the second step follows from β-smoothness
and Lemma 1; the third step holds since β ≥ 1, we can pull out the β; and the last step
from inequality 11 by isolating the value of

∑4
k=1 ρk`k.

Lemma 13. The number of good IDs that join over any sub-interval is at most 88α4β4 + 1.

Proof. Let J̃ be the estimate of the good join rate in the interval containing the sub-interval,
and let ρ be the good join rate over the epoch that contains the sub-interval. Then, by
β-smoothness, the number of good IDs that join over the sub-interval is at most:⌈

βρ

(
1

J̃

)⌉
≤ βρ

(
88α4β3

(
1

ρ

))
+ 1

≤ 88α4β4 + 1

In the above, the first step follows from Theorem 2.

Lemma 14. Suppose that u and v are x-dimensional vectors in Euclidean space. For all
x ≥ 1:

x∑
j=1

√
ujvj ≤

√√√√ x∑
j=1

uj

x∑
j=1

vj

Proof. Using the Cauchy-Schwarz inequality [93]:(
n∑
j=1

√
ujvj

)2

≤
n∑
j=1

uj

n∑
j=1

vj

The result follows by taking the square-root of both sides.

Lemma 15. Fix an iteration. Let L be the length of this iteration, J be the join rate of good
IDs in the iteration, and T be the total resource cost to the adversary during the iteration.
Then, the total entrance cost to good IDs during the iteration is:

O
(
α11/2β7

√
(JL+ 1)T + α11β14JL

)
.
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Proof. Fix a sub-interval j of the iteration. Let gj (bj) be the number of good (bad) IDs
that join in sub-interval j, and Tj be the resource cost to the adversary in sub-interval j.
Pessimistically assuming all good IDs enter at the end of the sub-interval, the total entrance
cost to good IDs in sub-interval j is at most:

gj∑
k=1

(bj + k)

≤ gj

(√
2Tj + gj

)
≤ (88α4β4 + 1)

(√
2Tj + 88α4β4 + 1

)
The first step follows from Lemma 10, and the second step follows from Lemma 13.

Let t be the number of sub-intervals in the iteration. Then, the total entrance cost to
the good IDs in the iteration is:

t∑
j=1

((
88α4β4 + 1

) (√
2Tj + (88α4β4 + 1)

))
=

(
88α4β4 + 1

) t∑
j=1

√
2Tj + (88α4β4 + 1)2t

≤ (88α4β4 + 1)
√

2tT + (88α4β4 + 1)2t

≤ (88α4β4 + 1)
√

(1400α3β6(JL+ 10)) T
+(88α4β4 + 1)2(700α3β6(JL+ 10))

= O
(
α11/2β7

√
(JL+ 1)T + α11β14JL

)
The first step follows from Lemma 14 and by noting that

∑t
j=1 Tj = T . The third step

follows from using Lemma 12 to upper bound t.

The previous lemma bounds the entrance cost in a single iteration. The next lemma
bounds the total algorithmic spending.

Lemma 16. Fix an iteration. For this iteration, let L be the length, D be the rate of
departure, J be the join rate of good IDs, and T be the total-resource burning cost to the
adversary. Then, the total spending for good IDs in this iteration is:

O
(
DL+ α11/2β7

√
(JL+ 1)T + α11β14JL

)
.

Proof. Let S be the set of IDs at the beginning of iteration. For the iteration, let t be the
number of sub-intervals; g and b be the number of good and bad IDs that join, and d be the
total number of IDs that depart. For any sub-interval j of the iteration, let Tj be the total
resource-burning cost to the adversary in that sub-interval.
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Each good ID solves a 1-hard RB challenge during purges. Hence the cost due to purges
is at most the number of good IDs at the end of the iteration, which is at most:

12

11
|S| ≤ 12

11
(11 (d+ b+ g))

≤ 12

(
DL+

t∑
j=1

√
2Tj + JL

)

≤ 12

DL+

√√√√2t
t∑

j=1

Tj + JL


≤ 12

(
DL+

√
1400α3β6(JL+ 10)T + JL

)
(12)

In the above, the first step follows since over an iteration the number of good IDs in the
system can increase by at most |S|/11. The second step follows since the number of ID joins
and deletions in an iteration, i.e. d + b + g is at least |S|/11 (Step 2 of Ergo). The third
step follows by upper bounding b using Lemma 10 to bound the number of bad IDs joining
over all sub-intervals; and noting that g = JL and b = DL. The fourth step follows from
Lemma 14. The last step follows from Lemma 12 and substituting

∑t
j=1 Tj = T .

Finally, combining Equation 12 with the cost from Lemma 15, for some constant c, we
have that the entrance costs plus the purge cost paid by all good IDs is:

c
(
α11/2β7

√
(JL+ 1)T + α11β14JL

)
+12

(
DL+

√
1400α3β6(JL+ 10)T + JL

)
= O

(
DL+ α11/2β7

√
(JL+ 1)T + α11β14JL

)
which proves the result.

Consider a long-lived system which undergoes an attack over some limited number of
consecutive iterations. A resource bound over the period of attack, rather than over the
lifetime of the system, is stronger, and may be of additional value to practitioners. Thus, we
first provide this type of guarantee in Lemma 17; Theorem 1 then becomes a simple corollary
of this lemma, when considered over all iterations.

For the following lemma, let I be a subset of contiguous iterations containing all iterations
numbered between x and y inclusive, for any x and y, 1 ≤ x ≤ y. Let δ(I) be |Sx − Sy|;
and let ∆(I) be δ(I) divided by the length of I. We note that in the proof of Theorem 1,
∆(I) will be 0. Let TI be the adversarial spend rates over I; and let JI be the good join
rate over I. Then we have the following lemma.

Lemma 17. For any subset of contiguous iterations, I, starting after iteration 1, the good
spend rate over I is:

O
(

∆(I) + α11/2β7
√

(JI + 1)TI + α11β14JI

)
.
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Proof. For all iterations i ∈ I, let Li be the length of iteration i, Ji be the good join rate in
iteration i, Di be the good departure rate in iteration i, and Ti be the adversarial resource
spend rate in iteration i. Then, by Lemma 16, for some constant c, we have the total
spending of the good IDs over all iterations in I is at most:∑

i∈I

c
(
DiLi + α

11/2β7
√

(JiLi + 1)TiLi + α11β14JiLi
)

Dividing this by
∑

i∈I Li and using Lemma 14, we get:

c
∑

i∈I DiLi∑
i∈I Li

+ cα11/2β7

√∑
i∈I(JiLi + 1)∑

i∈I Li(√∑
i∈I TiLi∑
i∈I Li

)
+ cα11β14

∑
i∈I JiLi∑
i∈I Li

= O
(

∆(I) + α11/2β7
√

(JI + 1)TI + α11β14JI

)
which yields the result.

We can now prove Theorem 1:

Proof. The resource cost bound follows immediately from Lemma 17 by noting that ∆(I) = 0
when I is all iterations, since the system is initially empty. Then, Lemma 9 completes the
proof, by showing that the fraction of bad is always less than 3κ, which is no more than 1/6,
for κ ≤ 1/18.

9.3 Parameters and Constants

The relationships between certain model parameters and the constants in Ergo and Good-
JEst is specified in detail within our analysis above.

Here, we provide an informal discussion of some of these relationships and highlight the
connections between (1) the parameters, bounds and constants, and (2) our analysis. We
emphasize that this discussion is only a supplement to and not a replacement for any of the
formal analysis above.

9.3.1 Bounds

Bound on κ. Our current paper is “proof of concept" that it is possible to tolerate some
constant value of κ efficiently, but we do not believe that 1/18 is the largest possible constant.
This non-optimal bound is a weakness of our result. However, it is common for the first
theoretical result in an area to have non-optimal constant bounds.

Bound on n0. In Section 2.1.2, we require n0 ≥ max{6000, (720(γ + 1))4/3, (41β)2}. The
first two terms in the max are needed to ensure a union bound to keep our probability of
error polynomially small over the lifetime of the system (see Lemma 3). The third term, is
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necessary to lower bound the number of good IDs joining in any interval by a constant —
i.e. to ensure that a ≥ 8 (see Lemma 4).

Bound on ε. Intuitively, if too many good IDs depart in the single round during which
a purge is executed, then no bound on the fraction of bad IDs can be guaranteed; this
motivates the role of ε used in the proof of Lemma 8. The bound ε < 1/12 is required in
Lemma 9 in order to ensure the fraction of bad never exceeds 3κ.

9.3.2 Constants Used in Our Algorithms

To minimize notation, we have prioritized use of constants rather than introducing new
variables—or functions of variables—in our algorithms and analysis. Here, we briefly provide
some explanation for the constants chosen.

GoodJEst. Why do we use the constant 5/12 for delineating intervals under GoodJEst?
This constant results from the product of (i) the (1−1/6) = 5/6 lower bound on the fraction
of good IDs guaranteed by Ergo, and (ii) the 1/2 fraction of good IDs that change in each
epoch. The expected fraction of good IDs that change across an epoch is at least the product
of these two quantities. The reason that this implies that an interval overlaps two epochs is
described in the proof of Lemma 1. Hence, the constant 5/12 is used.

Ergo. In Ergo the fraction 1/11 is used to delineate iterations. This particular constant
is a solution to a system of linear constraints. Details of these constraints, which involve the
upper bound 1/12 on ε, the constant 5/12 used in GoodJEst, and the upper bound 1/18
on κ, are given in the proof of Lemma 9.

10 Experiments
We now report on several empirical contributions that complement our prior analysis by
illustrating how the performance of our algorithms compares to that predicted by our upper
bounds. First, in Section 10.1, we measure the resource burning cost for Ergo as a function
of the adversarial cost, and we compare this against the cost resulting from prior results
in the literature. Second, in Section 10.2, we evaluate the performance of the GoodJEst
algorithm by measuring the approximation factor for the join rate of good IDs. Third, in
Section 10.3, we propose and implement several heuristics for Ergo. All our experiments
were written in MATLAB, and our source code can be found online [94].
We use churn data from the following networks:

• Bitcoin. This dataset records the join and departure events of IDs in the Bitcoin network,
timestamped to the second, over roughly 7 days [95].
• BitTorrent. This dataset simulates the join and departure events for the BitTorrent
network to obtain a RedHat ISO image. We use the Weibull distribution with shape and
scale parameters of 0.59 and 41.0, respectively, from [12].
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• Ethereum. This dataset simulates join and departure events of IDs for the Ethereum
network. Based on a study in [96], we use the Weibull distribution with shape parameter of
0.52 and scale parameter of 9.8.
• Gnutella. This dataset simulates join and departure events for the Gnutella network.
Based on a study in [97], we use an exponential distribution with mean of 2.3 hours for
session time, and Poisson distribution with mean of 1 ID per second for the arrival rate.

10.1 Evaluating Ergo

We compare the performance of Ergo against four resource burning based Sybil defenses: (1)
CCom [98], (2) SybilControl [67], (3) REMP (a name that uses the authors’ initials)[99]
and (4) ERGO-SF. Throughout our experiments, we measure performance in terms of the
resource burning cost of each algorithm.

• CCom. It is the same as Ergo, except the hardness of RB challenge assigned to joining
IDs is always 1. Thus, CCom does not need knowledge of the good join rate and, therefore,
has no estimation component like GoodJEst.

• SybilControl. Each ID solves a RB challenge to join. Additionally, each ID tests its
neighbors with a RB challenge every 0.5 seconds, removing from its list of neighbors those
IDs that fail to provide a solution within a fixed time period. These tests are not coordinated
between IDs.

• REMP. Each ID solves a RB challenge to join. Additionally, each ID must solve RB
challenges every W seconds. We use Equation (4) from [99] to compute the value of spend
rate per ID as L

W
= n

Nattacker
= Tmax

κN
, where L is the cost to an ID per W seconds, n is the

number of IDs that the adversary can add to the system and Nattacker is the total number of
attackers in the system. The total good spend rate is:

AREMP = (1− κ)N × L

W
=

(1− κ)Tmax
κ

(13)

to guarantee that the fraction of bad IDs is less than half.
• ERGO-SF. This simulates the combination of Ergo and the ML-based method Sybil-
Fuse; recall our discussion of SybilFuse in Section 6. Ergo is changed so that (1) each
joining ID is classified as good or bad; and (2) All IDs that are classified as bad are refused
entry. For (1), we assume a classification accuracy of 0.98, which is the average accuracy
reported in [41] for experiments run over both synthetic and real-world data (Section IV -
B, last paragraph).

We reiterate that, by itself, classification cannot solve DefID, since classifier error allows
the adversary to eventually accumulate a bad majority in the system. However, combining
Ergo with SybilFuse allows us to explore the performance benefits a classifier may provide.

Setup. For all algorithms, we measure the spend-rate, which is based solely on the cost of
solving RB challenges. We assume a cost of k for solving a k-hard RB challenge. We set
κ = 1/18, and let T range over [20, 220], where for each value of T , the system is simulated
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Figure 8: Illustration of the good spend rate (A) versus adversarial spend rate (T ).

for 10, 000 seconds. We assume that the adversary only solves RB challenges to add IDs to
the system. For REMP, we consider Tmax = 107 to ensure correctness for all values of T
considered.

Results. Figure 8 illustrates our results; we omit error bars since they are negligible. The
x-axis is the adversarial spend rate, T ; and the y-axis is the good spend rate, A.

We cut off the plot of SybilControl when the algorithm can no longer ensure that the
fraction of bad IDs is less than 1/6. We also note that REMP-107 only ensures a minority
of bad IDs for up to T = 107.

Ergo always has a spend rate as low as the other algorithms for T ≥ 100, and signifi-
cantly less than the other algorithms for large T , with improvements that grow to about 2
orders of magnitude. Our heuristic improves further, allowing Ergo to outperform for all
T ≥ 0. This is illustrated by ERGO-SF, which reduces costs significantly, yielding improve-
ments of up to three orders of magnitude during the most significant attack tested. The
spend rate for Ergo is linear in

√
T , agreeing with our theoretical analysis. We emphasize

that the benefits of Ergo are consistent over four disparate networks.
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Figure 9: Illustration for the ratio of GoodJEst estimated to the true join rate for good
IDs versus fraction of bad IDs.

10.2 Evaluating the performance of GoodJEst

Having witnessed the encouraging performance of Ergo (and the Ergo-based heuristic,
ERGO-SF), we drill down further to examine the performance of GoodJEst. We are
interested in the accuracy of estimate for the good join rate over our data sets. For the
Bitcoin network, the system initially consists of 9212 IDs, and the join and departure events
are based off the dataset from Neudecker et al. [100]. For the remaining networks, we
initialize them with 10,000 IDs each, and simulate the join and departure events over 100,000
timesteps.

In our simulations, all joins and leaves from the data sets are assumed to be good IDs.
We experiment with different fractions of bad IDs that persist in the system; these fractions
are {1/1500, 1/375, 1/94, 1/24, 1/6}. We note that 1/6 actually exceeds the fraction under
which our theoretical guarantees hold, but we include this value to observe the impact on
performance. To test resilience, we also simulate an attack, where the adversary injects
additional bad IDs at a constant rate that can be afforded when T = 10, 000. For every
interval, we measure the ratio of the estimate from GoodJEst to the actual good join rate.

We report our results in Figure 9. These demonstrate the robustness of GoodJEst.
When T = 0, our estimate is always within range (0.08, 1.2) of the actual good join rate.
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Moreover, even when T = 10, 000, our estimate is always within range (0.08, 4) of the actual
good join rate.

These results for GoodJEst are encouraging, since they align qualitatively with our
theoretical analysis. Indeed, these results suggest that the constants in the big-O notation
of our analysis are not so large that they hamper performance in practice.

10.3 Heuristics

Setup. The previous section offers encouraging evidence that GoodJEst is providing Ergo
with an accurate estimate of the good join rate, thus facilitating an appropriate entrance cost.
Here, we consider natural modifications to the other mechanism by which Ergo imposes
resource burning—purges—with the aim of further reducing the resource burning performed
by Ergo relative to the adversary.

We present four heuristics that aim to reduce the rate at which purges are conducted.
We emphasize that none these heuristics, with the exception of Heuristic 3, sacrifice the
guarantees of Theorem 1. Our modifications do not yield new theoretical results; however,
our goal is to examine practical performance improvements.

Below, we describe our heuristics and provide intuition for their design.

Heuristic 1: We align the computation of J̃ with the end of the iteration. Specifically,
at time t′ marking the end of an interval, we do not necessarily calculate J̃ immediately
using S(t′), but rather we wait for the end of the current iteration, if it does not also occur
at time t′. After the purge occurs, we then calculate J̃ . Thus, the fraction of bad IDs in
S(t′) is reduced to at most κ, and this may improve the estimate from GoodJEst (recall
Figure 5). Since only bad IDs are removed from S(t′), this heuristic does not impact our
claims in Theorem 2 regarding GoodJEst.

Heuristic 2: We use the symmetric difference to determine when to do a purge. Specifically,
if an iteration starts at time τ , and τ ′ is the current time, and if |S(τ)4S(τ ′)| ≥ |S(τ)|/11,
then a purge is executed. This still ensures that the fraction of bad IDs can increase by
no more than in our original specification, but it also decreases the purge frequency. For
example, consider the case where the adversary causes a single bad ID to join and depart
repeatedly, and there is no other churn. Notably, this behavior does not threaten the bound
of ensuring less than a 1/6-fraction of bad IDs and so there is no need to purge. However,
since Ergo uses the number of joins and departures to demarcate iterations, a purge will
occur nonetheless. In contrast, using the symmetric difference heuristic will avoid this.

Heuristic 3: When the threshold condition for a purge holds in Ergo, we do an additional
check, which is as follows. Determine if the total join rate over the current iteration is less
than some constant c times the good ID join-rate estimate from the prior iteration. If it is
greater, then a purge is performed, since we have seen many more joins than expected based
on the prior estimate. Else, we go to the next iteration without purging. In our experiments,
we set c = 1/11. We note that this heuristic can fail to enforce correctness in the case where
c < α. However, in our experiments, we confirmed that for all data sets, the heuristic still
always kept the total fraction of bad IDs less than 1/6.
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Figure 10: Algorithmic cost versus adversarial cost for Ergo and heuristics.

Heuristic 4: This is ERGO-SF, which we described in Section 10.1.

We evaluate the performance of the above heuristics against Ergo. The experimental
setup is the same as Section 10.1. We define ERGO-CH1 using both Heuristic 1 and 2,
and ERGO-CH2 using Heuristics 1, 2, and 3. In the name, the “CH" stands for combined
heuristic. We define ERGO-SF(92) and ERGO-SF(98) as Ergo using Heuristics 1, 2,
3, and 4, with the accuracy of SybilFuse in Heuristic 4 set as 0.98 and 0.92, respectively.
In the name, the “SF" stands for SybilFuse. We simulated Heuristic 1 in conjunction with
Ergo, but, by itself, it did not yield improvements, and so we omit it from our plots.

Results. Figure 10 illustrates our results. ERGO-SF(92) and ERGO-SF(98) reduce costs
significantly during adversarial attack, with improvements of up to three orders of magnitude
during the most significant attack tested. Again, these improvements are consistent across
4 different types of data sets.

Taken together, these results indicate one of the most important heuristics is the use of a
classifier. For all data sets but Ethereum, ERGO-SF(92) and ERGO-SF(98) always perform
better than any other heuristic, and for all data sets, ERGO-SF(92) and ERGO-SF(98)
perform best, with an increasing performance gap, for large values of T .

We note that the RB cost for Bitcoin and Ethereum when T is small is smaller than for
BitTorrent and Gnutella. This behavior is likely caused by the higher churn rates inherent
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to the latter networks as documented in prior literature [101, 14, 95, 102], which results in
more frequent purges.

Also related to the case for small T , we observe that Heuristic 3 yields good performance
for the Ethereum data set and, to a lesser degree, the Gnutella data set. We would expect
Heuristic 3 to work particularly well when (1) the good join rate does not change much from
iteration to iteration; and (2) there are not many bad IDs joining the system. Based on our
results for this heuristic, we speculate that the Ethereum network has a churn rate with less
“variability" than the other networks.

11 A Lower Bound
In the previous sections, we derived upper bounds for our algorithms and explored their
empirical performance. In this section, we provide a lower bound that applies to the class of
algorithms which have the attributes B1−B3 described below.

• B1. Each new ID must pay an entrance fee in order to join the system and this
is defined by a cost function f , which takes as inputs the good join rate and the
adversarial join rate.

• B2. The algorithm executes over iterations, delineated by when the condition a+ d ≥
δ n holds, for any fixed positive δ, where a and d are the number of arrivals and
departures over the iteration, and n is the number of IDs in the system at the start of
the iteration.

• B3. At the end of each iteration, each ID must pay Ω(1) to remain in the system.

We emphasize that B1 captures any cost function where the cost during an iteration
depends only on the good join rate and the bad join rate. Our analysis of Ergo makes this
assumption since its cost function depends on estimates of the good join rate and the total,
i.e. the good-ID join rate plus the bad-ID join rate. With regard to B2 and B3, recall that
we wish to ensure that the fraction of bad IDs is always less than some constant fraction. It
is hard to imagine an algorithm that preserves this invariant without an RB challenge being
imposed on all IDs whenever the system membership changes significantly.

11.1 Lower-Bound Analysis

Restating in terms of the conditions above, we have the following result.

Theorem 3. Suppose an algorithm satisfies conditions B1-B3, then there exists an adver-
sarial strategy that forces the algorithm to spend at a rate of Ω(

√
T J + J), where J is the

good ID join rate, and T is the algorithmic spending rate, both taken over the iteration.
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Proof. Fix an iteration. Let n be the number of IDs in the system at the start of the
iteration. The adversarial will have bad IDs join uniformly at the maximum rate possible,
and then have the bad IDs drop out during the purge. In particular, let JB be the rate at
which bad IDs join, and let f(JB, J) be the algorithm’s entrance cost function based on JB
and J ; we pessimistically assume that the algorithm knows both JB and J exactly. Then
JB = T/f(JB, J).

We first calculate the algorithmic spending rate due to purge puzzle costs in the iteration.
Since the iteration ends after O(n) join events (B2), and since each purge puzzle has a cost
of Ω(1) (B3), spending on purge puzzles is asymptotically at least equal to the number of
good and bad IDs join the system. Thus, the spending due to purge puzzles is Ω(J + JB).
We now have two cases:

Case 1: f(JB, J) ≤ JB/J . In this case, we have:

JB ≥ Jf(JB, J) = JT/JB

where the above equality holds since f(JB, J) = T/JB. Solving for JB we get:

JB ≥
√
T J

Since the algorithmic spending rate due to purge costs is Ω(JB+J), the total algorithmic
spending rate is:

Ω(JB + J) = Ω
(√

T J + J
)

Case 2: f(JB, J) > JB/J . In this case, we have:

JB < J f(JB, J) = JT/JB

The above equality follows since f(JB, J) = T/JB. Solving for JB, we get:

JB <
√
T J.

The spending rate for the algorithm due to entrance costs is Ω(J f(JB, J)). Adding in
the spending rate for purge costs of Ω(J + JB), we get that the total spend rate of the
algorithm is:

Ω(J f(JB, J) + (J + JB)) = Ω(J T/JB + (J + JB))

= Ω
(√

T J + J
)
.
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12 Decentralization
When there is no centralized server, we can run our algorithms using a committee : a
O(log n0) sized subset of IDs with a good majority. This committee takes over the respon-
sibilities of the server, which means the committee runs GoodJEst and Ergo in a robust,
distributed fashion. Below, we discuss the necessary modifications needed to maintain and
use such a committee.

The results in this section are straight-forward applications of tools that have already
been developed in prior literature, such as state-machine replication and committee election.

Model Modifications. Our communication model inherits the assumptions made in [103]
and [28]. These assumptions allow us to implement State Machine Replication and Com-
mittee Election, respectively.

Thus, we assume synchronous communication, and that there exist secure and authen-
ticated communication channels between all pairs of IDs in the committee. Additionally,
we require a secure and authenticated communication channel between each member of the
committee and each ID in the system. This enables challenge solutions to be sent to the
committee, and election information to be sent to all participants.

Further, in order to use the algorithm by Rabin and Ben-Or [104] for committee selection
(see below in Section 12.2), the adversary is oblivious to the private, random bits generated
by any good ID.

12.1 Committee and System Initialization

GenID. To initialize our system, we require a solution to GenID (recall Section 2.1.2).
GenID guarantees that at initialization, (1) all good IDs agree on the same set of IDs; and
(2) at most a κ-fraction of IDs in that set are bad. Additionally, GenID ensures that all
good IDs agree on a committee of logarithmic size with a majority of good IDs. There are
several algorithms that solve GenID in our model, as defined in Section 2 [18, 37, 36, 38].
The algorithm in [38], makes use of computational challenges, and runs in expected O(1)
rounds, and, in expectation, requires each good ID to send O(n) bits, and solve O(1) 1-hard
RB challenges.

12.2 Use and Maintenance of Committee

The committee makes use of State Machine Replication (SMR) (see [105, 39, 103, 106])
to agree on an ordering of network events so as to execute GoodJEst and Ergo in parallel.
In order to scalably and correctly execute SMR, we maintain the invariant that the committee
always has size Θ(log n0) and a majority of good IDs.

To maintain this invariant, a new committee is elected by the old committee at the end of
each iteration. In particular, at the end of iteration i, the old committee selects a committee
of size C logNi, where C > 1 is a sufficiently large constant. This committee selection process
can be accomplished in our model via classic secure multiparty computation protocols; for
example, see Rabin and Ben-Or [104]. Note that subsequent results can accomplish the same

46



task more efficiently, but require cryptographic assumptions. For example, Awerbuch and
Scheideler [29] describe an algorithm specifically for random number generation that can be
used by the existing committee to select new committee members.

With the modifications above, Ergo gives the following guarantees:

Theorem 4. For κ ≤ 1/18, Ergo ensures that the good spend rate is:

O
(
α11/2β7

√
T (J + 1) + α11β14J

)
.

and guarantees:

1. The fraction of bad IDs in the system is less than 1/6.

2. The fraction of bad IDs in the committee is at most 1/8.

Much of the proof of Theorem 4 follows from earlier arguments, but we must still show
that the committee does indeed always have size Θ(log n0) and a good majority. Thus, the
following lemma is useful.

Lemma 18. The following holds for all iterations i > 0, with high probability. Ergo
maintains a committee with at least a 7/8 fraction of good IDs. Moreover, this committee
has size Θ(log n0).

Proof. For iteration i = 0, the lemma holds true by properties of the GenID algorithm used
to initialize the system (See Section 12.1, and Lemma 6 of [107]).

Fix an iteration i > 0. Recall that Bi and Gi are the number of bad and good IDs in the
system at the end of iteration i, respectively, Ni = Bi + Gi. Recall that a new committee
is elected by the existing committee at the end of an iteration by selecting C logNi IDs
independently and uniformly at random from the set Si, for a sufficiently large constant
C > 0, defined concretely later in this proof. Let XG (XB) be random variables for the
number of good (bad) IDs, respectively elected to the new committee at the end of iteration
i. Then:

E[XG] =
Gi

Ni

C logNi

=

(
1− Bi

Ni

)
C logNi

≥
(

1− 1

18(1− ε)

)
C logNi

≥
(

1− 1

18(11/12)

)
C logNi

=
31

33
C logNi (14)
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In the above, the third step follows from Lemma 8 and fourth step since ε < 1/12.
Similarly, the expected number of bad IDs elected into the committee is:

E[XB] =
Bi

Ni

C logNi ≤
1

18(1− ε)
C logNi (15)

Next, by Chernoff bounds [108], for any constant 0 < δ < 1:

Pr

(
XG ≤ (1− δ)31

33
C logNi

)
≤ exp

{
−31δ2C logNi

66

}
= N

− 31Cδ2

66
i

≤ n
−(γ+1)
0

The last step holds for all C ≥ 66(γ+1)
31δ2

. For δ = 13/310, we obtain that the number of good
IDs in the committee is at least (9/10)C logNi w.h.p.

Again:

Pr

(
XB ≥ (1 + δ)

2

33
C logNi

)
≤ exp

{
−2δ2C logNi

99

}
= N

− 2Cδ2

99
i

≤ n
−(γ+1)
0

The last step holds for all C ≥ 99(γ+1)
2δ2

. For δ = 13/20, we obtain that the number of bad
IDs in the committee is at most (1/10)C logNi w.h.p.

Next, let Yg be the number of good IDs that depart from the committee during iteration i.
Note that the number of good departures in iteration i is at most Ni−1/11. Then, since each
departing good ID is selected independently and uniformly at random (See Section 2), we
obtain:

E[Yg] ≤
Ni−1

11

(
C logNi

Ni

)
≤
(

11Ni/10

11

)
C logNi

Ni

=
C

10
logNi

The second step holds since over an iteration at most Ni−1/11 IDs depart, so Ni ≥
10Ni−1/11.
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Again, using Chernoff bounds, we have:

Pr

(
Yg ≥ (1 + δ′)

C

10
logNi

)
≤ exp

{
−δ
′2C

30
logNi

}
= N

−δ′2C/30
i

≤ n
−(γ+1)
0

where the first step holds for any constant 0 < δ′ < 1 and the last step holds for all
C ≥ 30(γ+1)

δ′2
. Thus, for δ′ = 1/9, the number of good IDs in the committee is always greater

than (9/10)C logNi − (1/9)C logNi = (71/90)C logNi.
Next, the fraction of good IDs in the committee is minimized when only good IDs depart

from the committee. Thus, the fraction of good IDs in the committee is always at least:

(71/90)C logNi

C logNi − (1/9)C logNi

>
7

8

To bound the committee size, note that the committee always has a number of IDs at
least:

C logNi −
C

10
logNi −

C

9
logNi = Θ(log n0)

Finally, we use a union bound over all nγ0 iterations to show that the above facts hold,
with high probability, for all iterations.

The proof of Theorem 4 now follows from Lemmas 9, 17, and 18.

13 Conclusion and Future Work
Ergo is a new Sybil-defense that efficiently employs resource-burning to limit Sybil IDs,
despite high churn. Specifically, Ergo guarantees (1) there is always a minority of Sybil
IDs; and (2) despite a churn rate that can vary exponentially, the resource burning rate
of good IDs is O(

√
TJ + J), where T is the resource burning rate of the adversary, and J

is the join rate of good IDs. Our experiments illustrate that Ergo significantly decreases
algorithmic resource costs when compared to other Sybil defenses. We also show empirically
that costs can be further reduced by combining Ergo with SybilFuse, thus illustrating the
benefits of leveraging classification algorithms. Finally, we prove that the resource burning
rate of O(

√
TJ + J) is asymptotically optimal for a large class of algorithms.

There are two future research directions that we feel are important, which we discuss
next.

13.1 Incentives

Under Ergo, recall that good IDs must periodically solve a 1-hard puzzle to avoid being
purged from the system. In practice, as discussed in Section 3.1, the system may benefit from
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providing incentives for honest users to obey this protocol. Thus, an interesting direction
for future work is devising a mechanism for incentivizing good IDs to solve these puzzles.
For example, as is the case for cryptocurrencies like Bitcoin, we might make use of rewards.
For example, during the purge, competition for a reward could be used to ensure that IDs
actually commit sufficient resources to remain in the system. If challenges are proof-or-
work based, the ID that finds the smallest solution during this period could receive units of
cryptocurrency, such as that received for mining a block. In this way, all good IDs would
have positive incentives to commit resources. Hence, the difficulty of a 1-hard puzzle could
be tuned, based on measured computational effort, to automatically adjust to new, faster
hardware or heterogeneous hardware distribution. Formally analyzing the game-theoretic
properties of such a scheme, using techniques similar to those used in [109, 110, 111], is left
for future work.

13.2 Distributed Hash Tables

Can we apply the results in this paper to build and maintain a Sybil-resistant distributed
hash table (DHT) [20]? To the best of our knowledge, there is no such result that ensures the
good IDs pay a cost that is slowly growing function of both the good churn rate and the cost
payed by an attacker. Third, can a similar approach be used to mitigate distributed denial-
of-service (DDoS) attacks at the application layer? Here, server resources can be exhausted
by bad clients whose spurious jobs cannot be a priori distinguished from legitimate jobs.
It seems plausible that a resource-burning approach similar to Ergo might offer a defense
here too. Fourth, while our lower bound applies to a large class of algorithms, it would be
interesting to establish a more general result.

13.3 Tolerating κ > 1/18

In Section 9.3, we discussed the interaction between various parameters and constants, and
we highlighted that there is some flexibility in selecting their values such that our formal
arguments hold with only cosmetic changes. Here, we elaborate on this aspect in order to
highlight the challenges involved with tolerating a larger value of κ, along with sketching
ideas for how this might be accomplished.

To begin, first consider what happens if we wish to alter GoodJEst such that an interval
ends whenever:

|S(t′)4S(t)| ≥ 1

2
|S(t′)|.

That is, we wish to change the constant 5/12 to be 1/2. It suffices to change the definition
of an epoch so that their boundaries occur when the symmetric difference between the sets
of good IDs at the start and the end of the epoch exceeds 3/5 (rather than 1/2) times the
number of good IDs at the start. This can be seen by the proof for Lemma 1, since now the
key inequality in the argument is |S(t2)4S(t0)| ≥ (3/5)(5/6) = 1/2, which ends an epoch
under this new definition, and the proof follows as before with this minor change.

There are two reasons this concrete example is useful. First, it illustrates how the values
we use in our arguments have some flexibility. Second, it is important to understanding why
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the structure of our current analysis cannot accommodate a significantly larger κ, which we
now discuss.

What prevents Ergo from tolerating a larger κ under our current analysis? While we
have flexibility to choose values for our parameters and constants, this flexibility has limits.
Specifically, a key obstacle occurs in achieving Inequality 6 within the proof of Lemma 4.
Namely, we require a sufficiently large constant—currently this is 5/12—in order to achieve
Inequality 6. Consider what happens if we wish to tolerate κ ≤ 1/9 (rather than κ ≤ 1/18),
and thus we will now have a strict bound of 3κ = 1/3 on the fraction of bad IDs in the system
at any time (recall Lemma 9). Note that the chain of inequalities that leads to Inequality 6
no longer holds, since the constant 5/12 is too small.

But can we not increase this constant as we did in the concrete example above? Un-
fortunately, if we wish to tolerate a strict bound of 1/3 on the fraction of bad IDs, the
cosmetic change performed in that prior example is insufficient. This can be observed by
simply following through the proofs for Lemma 1 and the chain of inequalities that leads to
Inequality 6. To be explicit, recall that an interval ends when:

|S(t2)4S(t0)| ≥ (E)(2/3) = I

where E is the constant used for delineating epochs, and I is the constant used for delineating
intervals; recall that the latter is currently 5/12 and is the value we wish to make larger.
However, note that I ≤ 2/3 no matter what value we choose for E. Therefore, for the
argument of Lemma 1 to remain correct, we must end intervals whenever:

|S(t′)4S(t)| ≥ 2

3
|S(t′)|.

What are the implications for the Inequality 6 used in the proof of Lemma 4? The portion
of the argument:

|G(t′)4Gt| ≥ ...

≥
(

5

12

)
|S(t′)| − |S(t′)|

6
− 10

7

(
|S(t′)|

6

)
≥ |S(t′)|
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is critical. However, with our hypothetical modification, we have:

|G(t′)4Gt| ≥ ...

≥
(

2

3

)
|S(t′)| − |S(t′)|

3
− d

(
|S(t′)|

3

)
≯ 0

where d is a constant now exceeding 10/7, which can be seen from following through the proof
of Lemma 2 using 2/3 instead of 5/12. Thus, we no longer achieve |G(t′)4Gt| = Ω(S(t′)),
but rather end up with a negative value.
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Tolerating larger values of κ is an area of future work. It may be possible to sufficiently
increase I by allowing for an interval to overlap more than two epochs; this would require
significant changes to Lemma 1 and other arguments in Section 9.1. Note that this such
changes would likely also impact the accuracy of GoodJEst, since if an interval overlaps
more epochs, the exponents for α and β in Theorem 2 will increase as a result.
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