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II. GOAL AND OBJECTIVES

The overall goal of this tutorial is threefold: (1) provide an
overview of what can be learned from software repositories;
(2) teach how to effectively mine such repositories, describing
concrete techniques and tools; and (3) highlight the limitations
of current software repositories and MSR approaches, present-
ing novel repositories and data structures that can be used
instead. We expect a participant, after the tutorial, to be able to
(1) know to which extent MSR can help her in learning about
her software system, and for which tasks MSR techniques can
be employed; (2) apply concrete MSR approaches to support
software maintenance activities; and (3) be aware and take into
account the limitations of current MSR approaches.

In particular, the tutorial aims to answer the following
questions:

Overview
• Which repositories can be used to perform MSR?
• How are these repositories structured, and how

much data processing is necessary?
• How can I link data from several repositories

together?
• For what kind of tasks can I use MSR? For

what kind of tasks should I refrain to use MSR
techniques?

Techniques
• How can I leverage the information in software

repositories to empirically validate or invalidate
hypotheses on software engineering development?

• How can I evaluate the effectiveness of software
engineering tools and approaches using software
repositories?

• How can I analyze and understand the large quan-
tity of data, in order to monitor the evolution of
my system?

• How can I focus Quality Assurance efforts, in the
presence of limited resources?

Limitations
• What are the known issues with software reposi-

tory data that I need to take into account?
• Are there better data sources than conventional

software repositories?
• What can I expect from these alternative software
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repositories?

To tackle the above questions, we will survey and synthesize
the large literature that MSR has spawned in the last decade
(and more), starting with early work on software repositories,
detailing state of the art techniques, and highlighting the next
generation of data sources, and how it has the potential to
improve the accuracy of current analyses, open the door to
new ones, and to change the evaluation techniques commonly
used in MSR.

III. SCOPE

A. Intended Audience

This tutorial is intended for a variety of people, ranging from
project managers, practicitioners, to confirmed researchers and
prospective students. All attendees will get an overview of
MSR in research and practice, and learn about the current
techniques and potential pitfalls of MSR, as well as upcoming
techniques. In addition:

• project managers will learn how MSR can help in ad-
vancing and maintaining their software projects;

• practitioners will learn about concrete tools that they can
use in their daily activities;

• researchers will learn about the methodology involved in
empirical studies based on MSR; and

• prospective students will learn about open investigation
problems that they may want to invest themselves in.

To further all of these goals, we will provide an extensive
list of references that they can use to deepen certain topics.

B. Prerequisites

The participants should have a basic background in soft-
ware engineering and software development. Nonetheless, we
designed the tutorial so that no specific previous knowledge
in MSR is required.

IV. TEACHING METHOD

The tutorial will employ two interleaved teaching method-
ologies:

1) Lecturing with slides. We will present an overview of
MSR, as well as detailing MSR techniques and examples,
using a standard lecture methodology with slides. This
methodology is still unrivalled to transmit a large amount
of information in a short amount of time. Printed slides
will be provided in advance to the participants, to facili-
tate following the lectures. In order to break the potential
monotony of this style of lecturing, we will involve the
audience at regular intervals, as the human attention spans
is measured in minutes rather than hours. To achieve
this, we will regularly open the floor for questions, and
not hesitate to ask questions ourselves to the audience;
having short ”quizzes” is a well-known technique to raise
the attention of the participants, and let them gauge their
performance.

2) Demonstrating tools. To give a more interactive and ex-
citing tutorial we will showcase a number of MSR tools,
providing concrete examples and application scenarios.
This will be interleaved with the lecture, so as to—
again—break the potential monotony of a lecture involv-
ing slides only. By presenting and demoing working tools,
we will also demonstrate the taught MSR techniques in
practice, providing the participants with practical skills.



V. SUMMARY OF CONTENTS

A. Mining Software Repositories

A bit of history. At the first conference on software
engineering in 1968 [1] software maintenance was considered
a post production activity. The seventies were also the decade
in which Software Configuration Management (SCM) emerged
as a discipline. In 1975, Rochkind introduced the first SCM,
called Source Code Control System (SCCS) [2].

In 1980, Manny Lehman in his seminal work [3], [4] intro-
duced the laws of software evolution. In the meantime, SCM
systems continued their growth. In 1982, Tichy introduced
Revision Control System (RCS) [5], while four years later
the Concurrent Versioning System (CVS) emerged.

It was in the nineties that SCM received widespread at-
tention and usage. With the advent of the Internet and the
improvement in network bandwidth, software development
started to be distributed. The first bug tracking systems were
created: GNATS being the first in 1992, followed by Debbugs
in 1994, and Bugzilla in 1998.

In the second half of the nineties, SCMs became so used
and popular that researchers started to mine source code
repositories. The first approaches were proposed by Ball et al.
in 1997 to find clusters of files frequently changed together
[6], by Graves et al. in 1998 to compute the effort necessary
for developers to make changes [7] and by Atkins et al. in
1999 to evaluate the impact of tools on software quality [8].
These are among the seminal research works where the field
of mining software repositories has its roots.

In the first half of the current decade, software repositories
received more and more attention by researchers and practi-
tioners. In the meantime, software evolution started to be an
active and well-respected research field in software engineer-
ing, and mining software repositories matured and started to
be a research area on its own. In 2004, the first International
Workshop on Mining Software Repositories (MSR) was held
[9].

So, what is MSR? Mining Software repositories consists
in gathering, modeling, and exploiting the data produced by
developers and other stakeholders in the software development
process as they create a software system. This data comes from
various sources; first and foremost, we have version control
archives, such as CVS, SVN and Git; then, issue tracking
systems, such as Bugzilla, Jira, or Trac; finally, we also
have free-form communication archives, such as development
mailing lists, IRC chats, and blog posts.

After showing early MSR contributions as examples to
concretize the discourse, we focus on data sources: We detail
the format of the most common data sources, and how to
process it in ways that allows to build subsequent analyses, in
particular on the way the information from distinct repositories
can be linked in a coherent whole. After that, we go on the next
part of the tutorial, where we present an array of representative
MSR techniques, explaining their purpose and how they use
the information at hand.

B. MSR Approaches: the State of the Art

Based on the information available in software repositories,
a variety of studies have been performed, and techniques have
been proposed to assist the stakeholders of the development
process. We present a selection of MSR approaches, grouped
in categories. In each case, we take the stance of explaining
both the results of the approaches, but also to explain in great
detail how the evaluation was performed, as most, if not all, the
evaluations performed below made use of software repository
data.

Empirical Studies We demonstrate how one can use MSR
data to perform empirical studies by way of examples; we
then extract guidelines on performing empirical studies with
software repositories. The case studies we examine are:

• The seminal study of Mockus et al. on open-source
software development, investigating Apache and Mozilla
[10];

• Tu and Godfrey’s study of the evolution of Linux [11];
• The investigation by Bird et al. on the effect of distributed

development on the defect rate in Windows Vista [12];
• The study by Battacharya and Neamtiu on the impact of

programming languages on software defects;
• Callau et al.’s study on the usage of dynamic program-

ming language features [13];
• Shihab et al.’s empirical study of reopened bugs [14];
• and the empirical study by Posnett et al. on the influence

of pattern roles on change proneness [15].

Change prediction Change prediction tackles the problem
of identifying entities in a software system that are likely to
change next. Software repositories act as both a data source
and an evaluation device for change prediction approaches;
Hassan and Holt’s Development Replay approach [16] allows
to reliably and repeatably compare the the performance of
several change prediction approaches on a large amount of
historical data. Approaches using data mining techniques to
look for development patterns in the history of the system
[17], [18] were found to outperform approaches based on
coupling metrics [19]. These approaches are based on change
(or logical) coupling, the implicit dependency between two or
more software artifacts that have been observed to frequently
change together during the evolution of a system [20].

Defect prediction In a world were ressources are limited,
managers have to focus QA efforts on parts of a system; they
cannot afford to give equal attention to each and every source
code file. Defect prediction approaches tackle this scenario.
The role of these approaches is to classify files as potentially
buggy or non-buggy by considering various attributes of the
source code, such as its complexity or its propensity to change.

Software repository data can be used to evaluate the accu-
racy of these approaches, again by using historical reenactment
techniques. The approach in a nutshell revolves in comparing
the guesses of a given approach with the actual defects that
were reported during a given period of the life of a software
system.



Some of the best-performing approaches do make use of
a system’s history (age of a file, rate of change, number of
developers involved) [21], its defect repository [22], or the
conversations between developers [23]. Other approaches use
static source code metrics only [24]

Moreover, there exist a variety of performance metrics,
corresponding to different defect prediction scenarios. The
tasks vary from binary classification, to effort-aware ranking
[25]

Expertise and Bug assignment. The information in defect
repositories can be used to model the knowledge of developers
about the systems they work on. This can be used to recom-
mend a specific expert when help is needed over a particular
piece of code [26], [27].

A related problem is automatic bug assignment: using
information from software repositories, one can choose the
person to fix it whith greater accuracy, avoiding or reducing
the ”tossing effect”, when a bug is reassigned to a chain
of people before being finally solved [28], [?] . Yet another
related approach is the automated identification of duplicated
bug reports, either to suppress the duplicates, or to combine
the information of both bug reports to increase the quality of
the resulting report [29]

Code Search. With the massive amount of code freely
accessible on the internet, there is a fair probability that a given
problem has been solved already, and that an implementation
is available somewhere. All that is needed, is to find it. Several
source code search engines have been developed, such as
CodeGenie [30], or Portfolio [31].

Reuse of source code freely available raises further prob-
lems, due to potential incompatibilities with licenses. Several
approaches deal with these problematics, determining which
license a piece of code possesses, and whether the license
threatens its reuse or not [32].

Visual Evolution Analysis Sometimes, the best way to
understand the large amount of data present in the history of a
software system is to visualize it. We dedicate a part of the tu-
torial to present a selection of software visualization tools and
approaches that handle repository data, and some of the case
studies they were evaluated on. The Moose software analysis
platform features several evolutionary visualizations based on
the Hismo Metamodel such as Chronia [33], CodeCity [34],
or SPO [35]. Visualization has been applied to industrial case
studies with results, as shown by Telea and Voinea [36], based
on their CVSGrab tool [37], [38].

Other visualization approaches focus on visualizing change
coupling. These include the EvoGraph visualization approach
[39], that combines release history data and source code
changes to assess structural stability and recurring modifica-
tions, the Evolution Radar [40], and Kiviat diagrams [41].

Human Aspects Software is built by humans, and for
humans. As such, taking the human element out of the loop is
not advisable. If there is comparatively less work that makes
use of developer communication artifacts such as e-mails and
other free-form text communication (chats, wikis, blogs), there
is still some research interest. We show some of the results

that make use of this particular kind of repository [42], [43],
[44], [23], [45].

C. Limitations of MSR

If the amount of data available for MSR studies is a boon
for empirical research. However, this data comes with strings
attached. In this last part, we document the common threats to
the validity of empirical studies based on software repositories
data. We also go further, and highlight the shortcomings of the
current crop of software repositories for empirical research,
and demonstrate some of the possible solutions [46].

With the increasing importance of software repositories,
researchers observed that software development tools (e.g.,,
SCM, bug tracking systems, integrated development environ-
ment, etc.) were not designed to support software evolution
analysis and mining. The advent of MSR was a consequence
of the widespread adoption of tools such as SCMs and
defect tracking systems, which were created before researchers
started to mine software repositories [47]

limitations of SCM systems. We argued that existing
SCMs, such as CVS, SVN and SourceSafe, are not ade-
quate for software evolution analysis for several reasons [48]:
They are file-based instead of entity-based (classes, methods,
attributes in object-oriented languages) and thus operations
like renaming and refactorings have to be reconstructed with
heuristics [49], [50]; they record changes only at commit
time, and thus important pieces of information about the
development process are lost [51].

limitations of defect repositories. Defect repositories are
not immune to issues either; several researchers have cast
doubt about the accuracy of the information recorded in
them. Aranda and Venolia performed a study of coordination
activities around bug fixing from three major product divisions
at Microsoft [52]. They first queried the bug database—
containing rich bug histories—to extract the people involved
in the bug fixes, and then contacted and interviewed them. The
authors showed that the information stored in bug repository
only is not sufficient, and at times even misleading, to support
developers coordination for bug fixing. Other studies have
been focused on possible bias in bug fix datasets, and issues
in the change to bug linking process [53], [54].

What’s next? Considering versioning systems, the alter-
native we proposed [55] is to record the change activity
in the IDE, instead of recovering it based on versioning
system commits. We have shown how this improves MSR
activities, allowing for instance the fine-grained evaluation of
development tools, such as code completion tools [56], and
change prediction tools [57]. Other tools use IDE activity
data, among them Mylyn [58], [51], and Navtracks [59]. This
reflects the opinion of several leaders of the field, that future
MSR repositories will be based on tools recording fine-grained
activity [46].

For defect tracking systems, researchers analyzed the effi-
ciency of bug tracking systems in providing useful and relevant
information that developers can use to understand and fix
the reported bugs [60]. Based on these results, researchers



proposed methodologies to improve bug tracking systems [61],
[62], [63].

[64]

VI. STRUCTURE OF CONTENTS

We organized the tutorial as follows:
A. Overview of MSR research

1) What is MSR: The history of MSR and its role in
software development and evolution.

2) A handful of early MSR approaches to animate the
discourse.

3) What are software repositories, and what format do they
use. Description of CVS, SVN, Git, Bugzilla, Jira, Trac,
and Mailing List.

4) How to preprocess the data. Issues related to linking
accross versions, and accross repositories (defects, and
changes; emails and entities; bug-inducing changes and
their fixes).

B. MSR Approaches (presented together with their tools,
when applicable, and their evaluation methodologies).
1) Empirical studies that were done using MSR data, and

the methodology behind them.
2) Change prediction approaches: motivation, evaluation

methodology, and approaches.
3) Defect prediction approaches: motivation, evaluation

methodology*ies), and approaches.
4) Expertise and bug assignment.
5) Code search engines.
6) Evolution visualization engines and case studies.
7) Approaches considering human aspects, with a focus

on emails.
C. The limitations of MSR, and their potential solutions

1 Common threats to validity behind all MSR studies.
2 Limitations of current software repository: noise in the

data, loss of information, linking issues, biases, missing
types of data.

3 Proposed solutions to these issues: Alternative sources
of information, change-based software evolution, im-
proving defect archives.

D. Conclusions

VII. CONSTRAINTS/REQUIREMENTS

We have no specific requirements, save for the usual pro-
jector. An extra projector in order to display two screens at
the same time could be a plus during the tool demonstrations.
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