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Using List Decoding to Improve

the Finite-Length Performance of

Sparse Regression Codes
Haiwen Cao and Pascal O. Vontobel, Fellow, IEEE

Abstract—We consider sparse superposition codes (SPARCs)
over complex AWGN channels. Such codes can be efficiently
decoded by an approximate message passing (AMP) decoder,
whose performance can be predicted via so-called state evolution
in the large-system limit. In this paper, we mainly focus on how
to use concatenation of SPARCs and cyclic redundancy check
(CRC) codes on the encoding side and use list decoding on
the decoding side to improve the finite-length performance of
the AMP decoder for SPARCs over complex AWGN channels.
Simulation results show that such a concatenated coding scheme
works much better than SPARCs with the original AMP decoder
and results in a steep waterfall-like behavior in the bit-error rate
performance curves. Furthermore, we apply our proposed con-
catenated coding scheme to spatially coupled SPARCs. Besides
that, we also introduce a novel class of design matrices, i.e.,
matrices that describe the encoding process, based on circulant
matrices derived from Frank or from Milewski sequences. This
class of design matrices has comparable encoding and decoding
computational complexity as well as very close performance with
the commonly-used class of design matrices based on discrete
Fourier transform (DFT) matrices, but gives us more degrees of
freedom when designing SPARCs for various applications.

Index Terms—complex AWGN channel, AMP decoder, se-
quences, design matrix construction, error detection, list decod-
ing, spatial coupling.

I. INTRODUCTION

S
PARSE superposition codes (SPARCs), also known as

sparse regression codes, were first introduced by Joseph

et al. [2] for efficient communication over additive white

Gaussian noise (AWGN) channels, but have also been used

for lossy compression [3, 4] and multi-terminal communica-

tion [5]. In this paper, we will only consider SPARCs for

channel coding, especially for point-to-point communication.

Unlike low-density parity-check (LDPC) codes with coded

modulation, SPARCs directly map the message to a codeword.

These codewords are formed as sparse linear combinations

of the columns of a so-called design matrix. The structure

of the design matrix allows one to construct low-complexity
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decoders with performance reasonably close to the compu-

tationally intractable maximum-likelihood decoder. Joseph et

al. first introduced an efficient decoding algorithm called

“adaptive successive decoding” in [6], and then Barron et

al. [7] proposed an adaptive soft-decision successive decoder

that has much better finite-length performance compared with

the original successive decoder. Subsequently, a series of

papers [8–10] introduced approximate message passing (AMP)

decoders, which are a class of algorithms [11] approximating

loopy belief propagation on dense factor graphs, for SPARCs.

The adaptive soft-decision decoder in [7] and AMP decoders

in [10] have all been proven to be asymptotically capacity-

achieving when one assumes the entries of the design matrix

to be i.i.d. samples from some zero-mean Gaussian distribution

with a suitable variance. In the following, we will only

consider AMP decoders for SPARCs.

The above results mainly focus on the asymptotic charac-

terization of the error performance of SPARCs, but barely

consider the finite-length performance of SPARCs. In order

to improve the finite-length performance of SPARCs, Greig et

al. [12] proposed several techniques, which include an iterative

power allocation algorithm for SPARCs and concatenating

LDPC codes with original SPARCs as their inner codes.

These two techniques can significantly improve the finite-

length performance. However, the iterative power allocation

algorithm is very sensitive to code parameters as well as

the channel quality, and the algorithm is controlled by some

parameter related to the code rate, which can only be tuned

via running extensive simulations for different values of this

parameter to try to find the “optimal” value. This sensitivity is

rather suboptimal for the realistic scenario where the channel

quality is unknown or varies slowly with time. Moreover, the

concatenated coding scheme only works well when the signal-

to-noise ratio (SNR) is above some threshold and its perfor-

mance can be even much worse than the original SPARCs

when the SNR is below the threshold, although this coding

scheme results in a steep waterfall-like behavior in the bit-

error rate performance curves.

In this paper, we will mainly discuss how to tackle the above

two issues, i.e., the sensitivity issue of the iterative power

allocation algorithm and the degraded performance of SPARCs

concatenated with LDPC codes when the SNR is below the

threshold, and further improve the finite-length performance of

SPARCs over complex AWGN channels. The techniques used

here can be straightforwardly applied also to the real case.

Besides that, we will apply this technique to spatially coupled

http://arxiv.org/abs/2011.00224v2
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SPARCs (SC-SPARCs), which will be discussed in Section V.

Moreover, we will introduce a novel class of design matrices

based on circulant matrices. The contributions of this work are

as follows:

1) The main contribution of this paper is a concatenated

coding scheme to tackle issues happening in the previous

work by Greig et al. [12]. More specifically, we use

SPARCs concatenated with CRC codes on the encoding

side and propose the use of list decoding on the decoding

side to further improve the finite-length performance.

The improvement will be shown via simulation results.

(Details about this coding scheme appear in Section IV.)

2) We introduce an alternative design-matrix construction,

which uses a circulant matrix with a Frank sequence

[13] or a Milewski sequence [14] as its leading row, and

this alternative class of design matrices has comparable

encoding and decoding computational complexity as well

as very close performance with the commonly-used class

of design matrices based on DFT matrices in the complex

case. Moreover, it provides us with more degrees of free-

dom when designing SPARCs for various applications.

(See Section III for details.)

3) As a side contribution, we propose a variant of the

AMP decoder for complex AWGN channels which we

have derived from a first-order approximation of some

message-passing algorithm, and also provide the corre-

sponding state evolution which is similar to the one for

the real case. Due to the similarity to the real case, the

iterative power allocation scheme and online estimation

of parameters in the state evolution for the real case can

be suitably modified to complex AWGN channels. (See

Sections II-B and II-C for details.)

The rest of this paper is structured as follows. We first

provide some notations that will be used throughout this

paper. In Section II, we give some background material

on SPARCs over complex AWGN channels. In Section III,

we first briefly discuss the commonly-used class of design

matrices based on DFT matrices and then propose a novel

class of design matrices. In Section IV, we introduce the

concatenated coding scheme for SPARCs concatenated with

CRC codes (see Fig. 1). Moreover, simulation results are

given in this section to demonstrate the significantly improved

finite-length performance of the proposed coding scheme. In

Section V, the extension of this concatenated coding scheme

to SC-SPARCs will be discussed. Finally, we conclude the

paper in Section VI. Throughout this paper, the large-system

limit refers to L, M , n → ∞ while keeping L logM = nR,

where L, M , n and R will be specified in Section II-A.

A. Notations

We use log to denote the logarithm to the base 2, and use

ln to denote the natural logarithm. We use boldface font to

denote (column) vectors or matrices, plain font for scalars,

and subscripts for indexing entries of a vector or a matrix. We

denote the complex conjugate transpose of the matrix A and

the transpose of the vector β by A∗ and β⊺, respectively. We

denote the indicator function of a statement A by 1 (A). We
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Fig. 1: Block diagram of a communication system employing

SPARCs combined with CRC codes as outer-error detection

codes. The parameters in the block diagram satisfy the follow-

ing relationships: k = L · logM, k̃ = L̃ · logM, k̂ = L̃ ·M .

write N (0, σ2) to denote the (real) Gaussian distribution with

zero mean and variance σ2. We write CN (0, σ2) to denote

the circularly-symmetric complex Gaussian distribution with

zero mean and variance σ2. For a positive integer M , we use

[M ] to denote the set {1, . . . ,M}.

II. SPARCS AND AMP DECODERS

A. Construction and Encoding

Encoding of a SPARC is defined in terms of a design matrix

A of size n×ML, where n is the block length and where M
and L are positive integers that are specified below in terms of

n and the rate R. In the original construction of SPARCs, the

entries of A are assumed to be i.i.d. Gaussian ∼ N (0, 1/n) .

For this paper, the entries of A have been extended to be i.i.d.

Gaussian ∼ CN (0, 1/n) for the complex AWGN channels.

Codewords are constructed as sparse linear combina-

tions of the columns of A. Specifically, a codeword x =
(x1, . . . , xn) is of the form Aβ, where β = (β⊺

1 , . . . ,β
⊺

L)
⊺

is an ML × 1 vector and where each section βℓ ,(
β(ℓ−1)·M+1, . . . , βℓ·M

)⊺
, ℓ = 1, . . . , L, has the property that

only one of its components is non-zero. The non-zero value1 of

section βℓ is set to
√
nPℓ, where P1, . . . , PL are pre-specified

positive constants that satisfy
L∑

ℓ=1

Pℓ = P . This guarantees

that 1
n

n∑
i=1

|xi|2 ≤ P with high probability. (See Appendix B

in the arXiv version [16] of [2] for details.)

Both the matrix A and the power allocation {P1, . . . , PL}
are known to the sender and the receiver before transmission.

The choice of power allocation plays a crucial role in deter-

mining the finite-length performance of SPARCs, which will

be illustrated in the following. Without loss of generality, we

can choose the power allocation to be non-increasing since

messages are independent across sections and the AWGN

channels we consider here are memoryless.

Because the design matrix A can be regarded as L blocks

with M columns each, and because we pick one column from

1In this paper, we mainly focus on techniques for improving the perfor-
mance of SPARCs, so we only encode information by the location of non-
zero entries in β with values fixed a priori for simplicity. However, the values
(specifically the phases) of the non-zero entries can also be different in the
case of complex channels, and the details w.r.t. these so-called modulated
SPARCs can be found in [15].
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each block of the design matrix to comprise one codeword, the

total number of codewords for a SPARC will be ML. With

the block length being n, the rate R will be
log(ML)

n
, i.e.,

L·logM
n

. In actual implementations, the input bitstream is split

into chunks of logM bits, and each chunk of logM bits is first

bijectively mapped to the position of the non-zero element for

the corresponding section. Based on L consecutive chunks, the

sender constructs the message vector β by assigning the pre-

specified positive constants to the corresponding positions for

each section (see “position mapping” in Fig. 1). Eventually,

the sender transmits the codeword x , Aβ (see “SPARC

encoding” in Fig. 1).

B. AMP Decoders for SPARCs over Complex AWGN Channels

For decoding SPARCs over complex AWGN channels, we

derive the following AMP decoder, which is similar to the one

used for the real case in [10].

Namely, given the channel output y , Aβ + w, where

w = (wi)i∈[n] and wi are i.i.d. CN (0, σ2) for all i ∈ [n], the

AMP decoder will generate successive estimates of the mes-

sage vector, denoted by {βt},βt ∈ RLM , for t = 0, 1, 2, . . ..
Initialize β0 := 0, then compute

zt := y −Aβt +
zt−1

τ2t−1

(
P − ‖β

t‖2
n

)
, (1)

βt+1
i := ηti

(
βt +A∗zt

)
, i = 1, . . . ,ML, (2)

where the constants {τt} and the denoiser functions ηti (·) are

defined as follows. First, define

τ20 := σ2 + P, τ2t+1 := σ2 + P · (1− x (τt)) , t ≥ 0, (3)

where

x (τ) :=

L∑

ℓ=1

Pℓ

P
·E




e
2·

√
nPℓ
τ

·
(
Re{Uℓ

1}+
√

nPℓ
τ

)

e
2·

√
nPℓ
τ

·
(
Re{Uℓ

1}+
√

nPℓ
τ

)

+
∑M

j=2 e
2·

√
nPℓ
τ

·Re{Uℓ
j}


,

(4)

where {U ℓ
j } are i.i.d. CN (0, 1), for all j ∈ [M ] and all ℓ ∈ [L].

Note that Equations (3) and (4) together are called the state

evolution. Finally, for all ℓ ∈ [L] and all i ∈ secℓ , {(ℓ− 1) ·
M + 1, . . . , ℓ ·M}, define

ηti (s) ,
√
nPℓ ·

e
2·Re{si}·

√
nPℓ

τ2
t

∑
j∈secℓ

e
2·Re{sj}·

√
nPℓ

τ2
t

. (5)

The above AMP decoder and its state evolution for SPARCs

over complex AWGN channels is the same as those in the

real case [10] up to a factor 2 appearing in (5) and (4) and

a few minor modifications, which is because we can regard

transmission of SPARCs with rate R over a complex AWGN

channel with a given SNR as two independent (orthogonal)

transmissions of SPARCs with rate R
2 over real AWGN

channels with the same SNR.

The denoiser functions (5) for this AMP decoder can be

derived from the minimum mean squared error (MMSE)

estimator of βi, for i ∈ [ML], which is Bayes-optimal

under the distributional assumption on s = β + τu with u

having i.i.d. CN (0, 1) entries and independent with β. I.e.,

ηti (s) , E [βi|s = β + τu], where the expectation is over β

and u given s.

C. Iterative Power Allocation and Online Estimation of τt

From (3), we see that the effective noise variance τ2t is

the sum of two terms, where the first term is the channel

noise variance σ2, and the other term P · (1− x (τt−1)) can

be regarded as the interference from the undecoded sections

in βt. In other words, x (τt−1) is the expected fraction of

sections that are correctly decoded at the end of iteration t. In

the following, we adapt Lemma 1 in [12], which gives upper

and lower bounds on x (τ) for the real AWGN case, to our

complex AWGN case. This adaptation requires the redefinition

of νℓ from [12, Lemma 1].

Lemma 1. Let νℓ , 2LPℓ

Rτ2 ln 2 . For sufficiently large M , and

for any δ ∈ (0, 1
2 ),

x(τ) ≤
L∑

ℓ=1

Pℓ

P

[
1{νℓ > 2− δ}+M−κ1δ

2

1{νℓ ≤ 2− δ}
]
,

(6)

x(τ) ≥
(
1− M−κ2δ

2

δ
√
lnM

)
L∑

ℓ=1

Pℓ

P
1{νℓ > 2 + δ}, (7)

where κ1, κ2 are universal positive constants.

Proof: The proof is similar to that of [12, Lemma 1] and

is therefore omitted.

In the limit M →∞, we can use the following approxima-

tion for x(τ):

x(τ) ≈
L∑

ℓ=1

Pℓ

P
1

{
LPℓ > Rτ2 ln 2

}
. (8)

This approximation for x(τ) gives us a quick way to check

whether a given power allocation scheme leads to reliable

decoding in the large-system limit. Based on this approxima-

tion, we can design an iterative power allocation algorithm as

follows. Namely, the L sections of the SPARC are divided

into B blocks of L/B sections each, and the same power

is allocated to every section within a block. We sequentially

allocate the power to all blocks in the following way: for each

section within the first block, we allocate the minimum power

needed so that all sections within this block can be decoded in

the first iteration when τ20 := σ2+P . Using the approximation

(8), we assign the power

Pℓ :=
Rτ20 ln 2

L
, 1 ≤ ℓ ≤ L

B
, (9)

to each section within the first block, and then we get τ21 :=
σ2+(P− L

B
·P1) due to (3). We sequentially allocate the power

derived in the same way as (9) to the remaining blocks. For
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R ≤ C,2 we can readily derive the result that
L∑

ℓ=1

Pℓ will

be less than the average power P . In order to fully allocate

the average power P , we can slightly modify the algorithm

in the following way: for every block, we first compare the

average of the remaining available power with the minimum

required power computed similarly to (9). If the former one

is larger than the latter one, we allocate the remaining power

to the remaining sections evenly and terminate the algorithm;

otherwise, we assign the minimum required power to each

section within the current block and the algorithm continues.

The above iterative power allocation scheme for the complex

case is straightforwardly extended from the one for the real

case proposed in [12].

When we consider the finite-length performance of

SPARCs, it has been observed that the above iterative power

allocation algorithm works better than the exponentially-

decaying power allocation which was proved in [10] to be

asymptotically capacity-achieving in the large-system limit.

Since the above iterative scheme is derived based on the

asymptotic approximation for x(τ) (see Eq. (8)), the power

allocated by using the above iterative scheme may be slightly

different from the non-asymptotic bounds on x(τ) in Lemma 1

at finite lengths. In order to compensate their difference, we

can introduce a parameter RPA that serves as the code rate

R in (9); by carefully tuning this parameter to be slightly

different from the code rate, we can further improve the

finite-length performance. The details of this iterative power

allocation scheme for the real case can be found in [12] and all

the reasoning can be straightforwardly modified to the complex

AWGN channel scenario considered here.

The effective noise variance τ2t can be estimated via (3), (4)

in advance for iteration t up to the maximum iteration T ,3 but

this procedure is extremely time-consuming since we need to

estimate L expectations over M random variables via Monte-

Carlo simulation for each iteration t. Rush et al. in [17] have

already shown that τ2t is concentrated around
‖zt‖2

n
, i.e., we

can estimate

τ̂2t =
‖zt‖2
n

.

We call this an online estimate of τ2t , and Greig et al. [12] have

already empirically shown that this online estimate provides

a good estimate of the noise variance in each iteration as it

accurately reflects how the decoding is progressing in that

simulation run.

III. AN ALTERNATIVE CLASS OF DESIGN MATRICES FOR

SPARCS OVER COMPLEX AWGN CHANNELS

In theoretical analyses of SPARCs, the entries of the design

matrix A are i.i.d. samples from a normal distribution with

zero mean. With such a matrix, the computational complexity

2Here, C , log
(
1 + P

σ2

)
is the channel capacity.

3The number of iterations can also be determined in advance by running
the state evolution until it converges to some fixed point (within a specified
tolerance).

of matrix-vector multiplication4 is O(LMn) and the space

complexity is prohibitive for reasonable code lengths.

In order to reduce these complexities, most previous papers

used a class of design matrices based on DFT matrices

(subsequently denoted by AD) to replace the original class of

design matrices. (Note that the commonly-used design matrix

is based on a Hadamard matrix in the real case.) In this paper,

we will introduce an alternative design-matrix construction

based on circulant matrices (subsequently denoted by AC)

whose leading rows are derived from Frank or from Milewski

sequences. (Note that for the real case, the commonly-used

design matrix is based on a Hadamard matrix and we can

also introduce a circulant matrix with a leading row based on

the well-known m-sequences.) In the following, we will first

illustrate the DFT-based design-matrix construction and then

show how to construct the novel class of design matrices based

on circulant matrices in detail.

Before introducing these classes of design matrices, we need

to discuss the basic criteria for picking such design matrices.

Note that properties of the original class of design matrices

discussed in Section II-A include near orthogonality between

pairs of columns, near orthogonality between pairs of rows,

row sums close to zero, and column sums close to zero.

Mimicking these properties of the original design matrices, we

would like to construct matrices such that pairs of columns are

as orthogonal as possible, and also such that the column sums

and the row sums are close to zero.

A first DFT-matrix based approach to construct design

matrices is based on taking a random subset of rows of a

single large DFT matrix.5 One readily sees that DFT matrices

satisfy the above requirements. Let us discuss the advantages

of such a class of design matrices based on DFT matrices over

the original class of design matrices regarding complexities.

Since the class of design matrices based on DFT matrices

is constructed via picking a row-permuted DFT matrix with

suitable size, the only information we need to store is this row

permutation, which significantly reduces the memory required.

Besides that, we can perform the matrix-vector multiplications

via a fast Fourier transform (FFT) to greatly reduce the compu-

tational complexity. However, the matrix-vector multiplication

directly based on such a large DFT matrix is very inefficient

because ML is usually far greater than n. (Recall that the

design matrix has size n×ML.)

A second DFT-matrix based approach to construct design

matrices is based on defining

AD ,
[
AD1

· · · ADL

]
,

where for i ∈ [L], ADi
is a (truncated) row-permuted version

of the DFT matrix with suitable size. Importantly, the row

permutations are taken independently. Note that the size of

ADi
is n ×M for all i ∈ [L]. However, a drawback of this

DFT-matrix based approach is that, in order to have radix-2

4The matrix-vector multiplications we consider in this paper include Aβ
and A∗z, where the former multiplication is used for both encoding and
decoding, whereas the latter multiplication is only used for decoding.

5Note that the first all-one row and the first all-one column need to be
removed from the DFT matrix because they do not satisfy the requirements
of column sums and row sums being close to zero.
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AC ,




π1,1(φ1φ
′
1C) π1,2(φ1φ

′
2C) · · · π1,L−1(φ1φ

′
L−1C) π1,L(φ1φ

′
LC)

π2,1(φ2φ
′
1C) π2,2(φ2φ

′
2C) · · · π2,L−1(φ2φ

′
L−1C) π2,L(φ2φ

′
LC)

...
...

. . .
...

...

πLBR,1(φLBR
φ′
1C) πLBR,2(φLBR

φ′
2C) · · · πLBR,L−1(φLBR

φ′
L−1C) πLBR,L(φLBR

φ′
LC)




, (10)

fast Fourier transforms available, we need to start with a DFT

matrix of size 2k × 2k instead of size max(n+ 1,M + 1)×
max(n+ 1,M + 1), where k = ⌈log(max(n+ 1,M + 1))⌉,6
and this results in the growth of the encoding and the decoding

computational complexity.

Although the class of design matrices based on DFT ma-

trices works well in terms of efficiency and performance, it

lacks flexibility since DFT matrices are fixed. It is better to

have more degrees of freedom for the design matrix when

designing SPARCs for various applications, as these degrees of

freedom allow one to satisfy other desirable constraints. Next,

we will introduce an alternative design-matrix construction

based on circulant matrices to reach such flexibility. Namely,

we choose the design matrix AC to be an LBR × L array

(where LBR , ⌈ n
M
⌉ and where L is an even number) of

row-permuted circulant matrices of size M ×M of the form

shown in (10) at the top of the page, and all the parameters

are introduced as follows: πj,i is a row permutation for

j ∈ [LBR], i ∈ [L], C is a circulant matrix with a carefully-

chosen leading row; {φj ∈ C | j ∈ [LBR]} should be chosen

to satisfy
LBR∑
j=1

φj = 0 and also |φj | = 1 for j ∈ [LBR].

For example, {φj ∈ C | j ∈ [LBR]} can be chosen as the

LBR-roots of unity. In the same way, {φ′
i ∈ C | i ∈ [L]}

should be chosen to satisfy
L∑

i=1

φ′
i = 0 and also |φ′

i| = 1

for i ∈ [L]. For example, {φ′
i ∈ C | i ∈ [L]} is chosen as

{φ′
i = (−1)i−1 | i ∈ [L]} in our simulations (see Fig. 2).

The main goal of the above construction is to get a design

matrix with zero row sums, zero column sums and near

orthogonality between pairs of columns. The multiplication of

such a circulant-based design matrix by a vector can be done

efficiently with the suitable use of FFTs, inverse FFTs (IFFTs),

and permutations. Note that the complexities with respect to

storage and computation are comparable with the class of

design matrices based on DFT matrices, but this novel class of

design matrices based on circulant matrices can provide more

degrees of freedoms.

Let us discuss the leading row of the circulant matrix C in

more detail. The requirement for the leading row is to make the

correlation between it and its cyclically shifted versions as low

as possible. For sequences over complex numbers, there are

so-called “perfect sequences” that have all of their nontrivial

6The n + 1 and M + 1 instead of n and M in the definition of k come
from removing the first all-one row and removing first all-one column in the
DFT matrix, respectively.

periodic autocorrelations equal to zero. Particular examples

include Frank sequences [13] and Milewski sequences [14].

Let us give the definitions of these two different sequences in

the following.

Definition 1 (Frank sequences). Let d be a positive integer.

A Frank sequence θ of length d2 is defined by

θj+kd+1 , exp

(
2πijk

d

)
,

where j and k are integers satisfying 0 ≤ j,k < d, and i is

the imaginary unit.

Definition 2 (Milewski sequences). Let d be a positive integer

and let h be a non-negative integer. A Milewski sequence θ

of length d2h+1 is defined by

θj+kdh+1 ,






exp

(
πik(2j+kdh)

dh+1

)
for even d

exp

(
πik(2j+(k+1)dh)

dh+1

)
for odd d

,

where j and k are integers satisfying 0 ≤ j < dh and 0 ≤
k < dh+1, and i is the imaginary unit.

The above two families of sequences have already been

proven to be perfect in [13, 14]. Taking one perfect sequence

with length M as the leading row, we can construct a circulant

matrix with uncorrelated rows as well as columns. The result-

ing circulant matrix is the circulant matrix C used to construct

the right-hand side of (10).7

Simulation results (see Fig. 2) for the two discussed

classes of design matrices show that they lead to comparable

performances, with the class of design matrices based on

circulant matrices being slightly better for the SC-SPARCs.

(SC-SPARCs will be introduced in Section V.) Besides these

comparable performances, the class of design matrices based

on circulant matrices (10) has more degrees of freedom in

the sense that we can choose any {φj ∈ C | j ∈ [LBR]}
satisfying

LBR∑
j=1

φj = 0 and |φj | = 1 for j ∈ [LBR] and also

choose any {φ′
i ∈ C | i ∈ [L]} satisfying

L∑
i=1

φ′
i = 0 and

|φ′
i| = 1 for i ∈ [L]. This allows one to satisfy other desirable

constraints when designing SPARCs for various applications,

e.g., the magnetic recording scenario.

7This construction is similar to Gallager’s construction of regular LDPC
codes in [18].
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(a) BER performance comparison of SPARCs with L = 1024, M =
512, R = 1.8 bits/(channel use)/dimension over a complex AWGN
channel.
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(b) BER performance comparison of (w = 6, LC = 32) SC-SPARCs
with L = 960,M = 128 over a complex AWGN channel.

Fig. 2: BER performance comparison of (SC-)SPARCs with

different design matrices.

For example, in magnetic recording systems, a characteristic

of digital recording channels is that they suppress the low

frequency components of the recorded data, thus codes are

required to have large rejection of low frequency components

(see [19, Chapter 19] for details). Such codes are called “spec-

trum shaping codes”. Based on the structure of our circulant-

based design matrix, we can easily verify that
n∑

i=1

xi = 0

where x = AC ·β. Such a code is called DC-free and belongs

to the class of spectrum shaping codes.

IV. USING LIST DECODING TO IMPROVE THE

PERFORMANCE OF SPARCS

While running simulations for evaluating the performance

of the AMP decoder for original SPARCs, we noticed that

a significant amount of wrongly decoded sections can be

decoded successfully if we choose the second or third most

likely location based on the output of the AMP decoder. This

observation inspired us to consider list decoding, i.e., instead

of outputting one location for each section, the decoding

algorithm should output S candidates for each section based

on the estimated vector β(T ) from the AMP decoder, where

S is the size of the output list and can be pre-specified. In

order to improve the performance of this list decoder, we use

an outer code that mainly serves as an error detection code.

Details are explained in the following subsection.

· · · · · · · · · · · ·
logM bits

K sections

· · · · · · · · ·
logM bits

r sections

Fig. 3: This diagram illustrates how to encode K sections

of information bits to generate r sections of check bits. More

specifically, we encode K information bits with the same color

to generate r check bits with the same color via CRC encoding.

A. Encoding and Decoding SPARCs with CRC codes

The key part of our proposed concatenated coding scheme

is using CRC codes as outer codes. There are two ways

to employ CRC codes: (a) an “inter-section-based approach”

that encodes the original message to generate extra check

sections bit by bit when we focus on the bit error rate

(BER) performance, (b) an “intra-section-based approach” that

encodes them section by section when we focus on the section

error rate (SecER) performance. We will only discuss the

former way since the latter way is essentially the same.8 The

block diagram in Fig. 1 gives a high-level view of the proposed

concatenated coding scheme with SPARCs as inner codes and

CRC codes as outer codes, where CRC codes with suitable

parameters were taken from [20]. In the following, we discuss

the main blocks of Fig. 1.

(CRC Encoding) We first encode the original message u

with size L · logM bit by bit in the following way:

1) Partition the original message u into L sections, denoted

by {u1, . . . ,uL}. These L sections are organized into
L
K

(
, Ng

)
groups of K sections each.9 More precisely,

these Ng groups will be {u1,uNg+1, . . . ,uL−Ng+1}, . . .,
{uj,uNg+j , . . . ,uL−Ng+j}, . . ., {uNg

,u2Ng
, . . . ,uL}.

2) Use the CRC code to systematically encode each group

of K sections bit by bit as shown in Fig. 3 to

generate r extra sections that are appended at the

end of the original message; for instance, the group

{uj,uNg+j , . . . ,uL−Ng+j} will generate extra sections

{ũL+j, ũL+Ng+j , . . . , ũL+(r−1)·Ng+j}.
This CRC encoding procedure yields L + Ng · r

(
, L̃

)

sections. One can readily see that K is the number of

information bits and r is the number of check bits for each

codeword of CRC encoding, and Ng·logM
(
, NC

)
is the total

number of codewords; the resulting codewords are denoted by

{Ci|i ∈ [NC]}. The number of additional parity bits NC ·r are

the cost for error detection, which leads to a trade-off between

error detection capability and rate loss.

(Position Mapping and SPARC Encoding) We first map

the encoded message to the corresponding β̃ and then perform

SPARC encoding by multiplying the design matrix with β̃ to

get the corresponding codeword x, which is transmitted over

the complex AWGN channel.

8The only difference between these two SPARCs with CRC codes is the
CRC encoding part, and there is no need to discuss the section-by-section
encoding separately.

9For simplicity, we assume that L is divisible by K . For the case that L is
not divisible by K , we can take the last mod(L,K) sections as one group,
and encode this group individually.
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Algorithm 1 Conversion of the section-wise posterior distri-

bution estimate into the bit-wise posterior distribution estimate

(using Matlab notation)

Input: section-wise posterior distribution estimate β̂sec =(
β̂1, . . . , β̂M

)
.

Output: the probability of each bit being 0 {bi, ∀i ∈
[logM ]}.
Mbits ← logM
pos← 1 : M
for bits ← 1 : Mbits do

nc ← 2bits−1

posr ← reshape
(
pos, nc,

M
nc

)

pos0 ← reshape
(
posr ( : , 1 : 2 : end) , 1, M2

)

bbits ← sum
(
β̂sec

(
pos0

))

end for

return {bi, ∀i ∈ [Mbits]}

(AMP Decoding and List Decoding) At the receiver side,

we can decode the received message in the following way:

1) Perform T iterations of AMP decoding; the resulting

estimate of β̃ is called β̃(T ).

2) For each section ℓ ∈
[
L̃
]
, normalizing β̃

(T )
ℓ gives the a

posterior distribution estimate of the location of the non-

zero entry of β̃ℓ, denoted by
ˆ̃
β
(T )
ℓ .

3) For each section ℓ ∈
[
L̃
]
, convert the posterior dis-

tribution estimate
ˆ̃
β
(T )
ℓ into log2 M bit-wise posterior

distribution estimates according to Algorithm 1, which

is essentially the same as “Algorithm 2” in [12].

4) For each codeword Ci, we establish a binary tree of depth

K + r, where, starting at the root, at each layer, we keep

at most S branches, which are the most likely ones.

5) For each codeword Ci, once we have established such

a binary tree, list decoding will give us S ordered

candidates corresponding to the remaining S paths from

the root to the leaves. For each path (i.e., a candidate with

K + r bits) from the most likely one to the least likely

one, we detect whether this candidate is valid or not via

CRC detection and take the candidate as Ĉi once the CRC

condition is satisfied.10 If no candidate satisfies the CRC

condition after checking all candidates, it means that there

is a “detected error” and we take the first candidate as Ĉi.

Although at least one bit is decoded incorrectly, this first

candidate can be potentially better than other candidates.

Besides the above regular list decoding assisted with CRC

codes, we can try to further improve the performance by

running AMP and list decoding again (denoted by “AMP

again”) for parts of the message, especially when most of

the errors stemming from list decoding are detected errors.

More specifically, we can apply the following procedure:

1) Run AMP decoding as before, except that at each itera-

10Although we have already found the most likely valid codeword, it might
be an “undetected error” in the sense that the codeword is different from what
we transmitted. This is the worst case since we cannot even realize that we
made an error.

tion, fix the “correctly decoded”11 parts of the message

and only estimate the other sections. When the maximum

number of iteration T is reached or some halting condi-

tion is satisfied, the algorithm outputs β̃∗.

2) Take only the wrongly decoded sections of β̃∗, denoted

by β̃∗
WD, and apply the above list decoding procedure to

β̃∗
WD, which gives the decoded message.

B. Numerical Simulations

In this subsection, we evaluate the BER performance of

SPARCs concatenated with CRC codes and SPARCs without

CRC codes over the complex AWGN channel for different

overall rates. For SPARCs concatenated with CRC codes, we

consider the finite-length performance of list decoding with

different list sizes as well. For complex AWGN channels, the

SNR per information bit, i.e., SNRb, is defined as P
σ2 · 1

R
.

The setup for the simulation results in Fig. 4 is as follows.

We consider SPARCs with overall rate R = 0.8 bits/(channel

use)/dimension, in which case RPA = 0 and the iterative

power allocation scheme gives a flat allocation (see Sec-

tion II-C for details). Moreover,

• we choose the number of information sections L to be

1000,

• we choose the size of each section M to be 512,

• we choose the number of information bits K to be 100,

• we use the 8-bit CRC code whose generator polynomial

is 0x97= x8 + x5 + x3 + x2 + x+ 1 (see, e.g., [20]).

The difference between Fig. 4(a) and Fig. 4(b) is as follows.

Namely, Fig. 4(a) considers the list decoder with the list size

S = 64, whereas Fig. 4(b) considers the performance of

SPARCs concatenated with CRC codes under list decoding

with different list sizes. The plot in Fig. 4(a) shows that

SPARCs concatenated with CRC codes can provide a steep

waterfall-like behavior12 above a threshold of SNRb = 3.5
dB. Besides this, the proposed concatenated coding scheme

can also provide a boost compared with the original SPARCs

below this threshold. This is different from SPARCs with

LDPC codes as outer codes that were considered in [12],

since the performance of that concatenated coding scheme is

dramatically worse than the original SPARCs below the thresh-

old. Note that in the case of concatenation with LDPC codes

[12], the “AMP again” procedure improves the performance

significantly. However, in our case, running “AMP decoder

again” usually yields rather limited improvements. We can

analyze this as follows.

• When SNRb . 2dB, the AMP decoder can barely decode

a few sections and the number of errors are beyond

the CRC code’s error detection capability; therefore, the

output of list decoding may contain several “undetected

errors”, which misleads further decoding in the “AMP

again” part.

• When 2dB . SNRb . 3.5dB, the outer error-detection

code improves the performance and results in very few

11It may contain wrongly decoded sections which were regarded as correct
ones; we call these errors “undetected errors”. (See also Footnote 10.)

12Note that the dashed vertical line in Fig. 4(a) indicates that no error was
observed in 103 simulation runs.



8 IEEE TRANSACTIONS ON COMMUNICATIONS

1 1.5 2 2.5 3 3.5 4 4.5 5 5.5 6
SNR

b
 (dB)

10-7

10-6

10-5

10-4

10-3

10-2

10-1

100

B
E

R
SPARC without CRCs
SPARC with CRCs (only AMP)
SPARC with CRCs (list decoding)
SPARC with CRCs (AMP again)
Shannon limit

(a) BER performance comparison of SPARCs with CRC codes using
list decoding and original SPARCs without CRC codes using only
AMP. Besides that, “AMP again” is also included.
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(b) BER performance comparison of SPARCs with CRC codes for
different list sizes. The solid lines show performance results for one
round of list decoding, whilst the dashed lines show performance
results of “AMP again”.

Fig. 4: BER performance comparison of SPARCs with overall

rate R = 0.8 bits/(channel use)/dimension.

“undetected errors” since parts of the received message

with few errors are within the CRC code’s error detection

capability. Because there are very few “undetected er-

rors”, we can further improve the performance by runing

the “AMP again” procedure.

• When SNRb & 3.5dB, almost all the errors are corrected

when performing list decoding and there are very few

errors remaining; therefore, usually there is no noticeable

improvement obtained by running “AMP again”.

Fig. 4(b) illustrates how the list size affects the performance

of SPARCs with CRC codes. From this plot we deduce that

S = 64 is the best choice for the considered setup. This can

be explained as follows. The list size cannot be too small,

otherwise we cannot find a candidate satisfying the CRC

condition, and the resulting estimate will be the same as the

estimate deduced from the original AMP decoder. However,

the list size also cannot be too large since it may result in a

few “undetected errors”, which will mislead the “AMP again”

part.

The setup of the simulation results in Fig. 5 is the same as
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Fig. 5: BER performance comparison of SPARCs with CRC

codes using list decoding and original SPARCs without CRC

codes using only AMP. Besides that, “AMP again” is also

included.

for Fig. 4, except that we consider SPARCs with overall rate

R = 1.5 bits/(channel use)/dimension and RPA = 3 × 1.1 =
3.3 (≈ 3) in this case. Unsurprisingly, the plot in Fig. 5

exhibits the same waterfall-like behavior13 as in Fig. 4(a).

Based on the non-increasing power allocation assumption, we

know that all errors appear in the last few sections and may

even be consecutive. Such consecutive errors can typically be

dealt with successfully thanks to the interleaving feature of

the grouping scheme proposed in Section IV-A. Whereas the

original SPARC is very sensitive with respect to the choice of

RPA, our coding scheme turns out to be relatively robust to the

choice of RPA due to our choice of outer error-detection code

and decoding scheme. Therefore, we tackled the sensitivity

issue of the iterative power allocation scheme to a great extent

thanks to our concatenated coding scheme.

The simulation results regarding the prediction for the

SecER14 via state evolution in [12] shows that the performance

gets better when the section size M gets larger. In the

following, we investigate how the section size M affect the

BER performance of our concatenated coding scheme. The

setup of the simulation results in Fig. 6 are the same as for

the previous ones except that we consider how the section

size M will affect the BER performance of our concatenated

coding scheme. Specifically, Fig. 6(a) and Fig. 6(b) illustrate

the BER performance comparison of SPARCs concatenated

with CRC codes using list decoding when the overall rate is

R = 0.8 bits/(channel use)/dimension and when the overall

rate is R = 1.5 bits/(channel use)/dimension, respectively.

When the overall rate is R = 0.8 bits/(channel use)/dimension,

Fig. 6(a) shows that the BER performance becomes better

when the section size M gets larger; especially, when the

section size M is larger than or equal to 1024, these SPARCs

13Note that the dashed vertical line in Fig. 5 indicates that no error was
observed in 103 simulation runs.

14The BER performance should be roughly half of the SecER performance
since the position of the non-zero value is chosen uniformly for each section.
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(a) BER performance comparison of SPARCs concatenated with
CRC codes using list decoding when the overall rate is R = 0.8
bits/(channel use)/dimension.
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(b) BER performance comparison of SPARCs concatenated with
CRC codes using list decoding when the overall rate is R = 1.5
bits/(channel use)/dimension.

Fig. 6: BER performance comparison of SPARCs concatenated

with CRC codes using list decoding for different section sizes

M .

concatenated with CRC codes have a better threshold. This

result coincides with the prediction. However, when the overall

rate is R = 1.5 bits/(channel use)/dimension, Fig. 6(b) shows

that there is a “best” section size, i.e., M∗ = 512; in other

words, the BER performance of our concatenated coding

scheme with the section size M∗ = 512 is the best for section

sizes from M = 26 to M = 211. This result can be explained

as follows; in the context of high-rate SPARCs (say, the overall

rate R > 1), as M goes beyond the “best” M∗, the further

benefit from the extra increase in M is weaker than the loss of

concentration on the prediction via state evolution. The effect

of the section size M on concentration is still theoretically

unclear and the prediction of the “best” section size M∗ even

for the original SPARC is still an open problem.

After discussing the simulation results, let us discuss the

encoding and decoding complexities regarding our concate-

nated coding scheme in the following. The encoding com-

plexity is mainly dominated by the inner encoding, i.e., one

vector-matrix multiplication, which can be done efficiently via

one FFT. The complexity of one FFT is O(LM log(LM)),
thus the encoding complexity is O(LM log(LM)). The de-

coding complexity is mainly dominated by AMP decod-

ing and list decoding. Firstly, the complexity of AMP de-

coding is dominated by two FFTs, so its complexity is

O(LM log(LM)). Secondly, the complexity of list decod-

ing is O( L̃
K
log(M) (2S · (K + r) + S)), i.e., O(SL log(M)).

Therefore, the decoding complexity is O(LM log(LM) +
SL log(M)). Once the CRC code for our concatenated coding

scheme is chosen, the number of redundant bits r will be

constant and it will stay constant as L grows large. The number

of information bits K can be varied within some range (see,

e.g., [20]). The choice of K will not only affect the rate loss of

the overall code, but also affect the error detection capability

of the CRC code. Thus, the choice of K leads to a trade-off

between error detection capability and rate loss. Furthermore,

the choice of CRC codes, i.e., the parameters r and K , will not

affect the decoding complexity since the decoding complexity

is O(LM log(LM) + SL log(M)).

V. EXTENSIONS TO SPATIALLY COUPLED SPARCS

A. Related Work

Besides AMP decoders for the original SPARCs having

been proven to be asymptotically capacity achieving with a

suitably chosen power allocation, “spatial coupling” is the

other technique with which the corresponding AMP decoder

has been proved to be asymptotically capacity achieving as

well. The “spatial coupling” technique was first introduced in

the context of LDPC codes. In particular, [21, 22] showed that

the “coupling” of several copies of individual codes increases

the algorithmic threshold (belief propagation (BP) threshold)

of this new ensemble to the information-theoretic threshold

(maximum a posteriori (MAP) threshold) of the underlying

ensemble. This phenomenon is called “threshold saturation”

and it has also been observed in the compressed sensing

setting [23, 24]. In the context of SPARCs, spatial coupling

was first introduced by Barbier et al.in [25] and then Barbier et

al. [9] used the replica analysis to show that SC-SPARCs with

AMP decoders are capacity achieving over AWGN channels.

The fully rigorous and complete proof was first given by

Rush et al. [26]. SC-SPARCs can be suitably modified to

the complex AWGN channel, and Hsieh et al. [15] proposed

modulated (spatially coupled) SPARCs in which information

is encoded by both the location and the value of the non-zero

entries in β in the case of complex AWGN channels. Since

we mainly focus on techniques for improving the finite-length

performance, SC-SPARCs for complex AWGN channels here

will only encode information via the localation of the non-zero

entries in β. In other words, we will consider unmodulated

SC-SPARCs over complex AWGN channels as in [15]. The

details regarding AMP decoders for SC-SPARCs over complex

AWGN channels can be found in [15] and will be omitted here.

B. List Decoding for Spatially Coupled SPARCs

The previous results mainly focus on the asymptotic char-

acterization of the error performance of SC-SPARCs. There

are very few papers (e.g., [27]) discussing how to further

improve the finite-length performance of SC-SPARCs. In this

subsection, we will show that list decoding can improve

the finite-length performance of SC-SPARCs for the low-rate
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region15 via simulation results. A detailed introduction of SC-

SPARCs can be found in [28].

Before we get into the list decoding part, we need first

introduce some extra parameters used in the design matrix of

SC-SPARCs via the following definition (see [28] for details).

Definition 3 (A (w,Λ) base matrix for SC-SPARCs). The

(w,Λ) base matrix W is described by two parameters: cou-

pling width w ≥ 1 and coupling length Λ ≥ 1. The matrix

has LR = Λ+w− 1 rows and LC = Λ columns with exactly

w non-zero entries each column. Specifically, for an average

power constraint P , the (r, c)th entry of the base matrix is

given by

Wr,c =

{
P · Λ+w−1

w
if c ≤ r ≤ c+ w − 1,

0 otherwise.
r ∈ [LR] , c ∈ [LC ] .

For example, for w = 3, the above (w,Λ) base matrix W
will be in the shape

W =




W1,1 0 0 · · · 0
W2,1 W2,2 0 · · · 0
W3,1 W3,2 W3,3 · · · 0

0 W4,2 W4,3
. . . 0

0 0 W5,3
. . . WLR−2,LC

...
...

...
. . . WLR−1,LC

0 0 0 · · · WLR,LC




.

Replacing each non-zero entry with an MR ×MC matrix

with entries i.i.d. sampled from CN (0, Wr,c/L) and each zero

entry with an MR ×MC all-zero matrix, we can finally get

the design matrix A with the same structure as the above base

matrix. Note that n = MRLR and ML = MCLC .

The procedure for encoding and decoding SC-SPARCs

with CRC codes is very similar to the one discussed in

Section IV-A, so it is omitted here. We evaluate the BER

performance and the SecER performance of SC-SPARCs

concatenated with CRC codes and without CRC codes over

the complex AWGN channels for different overall rates.

In order to make the performance of SC-SPARCs and the

performance of the original SPARCs discussed previously

comparable, we will consider the settings as close as possible

to the ones in Section IV-B.16

The setup for the simulation results in Fig. 7 is as fol-

lows. We consider SC-SPARCs with overall rate R = 0.8
bits/(channel use)/dimension. Moreover,

• we choose the number of information sections L to be

1000;

• we choose the size of each section M to be 512;

• we choose the number of information bits K to be 100;

• we use the 8-bit CRC code whose generator polynomial

is 0x97= x8 + x5 + x3 + x2 + x+ 1 (see, e.g., [20]);

• for the base matrix, we choose Λ = 40, w = 6; therefore,

LC = Λ = 40, LR = Λ+ w − 1 = 45;

15When the overall rate of our concatenated coding scheme is less than 1
bit/(channel use)/dimension, we say it is in the low-rate region; otherwise, we
say it is in the high-rate region.

16Due to the structure of design matrices of SC-SPARCs, the overall rate
of the concatenated code cannot be chosen arbirarily.
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(a) BER performance comparison of SC-SPARCs with CRC codes
using list decoding and original SC-SPARCs without CRC codes
using only AMP. Besides that, “AMP again” with and without using
list decoding are also included.
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(b) SecER performance comparison of SC-SPARCs with CRC codes
using list decoding and original SC-SPARCs without CRC codes
using only AMP. Besides that, “AMP again” with and without using
list decoding are also included.

Fig. 7: BER and SecER performances comparison of

SC-SPARCs with overall rate R = 0.8 bits/(channel

use)/dimension.

• we choose the list size for list decoding to be S = 64;

The plot in Fig. 7(a) shows that SC-SPARCs concatenated

with CRC codes can also provide a steep waterfall-like behav-

ior above a threshold of SNRb = 4 dB, which is larger than the

result in the original SPARCs case. Furthermore, we observe

that the BER performance of SC-SPARCs when “AMP again”

is employed without further list decoding is worse than the

BER performance when “AMP again” is not employed. This

unusual result can be explained as follows, based on the SecER

performance of SC-SPARCs.

• From Fig. 7(b), we see that the SecER performance

of SC-SPARC when “AMP again” is employed without

further list decoding is better than the SecER performance

when “AMP again” is not employed. This explains that

the AMP decoder for the remaining part can further

decode a few sections of original messages.

• However, in terms of BER performance, the amount of

extra bits successfully decoded by the AMP decoder for

the remaining part might not be larger than the amount of

corrected bits within the wrongly decoded sections during

the list decoding stage. This is because list decoding

separately decodes the original messages based on the
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using list decoding and original SC-SPARCs without CRC codes
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Fig. 8: BER and SecER performances comparison of

SC-SPARCs with overall rate R = 1.493 bits/(channel

use)/dimension.

way we partition the original messages during the CRC

encoding procedure and this decoding results in some

mostly corrected sections which have corrected most of

bits contained in each section’s information. (E.g., when

M = 512, each section contains 9 bits of informa-

tion.) Because the AMP decoder decodes the original

messages in the section-wise level, the AMP decoder

cannot guarantee that it decodes more bits successfully

although it successfully decodes some sections within

these remaining sections.

The setup of the simulation results in Fig. 8 is the same as

for Fig. 7 except that we consider SC-SPARCs with overall

rate R = 1.493 bits/(channel use)/dimension. Surprisingly,

the performance of this concatenated coding scheme is much

worse than the performance of SC-SPARCs without CRC

codes. Therefore, we conclude that under the current setup,

list decoding for SC-SPARCs with CRC codes in the high-

rate region might not significantly improve the finite-length

performance. It is an interesting direction for future work to

take the spatial coupling structure into account when we en-

code the original messages with CRC codes to further improve

the finite-length performance of SC-SPARCs concatenated

with CRC codes especially for the high-rate region. Another

observation from Fig. 8(b) is that the SecER performance

of SC-SPARCs with CRC codes is better than the SecER

performance of SC-SPARCs without CRC codes when SNRb

is below some value (in this case, SNRb < 5.5 dB), and

this is because our implementation scheme puts all the CRC

redundant sections in the middle of the encoded messages. Due

to the wave-like decoding behavior of SC-SPARCs, those CRC

redundant sections are more likely to be wrongly decoded

and relatively more information sections will be decoded

successfully. This finally results in a relatively lower SecER

since SecER is the number of section errors within information

sections divided by the number of information sections.

VI. CONCLUSION

In this paper, we considered SPARCs over complex AWGN

channels. We first proposed the AMP decoder for complex

AWGN channels, and then introduced a novel design-matrix

construction based on circulant matrices. Finally, we proposed

a concatenated coding scheme that uses SPARCs concatenated

with CRC codes on the encoding side and uses list decoding

on the decoding side. The finite-length performance of this

scheme is significantly improved compared with the original

SPARCs as well as the coding scheme in [12]. Moreover,

our concatenated coding scheme has the additional benefit

of exhibiting insensitivity of parameters used in the iterative

power allocation scheme, especially for high-rate SPARCs.

Besides that, we further applied this concatenated coding

scheme to SC-SPARCs. However, currently, it does not seem

to be a good choice based on the same setup as the original

SPARCs case.

Some interesting directions for future work regarding list

decoding and (spatially coupled) SPARCs are as follows.

• The concatenated coding scheme proposed in this paper

can be naturally extended to modulated SPARCs pro-

posed by Hsieh et al.in [15].

• It is natural to ask how the list size affects the per-

formance, so one of the interesting directions will be

to conduct an (information) theoretical analysis of our

list decoding scheme here. (E.g., [29] provides some

information-theoretic quantities associated with the list

size required for successive-cancellation-based list decod-

ing of polar codes.)

• Recently, several papers applied SPARCs and AMP de-

coders in unsourced random access scenario, e.g., [30–

32]. The structure of SC-SPARCs should be a good fit

for this scenario especially if we combine it with list

decoding suitably (e.g., [33]).

• The performance of our concatenated coding scheme for

SC-SPARCs was worse than the performance in original

SPARCs case with power allocation scheme under the

current setup. We expect that it can be largely improved

if we combine the power allocation and spatial coupling

in a suitable way.
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