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Abstract—Recent work on homotopy type theory exploits an loopsin X are the continuous paths frorg to itself. These
exciting new correspondence between Martin-Lof's depend® |oops (considered up to homotopy) have the structure of a
type theory and the mathematical disciplines of category thory group: there is an identity path (standing still), composi{go

and homotopy theory. The category theory and homotopy thear .
suggest new principies to add to type theary, and type theorgan along one loop and then another), and inverses (go backwards

be used in novel ways to formalize these areas of mathematics @ong a loop). Thus the homotopy-equivalence classes of
In this paper, we formalize a basic result in algebraic topobgy, such loops form a group called the fundamental groufX of

that the fundamental group of the circle is the integers. Thagh gt x, denotedrq (X,Xo) or just rm(X). More generally, by
simple, this example is interesting for several reasons: itllus- considering higher-dimensional paths and deformations, o

trates the new principles in homotopy type theory; it mixes deas - . o
from traditional homotopy-theoretic proofs of the result with obtains thehigher homotopy groupsh(X). Characterizing

type-theoretic inductive reasoning; and it provides a conext for these is a central question in homotopy theory; they are
understanding an existing puzzle in type theory—that a unierse  surprisingly complex even for a space as simple as the sphere

(type of types) is necessary to prove that the constructorsfo  Consider the circle (writte§') with some fixed base point
inductive types are disjoint and injective. base. What paths are there frobase to base? One possibility
is to stand still. Others are to go around clockwise oncegor t
go around clockwise twice, etc. Or we can go around counter-
Recently, researchers have discovered an exciting new adockwise once, twice, etc. However, up to homotopy, going
respondence between Martin-L6f's dependent type theady asround clockwise and then counterclockwise (or vice versa)
the mathematical disciplines of category theory and hopyotothe identity: we can deform this path continuously back ® th
theory [1, 3, 4, 6, 10, 11, 19, 20, 21]. Under this correspogenstant one. Thus, the clockwise and counterclockwidespat
dence, a typd\ in dependent type theory carries the structurgre inverses i (St). This suggests thatr (S*) should be
of an c-groupoid, or a topological space up to homotopysomorphic toZ, the additive group of the on the integers: one
TermsM : A correspond to objects of the groupoid, or pointsan stand still (0), or go around counterclockwigenes (n),
in the topological space. Terms of Martin-L6f's intensibneaor go around clockwise times (~n). Proving this formally is
identity type, writtena : Ida(M,N), correspond to morphisms,one of the first basic theorems of algebraic topology.
or paths in the topological space, betwédrandN. Iterating In this paper, we formalize such a proof in type theory, using
the identity type gives further structure; for example, tfyge Agda. Though simple, this example is interesting for sdvera
Idig,mn) (@, B) represents higher-dimensional morphisms, eeasons. First, it illustrates the new ingredients in hapgpt
homotopies between paths. This correspondence has mimpe theory: spaces-up-to-homotopy can be described in a
applications: The category theory and homotopy theory sudirect, logical way, which captures their (higher-dimemsil)
gest new principles to add to type theory, such as highémductive nature. In particular, our “circle” has a direstliic-
dimensional inductive types [12, 13, 17] and Voevodskylve presentation rather than a topological one. Voevodsky
univalence axiom [7, 20]. Proof assistants such as Coq [@jivalence axiom also plays an essential role in the proof.
and Agda [14], especially when extended with these ne8econd, as we discuss below, the development of this proof
principles, can be used in novel ways to formalize categomas an interplay between homotopy theory and type theory,
theory, homotopy theory, and mathematics in general. mixing ideas from traditional homotopy-theoretic proofihw
Here, we consider the use of type theory for computetechniques that are common in type theory. Third, the proof
checked proofs in homotopy theory. Rather than working withas computational content: it can also be seen as a program
some concrete implementation of homotopy types (such that converts a path on the circle to its winding number, and
topological spaces or simplicial sets), we use type theory tice versa. Finally, it provides a context for understagdime
give an abstract, combinatorial description of them. Irs thfamiliar puzzle that a universe (type of types) is necessary
way, type theory serves aslagic of homotopy theoryTo prove seemingly obvious properties of inductive typeshsuc
illustrate this, we compute what is called tfiendamental as injectivity and disjointness of constructors.
group of the circle. To explain the meaning of this, consider a The remainder of this paper is organized as follows. In
topological spac&. Given a particulabase point g € X, the Section Il, we introduce the basic definitions of homotopy

I. INTRODUCTION
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type theory. In Section Ill, we introduce the methodologgtth Paths have a groupoid structure, with inverses and compo-
we will use to calculatern (St) using a warm-up example, sition defined as follows:

proving injectivity and disjointness for the constructofshe I {A: Type} {MN : A} - Path MN - Path N M

coproduct type. In Section IV, we define the circle as a higher | iq = iqg

dimensional inductive type, and in Section V we prove that . {A:Type} (MNP : A} - Path NP - Path M N - Path M P
its fundamental group . Boid = B

Il. BASICS OFHOMOTOPY TYPE THEORY The groupoid laws hold only up to homotopy; in type
A. Types as Spaces theory, this means they are not definitional equalities,dat

witnessed by propositional equalities/paths betweensp&ibr

M;—r?i(re] Egl‘r];railntc:atl)'lss?(;\r/\ztlloir:jeI:tiPyoTyopfgp)(/trgc?izo;haﬁE/ryd:as d th%&ample, we can prove associativity, unit, and inverse faws
propositional equality equips each type with the structure I'andid (omitting o-unit-r and!-inv-r, which are symmetric):
of a homotopy typgor, equivalently, arinfinite-dimensional o-unit-l : {A : Type} {MN : A} (a : PathMN)
groupoid Homotopy types are an abstract structure, with _ ~Path(idoa)a

many concrete realizations such as topological spaces up to e-unit-lid = id

homotopy and simplicial sets. To emphasize the homotopy- o-assoc (:V{ApzatTﬁ'%eé){mNga?thA% (a : PathMN)

theoretic interpretation, we write the identity type betwe ~ Path (yo (Boa))((yoB)oa)
elementsM,N : A as PathM N (leaving A as an implicit o-assocididid = id
argument). Path is defined as an inductive family of types, linv-l : {A: Type} {MN : A} (a : PathMN)
with one constructoid: —Path(laoa)id

-inv-lid = id

data Path {A : Type} : A— A — Type where
id: {M:A}-PathMM i .
B. Dependent Types as Fibrations
id (reflexivity of propositional equality) represents theritisy Just as types act like groupoids, type families act like

path in the typeA. We use the identifieype for what is jygexed families of groupoids. In particular, they vary dun
normally calledSet in Agda (the type of smaller types)-torially with paths in the indexing type:
because the word “set” has another meaning in this coAtext.

finAati ; ; ; transport : {B : Type} (E : B - Type)
The sFandardJ_ ehfmnatpn rtjle for the identity type (in [b1b2 - B} - Pathbi b2 (E bl E b2)
the Paulin-Mohring "one-sided" form [16]) expresses thnmat t transport Cid = A X — X
paths from a fixed pointM, to a variable endpoink, are
inductively generated byl andid. We call thispath induction Logically, transport is a “coercion” by propositional equality.

path-induction : {A : Type} {M : A} transport is functorial up to homotopy; e.g. there is a path

(C: (x: A) - Path Mx— Type) (b : CMid) betweentransport C (3 o a) andtransport C 3 o transport C a,
{N:A}(a:PathMN)=CNa whereo is function composition.
path-induction _bid = b While the category-theoretic viewpoint on a type family

his f ion is defined b hi . E : B~ Type is as a functor fronB to types, the topological
This function is defined byattern-matchingwe give cases viewpoint is as afibration. Given two spacet and B, a

for all possible constructors far, which in this case is just fibration overB is a continuous may : E — B such that for

id. In each case, th_e type of the rig_ht-hanq s_ide is spe.cializglck,ee E, any path inB starting atp(e) has a lifting to a path
to _that co_nstructor; n _th's c_ase,N als spgmahzed e M d.inE starting ate (and these liftings are continuous/functorial).
It is crucial thatpath-induction only applies to a familyC £ iq c4jieq thetotal space while B is called thebase space
that is. parametnz_ed b_y a vana_b:kestandmg for the second 15 ake the connection with type theory, it is helpful
endpoint—otherwise, it W_Omd |mply that all _Ioops of _typeto consider a slightly different characterization of filoat:
Path MM are generated bw'_Wh'Ch WO_UId be mc_ompatlble Given a pointb in the base spacB, the fiber over bis the
with the homotopy-theoretic interpretatidiTopologically, the space of points in the total spaée that p maps tob (i.e.
intuition is that a path with dree endpointcan be retracted the inverse imagep L(b)). Any path 8 from by to by in
back to the other, but a path with two fixed endpoints canng{.; 4 .ces an operation from the fiber ovey to the fiber

. 1 . -
1We assume basic familiarity with Agda; see Norell [15] forimmoduction. over by. I\_Iamely’ gvenec p _(bl)' we |ift B s_tartmg ate_ )

We will comment on some of the more idiosyncratic featureshsas curly- and consider the other endpoint of the resulting path; this i

braces, which are Agda notation for an implicit parameterwriite PathMN  well-defined up to homotopy. These operations respect path

when A can be inferred, oPath{A} M N to explicitly notate it. P ; ; ; ;
2Agda is a predicative theory, with explicit universe polympigism, and composition, inversion, and so on, in a homotop|cal way,

o P ” : G _1
ordinarily one would defin@ath in a universe-polymorphic manner. To avoidYi€lding a “functor” E sending eacly € B to its fiber p~=(b).
cluttering the presentation, we use Agda’s (inconsistenf)ype-i n-type Conversely, from any such funct& we can assemble a total

flag to suppress universe levels, but the development caorimwiith universe spaceE and a fibrationp - E _s B with the specified fibers
polymorphism instead. ’

3That all loops ared is normally true in Agda, but the-wi t hout - K and path—l-|ft|ng funCt'On.S (for groqudS' this is calledet
option removes this principle. “Grothendieck construction”).



In type theory, the functor descriptiof corresponds di- 2E b apf'p fb
rectly to a dependent typE : B — Type, where the type Lo
E b represents the fiber ovéx, andtransport E a represents
the operation induced by path lifting. Given such Bnthe lfst
fibration p: E — B is modeled by the&-type Zb:B.E(b) and

its first projectionfst : Zb:B.E(b) — B. Thus total spaces are B
>-types, which we will sometimes write &sE.

transport “computes” (up to paths) for each specific de- ) ) )
pendent type, expressing the definition of path lifting foe t  Thus, to describe the result of applyingp g, it would be

corresponding fibration; we need the following two rules: intuitively plausible to ask for a patf) in =B such thatap fst
il is B. However,is would need to mean definitional equality
transport-Path-right : {A : Type} {MNP : A} here, which cannot be expressed as a type. Instead, we can
(o’ PathNP) (a : PathMN) , , represent a path between : E b; ande; : E b, sitting above
~ Path (transport (A x -~ Path Mx) a” o) (a” o @) B : Pathb; by by ann : Path {E by} (transport E 3 e1) e5.
transport-— : {I" : Type} (AB : I~ Type) {6162 : T'} That is, we useransport to movee; into the fiber oveb, and

_ Path (tran(gp;r?%fyef)(g ;,)ﬁeél ;)) ggl) then give a path ilE b,. This representation is correct because

(transportB o f o (transport A (1 5))) (b1,e1) is always connected t(b,,transport E 8 e;) by a path
over B (this follows by path induction o), and any path
The former says that transporting with the famiitgth M - is 7} from (by,e;) to (by,e2) in £ E over B factors as this path
post-composition of paths; the latter that transporting atB  followed by our pathy in the fiber overb,.
is given by pre-composing with transport/a{on the inverse)  All this motivates the following the dependently typed
and post-composing with transport Bt Both are proved by analogue ofp: applyingf to 8 must determine a path between

matching the input paths as$ and returningd. fb; andf b, that sits aboves, which is represented by the
following type:
C. Functions are Functorial apd: {B: Type}{E : B—Type}{bi by : B}
. . (f: (x:B)—=EX) (B : Pathby by)
Simply-typed functions correspond to functors between . Path (transport E B (fby)) (f by)

homotopy types, and have an action at all levels: a function apqfid = id
f: A— B has an action on points, paths, paths between paths,
etc. The action on points is ordinary function applicatiop. Paths Between Functions

(fa: B whena : A), while the action on paths is given by apgther kind of application is applying a path between

ap: {AB:Type} (MN: A} functions to an argument, to get a path between results:
(f:A—>B)—Path{A} MN - Path {B} (fM) (fN) ap~:V{A}{B:A-Typel{fg: (x:A) -Bx}
apfid = id - Pathfg— {x : A} - Path (fx) (g x)

ap~a{x} =apAf—=Ffx)a
ap acts functorially on identities and composition of paths,

and also on identities and compaosition of functions. A~ V{A}{B:A-Type}{fg: (x:A)-»Bx}
. - ((x : A) — Path (fx) (g x))
Dependently typed functiorfs: (b : B) — E (b) correspond ~ Pathfg

to sections of the fibratioE. In type-theoretic terms, such ) ) ) ) )
a section is a simply-typed functioh : B - 3 E such that Function extensionalityA~ is the converse—functions are

fstof = (A x - x) definitionally—the first component of the equal if they are pointwise equal, or a path between funstion

result off must be its argument. In one direction, givieas 'S & homotopy between them. Agda does not provide this,

above, we can define: B—ZE by A b— (b,fb). so we postulate it. We should also give3/n-like equations
This correspondence helps us arrive at the the depéﬁl-"mng)‘2 andapz, but we do not need them in this paper.

dently typed analogue ofip; the following discussion is a E. Paths in the Universe

bit difficult, but it is very important for understanding the Voevodsky’s univalence axiom says roughly treatmorphic
induction principle for the circle in Section IV. Whenhas types are equalwhere "equal" meangath, and “isomorphic”
a dependent function type, arfd: Path {B} by by, thenfby  means shomotopy equivalengeor a pair of mutually inverse
andfb, should still be related by a path, biib; : Eb; and  f,nctions:

fb, : E by live in different fibers, i.e. they have different types.

Using the above Correspondence betwéemnd f. we have 41t is not strictly necessary to postulate it separately,abse it follows
! from Voevodsky's univalence axiom.

apf B : Path {Z E} (blvf bl) (bZaf b2)_there is a pathn the SHomotopy equivalences have a slightly undesirable prgpéere can
total spacebetween(by,fb;) and(b,,fby). However, we know be multiple differentg, a, and B showing that a giverf is a homotopy

a little bit more: becauststo f = (A x - x), it follows from equivalence. It is common to include an additional cohezerll that fixes
f iali f h , | ’ T logicall this problem. However, any homotopy equivalence canirproved by
unctoriality of ap thatap fst (ap f’ 8) equalsp. Topologically, constructing this coherence cell (at the cost of changingr B), so we

this means thaap f' B projects down tq3, or sits aboves: can suppress this detail.



record HEquiv (A B : Type) : Type where equalsa’). However, a well-known puzzling fact is that this

constructor hequiv is not provable in pure Martin-L&f type theory, but requires
field a universe or large eliminations. In this section, we use
f:A-B .. .. L .
g:iBoA injectivity and disjointness to introduce the methodology
a: (x:A) - Path (g (fx)) x will use to calculaten (SH). The similarities between this proof
B:(y:B)—Path(f(gy))y and our calculation ofg (S') offers insight into this puzzling

. . S . fact, as we explain in Section VI.
Rather than stating the univalence axiom in full generality P

we specify only the consequences we need. First, a homotop!

. . . %ix A, B, anda:A. Injectivity and disjointness ahl can be
equivalence determines a path between types:

phrased as follows (whenégoid is the empty type):

univalence : {AB : Type} —~ HEquivAB — PathAB « Injectivity: If Path (Inla) (Inla’) thenPathaa'.

We need two facts about this axiom: . Disjointness:lf Path (|I’1| a) (|I’1I’ b) then Void.
transport-univ : {AB : Type} (e : HEQuivAB) Thus, we can regard the inje_ctivity-and—disjointness feob
— Path (transport (A (A : Type) — A) (univalence e)) as the question of characterizing the typash (Inla) e for all
(HEquiv.fe) e. One way to do this is to define a family of types describing
l-univalence : {AB : Type} (e : HEquivA B) the desired characterization, which (for reasons to beagxgdi
— Path (! (univalence e)) in Section V) we callCover:

(univalence (!-equiv e))
Cover : A+B — Type
The first says that transporting with the identity type famil Cover (Inla’) = Pathaa’

A A - A on an application ofinivalence applies the forward Cover (Inr _) = Void
direction of the equivalence. The second says that thegave
of an application of univalence is the inverse equivalenice
e, where!-equiv (hequivfg a ) is hequivg f 3 a.

Eover defines a family of types by case analysis, and therefore
8epends on having a univer3gpe of types (this is the step
that is not possible in pure Martin-Lof type theory). We say
F. Integers that Cover e classifiescodesfor a path inA + B from the fixed

We represent integers as follows: base pointini a to the pointe.

N Suppose that we camcode every path as a code:
data Positive : Type where

One : Positive encode : {e: A+B} — Path(Inla)e — Covere
S : (n : Positive) — Positive o L ) .
data Int : Type where Then injectivity an_d_@spmtness follow immediately, biyet
Pos : (n’: Positive) — Int expanding the definition ofover:
Zero : Int

Neg : (n : Positive) - Int inj: {a : A} » Path (Inla) (Inla’) - Pathaa’

inj{a'} = encode {Inla’}
It is straightforward to define the successor, predeceasdr, dis : {b : B} - Path (Inla) (Inrb) — Void
addition functions by case-analysis/induction, and tosptthat dis {b} = encode {Inrb}

succ andpred are mutually inverse, so we have However, it is easy to definencode, just by transporting

succ : Int - Int alongCover:
pred : Int - Int .
+ :lnt=Int—Int encode o = transport Cover « id

succ-pred : (n : Int) —» Path (succ (pred n)) n

pred-suce - (n - Int) - Path (pred (succ n)) n To encodea : Path (Inl a) e, we transport alongr with the

type family Cover, which reduces the goal of constructing an
Therefore, we have a homotopy equivalence betweeand element ofCover e to that of Cover (Inl a). But Cover (Inl a)
itself given by adding and subtracting 1: is just Path aa, so we can choosié to complete the proof.
succEquiv : HEquiv Int Int _C_)r_dinarily, one stops here, having proved injec'givity and
succEquiv = hequiv succ pred pred-succ succ-pred disjointness, which makes sense when equality is thought
of as a mere proposition, without meaningful computational
content. However, in homotopy type theory, where paths have

[1l. I NJECTIVITY AND DISJOINTNESS FORCOPRODUCTs ~ €al content, it is important to know not only that injec-
Consider the type of coproducts (binary sums); tivity and disjointness exist, but that they are equivatenc
yp P y ) For example, one might like to know that the paths in the

data _+_(AB : Type) : Type where coproduct betweeinls are equivalent to the paths i (i.e.
:glr :,'g - '::BB that Path {A+ B} (Inla) (Inla’) is equivalent toPath a a’), SO
' that one may reason about pathsairthrough their injection
One may expect that constructors are disjointg is never into the coproduct. To this end, we will show thatcode is
equal tolInr b) and injective [nl a equalsinl a only if a an equivalence:



enceqv : {e : A+B} — HEquiv (Path (Inla) e) (Covere) a : Path (Inl a) e, it suffices to consider the case where
enceqv = hequiv encode decode is Inla and a is id. In this case, we have to show that
decode-encode encode-decode decode (encode id) is id, which is easy: it holds definitionally,

by defining decode and proofs decode-encode and bPecause bothansportandap compute tad onid, soid proves

encode-decode. decode is defined as follows: the result. This argument is formalized as follows:
decode : {e : A+B} — Covere — Path (Inla) e decode-encode {e} a =
decode {Inla’} a = apInla path-induction
decode {Inr _} () (A e’a’ — Path (decode {e'} (encode {e'} a’)) a’)
ida

Whene is Inl a’, we are givena of type Cover (Inl a’), or
Pathaa’. Thus, we get ®ath (Inla) (Inla’) by applyingInito  C. Summary

a. Whene IIS Inr, a\r;vas typeCovr?_r(lnr_-), C;lu\sidé sothecase 14 review, the structure of this proof is: (1) Fix a base
Is vacuously true. We notate this using urd pattern(). point, and define the “cover”, which is a type of codes for

Next, we show that these two functions are mutually invers&aths from the base point. (2) Defieacode by transporting

A. Encoding after Decoding along the cover, with an appropriate base case. (3) Define

code by case-analysis/induction. (4) Prove thatcoding

First, we show that starting from a code (an element of tﬁj(% T . . : ’ . e
S . .. afterdecoding is the identity, using the induction principle for
cover), decoding it as a path, and then re-encoding it glv%sdes (5) P%ove thatecodi)r/'lg aftéqrencoding i thz ideﬁtity

back the original code. We write the proof using a chain os'n ath induction. We will follow this same template for
equations, where the notatian~(a )y ~(b) z M means there using p induction. Wi w i P

is a patha from x to y and thenb fromy to z. the circle.
encode-decode : {e : A+B} (c : Covere) IV. THE CIRCLE
—encode {e} (decode {e} c) ~c In this section, we introduce the representation of thdesirc
encode-decode {Inla’} a = in homotopy type theory. The natural numbers is an inductive
enicz?§>(decode a) - (@) type, with generatorszero and successor. One of the new
tra;sportCover (apInl a)id ~-(2) ingredients in homotopy type theory ligher-dimensional
~(ap~ (! (transport-ap-assoc’ Cover Inl a)) ) inductive typeqor just higher inductive typgs[12, 13, 17]:
tran?pggt (Coverolnl) o id - (3) inductive types specified by generators not only for points
~(1

(terms), but also for paths.

transport(A & - Pathaa’) aid - (4) One might draw the circle like this:

~( transport-Path-right a id )

a ;izjid | - (5 loop
ol -- (6) base

encode-decode {Inr _} ()

The proof begins by casing os In the Inla’ case,a is a It has a single point, and a single non-identity loop frons thi
path froma to a'. Between line 1 and line 2, we expand thé@ase point to itself. This translates to a higher inductyyeet
definitions ofencode anddecode, where fordecode we know Wwith two generators:

the case forinl is selected. Between line 2 and line 3, we ... . g1

reassociatéransport andap: in generaltransport (Cof) a is loop : Path {S!} base base

the same asransport C (ap f a). Between lines 3 and 4, we

reduce the definition of transport dnl. Between lines (4) base is like an ordinary constructor for an inductive type, with
and (5), we apply the fact that transportingPath a - is post- the same status as zero or succedsop is similar, except it
composition. Between lines 5 and 6, we apply one of the uienerates a path on the circle. This generator can be used wit

laws for composition, which gives the result. the generic groupoid structure to form additional pathshsas
Thelnr case is vacuously true, because in this case we hdyeop, loop o loop, etc. Some of these paths are “reducible’—
an element ofCover (Inr -), which is the empty type. for example Joop o ! loop is homotopic toid.
B. Decoding after Encoding A. Simple Elimination
The other direction is That the type of natural numbersirguctivelygenerated by

zero and successor is expressed by its elimination rulea m
from the natural numbers into a typeit suffices to specify an
element and an endomorphismXfto be the images of zero
Expanding the defnition okncode, we need a path from and successor. Similarly, the elimination rule &rexpresses
(decode (transport Cover a id)) to a, where a is an arbi- that the circle is inductively generated bgse and loop: to
trary path frominl (a) to e. The key idea is to applypath map from the circle into any other type, it suffices to find a
induction To prove the goal for an arbitrary : A+ B and point and a loop in that type:

decode-encode : {e : A+B} (a : Path (Inla) e)
— Path (decode {e} (encode {e} a)) a



Sl-recursion : {X : Type} The dependent elimination rule also characterizes an in-
(blase’ : X) (loop’ : Path base’ base’) ductive type up to equivalences!-induction is equivalent
=St =X to asserting that for alk, the type of functionss! — X is

Elimination rules require accompanying-reduction rules, Naturally equivalent to the type of paifdase’ : X,loop’ :
which for an inductive type state that "the elimination rulg>ath base’ base’) (the premises ‘)_Sl'recurs'on)' Because the
applied to a generator, computes to the corresponding btandYP€ theory ensures that functions are groupoid homomor-
In this case, this means that-recursion should compute to PiSMS, this is exactly the universal property of the free

base’ when applied to base and lep’ when applied tdoop:  9rOUPOId generated by one object and one loop on it.

(St-recursion base’ loop’) base = base’ C. Agda Implementation

1 H ' ’ _ ’ . .
(S*-recursion base’ loop’) loop = loop Computer proof assistants such as Agda and Coq include

However, the second equation does not quite make ser@élinary inductive types, but not yet higher inductive type
becauses!-recursion base’ loop’ is a functions! - X andloop One way to implement the latter is to simply postulate the

is a path inst. Thus, we need to us to apply this function generators, the elimination rule, and the computationstule
to the path: With this representation, the computation rules are paths

(propositional equalities), rather than definitional ddigs.
Though the question of whether these rules should be
The left-hand side is a path fromdefinitional equalities or paths has not yet been settlet it
(Sl-recursion base’ loop’) base to itself, which by the certainly more convenientto do proofs if they are definisibn
first B-reduction isPath base’ base’; so the two sides have equalities. While it is not possible to achieve this in Agda,
the same type. there is a trick using private data types that allows lihse
Thus, the computation rules follow the same general pattei#it notloop) rule to be definitional [8]. Because this simplifies
as for ordinary inductive types, except we need to use tHe proofs, we use this implementation, with a postulate
notion of application appropriate for the level of the gexter.

ap (S'-recursion base’ loop’) loop = loop’

Bloop/rec : {X : Type}
(base’ : X) (loop’ : Path base’ base’)

B. Dependent Elimination — Path (ap (S!-recursion base’ loop’) loop) loop’

To fully characterize an inductive type, we need not just
recursion, but an induction principle (dependent elimiorgt  for the B-rule for loop (and similarly fors*-induction).
The induction principle for natural numbers says that tovpro
a property of natural numbers (i.e. inhabit a type family
indexed over natural numbers), it suffices to prove that it Given a spac& with a specified base poing, the funda-
holds for zero and is preserved by successors. Similary, timental grouprr(X,xg) (or just 7m(X) whenXxg is clear from
induction rule fors! says that to prove a property of pointgontext) is the group of homotopy classes of loops foento
on the circle, it suffices to prove that it holds fosise and is itself, with path composition as the group operation. Inetyp
“preserved by going around theop”. theory, this corresponds to the typeth { X} xo xo, €xcept for
Sl-induction : (X : S - Type) one caveat: Fprrl(x), the group has _aetof elements, which
(base’ : X base) are pathsguotiented by _homotopy'hls means that any two
(loop’ : Path (transport X loop base’) base’) paths that are homotopic are equal, but any non-tristialc-
—(y:SY) =Xy ture of paths between paths has been collapsed by quotienting.
) _ o On the other hand, thtype Path xg xg may have interesting
Here,_x is not just a type, _but a depe_ndent type/flbrgtlon OV&faths between paths (i.e., the typsth [Pathxo %o} a B might
the circle. The natural thing to ask is thadse', the image ot pe trivial). Thus,Path xo xo corresponds more closely to
of base, should show thaX holds forbase, or be a pointin \yhat is called theoop spaceQs (X, xo), the spaceof loops in
the fiber ovemase. loop’ must be a path frorbase’ t0 itself, y pageq at,, which also may still have non-trivial structure.
but one thaiprojects down tdoop in the sense described in ; jg yossible to construct the sat(X) from the loop space
Section Il-C—recall that a path fromase to itself that sits ) x) by an operation callettuncation(in classical topology,
aboveloop in the fibrationX is represented by the type given tqy,iq s just the set of connected components). Howeverhfer t
loop’ above. To see that this is appropriate, note that the re mple we consider here, this is not necessary: what we will

type (y 1 S - i( y f‘?pfese”ts topologically sectionof the prove is that the loop space of the cir€dg(S?) is Z. Because

fibration X -+ S*, which must take each point or path$ to 1o runcation ofZ is 7, applying truncation to both sides

a point or path lying aboye it; thus we shoul_d expect to r_‘e%ﬂows thatm (St) is alsoZ. Moreover, proving tha@; (S) is

a path lying abovéoop as input. More syntactically, the pointy; i mediately characterizes all thigher homotopy groupsf

is basically that the second computation rule $3rinduction the circle, because the higher homotopy groups are detedmin

must be well-typed: by iterating the loop space construction. ThuRQif(S?) is Z,
(St-induction base’ loop’) base = base’ then the higher homotopy groups s must be the same as
apd (St-induction base’ loop’) loop = loop’ the higher homotopy groups &, and therefore ftrivial.

V. THE FUNDAMENTAL GROUP OF THECIRCLE



In type theoretic terms, this means that our first goal is #n equivalence on fibers from an equivalence between total
prove that the typeath {S'} base base is equivalent tont. spaces (step 2), the type-theoretic proof constructs these
We then check that this equivalence is a group homomorphismgp explicitly as a map between fibers. Where the classical

taking path composition to addition. proof uses contractibility (step 3), the type-theoretiogir
. _ uses path induction, circle induction, and integer indhrcti
A. Classical and Type-theoretic Proofs These are the same tools used to prove contractibility—eidde

Our proof thatQ;(S?) is Z can be seen as a type-theoreti@ath inductioris contractibility of the path fibration composed
version of a proof in classical homotopy theory. The classicwith transport—but it is more convenient to use them to
proof we start from is usually formulated using “universaprove inverses directly. This proof is a good example of how
covering spaces”, but we will give an equivalent sketch gisirfombining insights from homotopy theory and type theory can
fibrationswhich transfers more directly to type theory. RecaBimplify proofs and yield deeper insight.
the notion of a fibratiqn from.Sec.tion II-B. For any pointg the Universal Cover of the Circle
Xo € B, there is a canonicaath fibration p: P,B — B, where
the points ofP,B are paths irB starting atxg, and the map
p selects the other endpoint of such a path. The sfkde
is contractible i.e. homotopy equivalent to a point, since wi
can “retract” any path to its initial endpoixg. Moreover, the
fiber overxg is the loop spac®;(B,xo).

Now consider the “winding” mapv: R — S!, which looks
like a helix projecting down onto the circle:

Recall that fibrations are represented by dependent types
(Section 11-B). The path fibratioR,,..S' — S* is easy to rep-
Jesent: it is the dependent type sendingS! to Path base x.

The universal cover of the circle (the helix) requires a hitren
thought: since our “circle” is not a topological one, we don’
have a “real line” that we can wrap around it. However, our
inductive definition of the circle gives us a different way to
define dependent types over it: by circle-recursion.

Cover : S1 - Type
Cover x = Sl-recursion Int (univalence succEquiv) x

27, =<
C_\) To define a function by circle recursion, we need to find a point
Qy

h

R and a loop in the target. In this case, the targelyjse, and
the point we choose igt, corresponding to our expectation
W that the fiber of the universal cover should be the integers. T
loop we choose is the successor/predecessor isomorphism on
© st Int, succEquiv (Section 11), which by univalence determines a
base path fromint to Int. Univalence is necessary for this part of
the proof, because we neechan-trivial loop from Int to Int.
The mapw sends each point on the helix to the point on the It is immediate from this definition thatover base is Int,
circle that it is “sitting above”; this map is a fibration, ancand we can verify that choosimguccEquiv as the image of
the fiber over each point is isomorphic to the integers. If weop gives the desired path-lifting action: transporting ong wa
lift the path that goes counterclockwise around the loop @tong the cover is successor (going up one level in the helix)
the bottom, we go up one level in the helix, incrementingnd the other way is predecessor (going down one level):

the integer in the fiber. Similarly, going clockwise arouhé t transport-Cover-loop : Path (transport Cover loop) succ
loop on the bottom corresponds to going down one level in  transport-Cover-loop =

the helix, decrementing this count. This fibration is caliled transport Cover loop
universal covernf the circle. ~( transport-ap-assoc Cover loop )
Now a basic fact is that a m&p — E; of fibrations oveB traﬂ?g%rt(t(ér)\(sgoﬁ)t gipxc_?xt)e)r loop)
which is a homotopy equivalence betweenandE; induces (Bloop/rec Int (univalence succEquiv)) )
a homotopy equivalence on fibers. SinBeand P,,..S' are transport (A x — x) (univalence succEquiv)
both contractible, they are homotopy equivalent, and thes t ~( transport-univ _ )
fibers overbase, Z andQ;(S'), are isomorphic. succH

- -1 : |
It is possible to formalize this classical proof directly in transport-Cover-floop : Path (transport Cover (! loop)) pred

type theory, by (1) defining the universal cover, (2) provind-or transport-Cover-loop, we re-associate, which createga

that a homotopy equivalence between total spaces inducesestexap Cover loop for S'-recursion. After reducing this, we
equivalence on fibers, and (3) proving that the total spateshave a term of of the fornransport (A x — x) (univalence e),

both the path fibration and the cover are contractible (ttsis wwhich is a (B-redex for univalence, and selects the “for-

the first proof of this result in homotopy type theory [18])ward” direction of the equivalence. We omit the proof for
However, it turns out to be simpler to explicitly construicet transport-Cover-lloop, which is similar except for additional
encoding-decoding equivalence, following the templateoin reasoning about inverses, usihgnivalence from Section II.
duced in Section 111 [9]. Both proofs use the same constomcti The cover can be seen as a type of codes for paths on the
of the cover (step 1 above). Where the classical proof ingluagrcle. The next step is to define “encoding” and “decoding”



functions and prove that they are an equivalence betwetenbe able to prove thatncode’ : Path base base - Int and
Path base x andCover x for all x : S1. This is a generalization loop” : Int — Path base base give an equivalence. The problem
of the original statement we intended to prove, which was theomes in trying to prove the “decode after encode” direction
Path base base is equivalent toCover base (the latter being, decode-encode : {a : Path base base}

by definition, Int). — Path (loop” (encode’ a)) a

C. Encoding In Section Ill, we proved this step using path induction to
As in Section lll,encode is defined by transporting in thereducea to the identity, which depends crucially enhaving
cover. The starting point needs to be an elemeniayerbase, one endpoint free—recall that path induction does not apply
which isInt. In this case, a good choice Zero®: to loops like aPath base base with both endpoints fixed! The
encode : {x : S'} - Path base x — Cover x way to solve this problem is to statiecode-encode generally

<l . .
encode a = transport Cover a Zero for all x:$* anda : Path base x:

decode-encode : {x:S} {a : Path base x}

The instance encode’ = encode {base} has type ", Path (loop (encode {x ) a)) a

Path base base — Int, as we originally intended.

The interesting thing about this function is that it computeHowever, this does not type check as is, becadome® works
a concrete number from a loop on the circle, when this lo@ly for Path base base, whereas here we nedthth base x.
is represented using the abstract groupoidal framework iis gives a direct way to see the necessity of extentioy

homotopy type theory. To gain an intuition for how it doego a function with a more general type:
this, observe that by the above lemmaansport Cover loop

is succ andtransport Cover (! loop) is pred. Further transport

is functorial (Section II), saransport Cover (loop o loop) IS Of course, the template of Section Ill and the proof from
(transport Cover loop) o (transport Cover loop), etc. Thus, when ¢jassical homotopy theory also lead us to expect to need such

decode : {x : S'} - Cover x - Path base x

a is a composition like a generalization.
loop o ! loop o loopo ... Here is the definition oflecode:
transport Cover a will compute a composition of functions like gzgggg {x{f : 8%}~ Coverx - Path base x
succopredosucco... Sl.induction
. . . : . (A X' — Cover x’ — Path base x')
Applying this composition of functions t@ero will compute loop”
the winding numberof the path—how many times it goes ( transport (A X' — Cover X' — Path base x') loop loop”
around the circle, with orientation marked by whether it is ~ transport (A X' — Path base x') loop
positive or negative, after inverses have been canceled. o loop”
Thus, the computational content efcode follows from o transport Cover (! loop)
the B-like rules for higher-inductive types and univalence, =~ (A p — loop o p) o loop” o transport Cover (! loop)
and the action ofransport on compositions and inverses. This ~ (A p - loop o p) o loop” o pred
“computation” happens only up to paths in current homotopy ~ (A n - loop o (loop” (pred n)))
type theory, so we cannot actually run this program in Agda, ~ (A n—loop”n)
but an alternate formulation might take these equations as W)
definitional equalities [10]. X
D. Decoding decode’s first argument is an arbitrary point on the circle.

Thus, we proceed by circle induction, which requires (1) a
function Cover base — Path base base, which is justloop?,
and (2) a path showing that this function is preserved by
loop™ : Int — Path base base going around the loop. Formally, this means a path from
:8832 (ZPech(s) one) = :gop transport (A X' — Cover x' — Path base x’) loop loop” to loop”.

_ Above, we have shown the steps of reasoning required to

The first step in decoding is that, given an integemwe
compute then-fold compositionloop™:

loop” (Pos (S n)) = loop o loop” (Pos n) . o ;
loop” (Neg One) = ! loop give such a path, eliding the proof terms, which we now
loop”™ (Neg (Sn)) = !loop o loop” (Neg n) discuss informally. The path is constructed by composing

five steps of reasoning, between the six lines above, ggartin
from transport (A X' — Cover X' — Path base x’) loop loop”.
rom line 1 to line 2, we apply the definition afansport
When the outer connective of the type family ig using
the lemmatransport-— from Section Il. This reduces the

SWe could choose another number as the base case b&sigesbut then tranSpF’rt to pre- and post-compqsmon Wl?fnansport at the
we would need to subtract it off when decoding. domain and range types. From line 2 to line 3, we apply the

At this point, if we were working naively, rather than with
Section Il or the classical proof in mind, we might thin
that this is enough. That is, since what we want overall is
equivalence betweepath base base andint, we might expect



definition of transport when the type family isPath base - decode-encode {x} a =

(called transport-Path-right above). From line 3 to line 4, path-induction

we apply transport-Cover-lloop. From line 4 to line 5, we (A (x : St) (" : Path base x)

simply reduce the function composition. The final step is ida—>Path (decode (encode a”)) a’)

the only significant one: it follows from associativity and

inverses ofo, together with a lemmadaoop”-preserves-pred decode-encode can be seen as aprrule/induction principle
which gives aPath (loop” (pred n)) (! loop o loop” n) for all n.  for paths on the circle, which states that every loop on the
This lemma is proved by a simple case analysis, again usicigcle is of the formloop” n for somen:

associativity/unit/inverse laws. all-loops : (a : Path base base) — Path a (loop” (encode a))

E. Encoding after Decoding all-loops a = ! (decode-encode a)

Computingencode o loop” is comparatively straightforward. Consequently, to prove a statement for eveayh base base,
it suffices to prove the statement for every phatbp” n, which

_ N - . N
encode-loop” : (n : Int) — Path (encode (loop” n)) n can be done using integer induction mrRecall that the proof

encode-loop” Zero = id

encode-loop” (Pos One) = ap~ transport-Cover-loop of decode-encode depends crucially on the fact theécode
encode-loop” (Pos (S n)) = is defined for a path with a free endpoint. Thus, the essential
encode (loop” (Pos (Sn))) parts of this proof are the path induction used here, and the

~(id) circle induction used to defingecode from loop”. It is crucial

transport Cover (loop o loop” (Pos n)) Zero

~(‘ap=~ (transport-o Cover loop (Ioop” (Pos n))) ) to the methodology for working in homotopy type theory that

transport Cover loop this combination of circle and path induction sufficegptove
(transport Cover (loop” (Pos n)) Zero) this induction principle for loops on the circle, as we disgu
~( ap~ transport-Cover-loop ) further in Section VI.
succ (transport Cover (loop” (Pos n)) Zero)
~(id) G. Summary

suii(;pngggf <(é?1%2d$333p8posn)>> These lemmas give a homotopy equivalence between

succ (Posn) M Path base base and Int, establishing that the loop space of

the circle is equivalent tdnt:
The proof is a simple induction omt, using functoriality of

transport and thetransport-Cover-loop lemmas. We omit the
cases fomNeg, which are analogous.

To prove the equivalence dfath base base and Int, this
is sufficient. If we additionally want an equivalence betwee To identify the fundamental group o' with Int as a
Path base x and Cover x for generalx, then we need to show group, we also must check that this equivalence is a group

Q1 [S1] -is-Int : HEquiv (Path base base) Int
Q1 [S1] -is-Int =
hequiv encode decode decode-encode encode-loop”

that encode-loop” extends to homomorphism. A bijection between carriers is a group ho-
encode-decode : {x : S1} - (c : Coverx) mhomorph|sm |f|one of the fgnc'uons pre;erhves cprtr:posmt)n ﬂ
_ Path (encode (decode {x} ¢)) c then necessarily preserves inverses and the unit becazee t
encode-decode {x} = Sl-induction are unique). Thus, it suffices to show that
(A (x: S') = (c : Coverx) preserves-composition : (nm : Int)
— Path (encode {x} (decode {x} c)) c) — Path (loop™ (n+m)) (loop” n o loop” m)

encode-loop” proof x
The proof is an easy induction, using associativity and unit

This can be proved using circle induction, withcode-loop” ¢ o, the lemmaloop™-preserves-pred defined above, and an

as the image obase. The proof thatencode-loop” is compati- analogous lemma thadop~ (succ n) is loop o loop™ n.

ble with theloop requires a path between two pathslin. Categorically, we can understand the proof we have just
The easiest way to define this is to _obse_rve that all pata@en as follows: The higher-inductive tyr& is a descrip-
between paths irint are equal (that isint is an hsetor o of the freeco-groupoid with one morphism, represented
satisfies uniqueness of identity proofs), which can be moveyqiracryusing the groupoidal framework of type theory. The
by showing that it has decidable equality and then applywbqoof we have given shows that type theory is sufficiently
Hedberg's theorem [5]. powerful to relate this abstract description to cancrete

F. Decoding after Encoding description of the free group on one generator, as the induct

As in Section lll, the proof for decoding after encoding iéypelnt equipped with the function.

a single path induction: Supposge is id : Path base base. VI. CONCLUSION

Thenencode {base} id = Zero, anddecode {base} Zero = | this paper, we have described a technique for charac-

loop® Zero = id, so we need ®ath id id—which can beid.  terizing the path spaces of inductive types in type theary, a
decode-encode : {x : S} (a : Path base x) applied it to two examples. For coproducts, we obtain inject

- Path (decode (encode a)) o ity and disjointness of constructors. For the circle, we pata



its fundamental group, a basic theorem of algebraic topologedundant, and at worst inconsistent. Thus, we pasethese
The proof for the circle illustrates the use of homotopy typguestions about homotopy groups using higher inductivesyp
theory as a logic of homotopy theory: using higher inductivend hope to use homotopy type theory to answer them.
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