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 Philip Winston: What is a time-series 
database?

 Audrey Lawrence: It’s a database that 
is purpose built for data points that 
are measured over time. Time-series 
databases are useful for measuring 
events that change over time. They 
allow for efficient collection, storage, 
and analysis on top of these data—
from doing streaming analytics in 
real time to training machine learn-
ing models off historical time-series 
data. They allow complex analyses 
on top of time-series data.

Why can’t developers store time-series 
data in a Structured Query Language 

(SQL) database, a key-value store, or 
some type of long-existing database?

You run into problems scaling those 
kinds of systems out for performance 
and costs. Because time-series data-
bases are purpose built for this type 
of data, they are more efficient at in-
gesting, storing, and querying. There 
are also a lot of plug-ins you can use 
to easily collect and ingest these met-
rics and visualization tools that help 
later with querying. The solutions 
that teams may need to store time-
series databases can get complex 
and take a lot of developer time to 
build, maintain, and scale out. Of-
ten the metrics stored in time-series  
databases are critical business or op-
erational metrics that must be timely 
and correct. Time-series databases 

can solve problems more cost-effec-
tively with better performance.

 How does someone create a data 
model for a time-series database? 
How is this different from modeling 
for an SQL database?

The core unit is a record, a single mea-
surement at a point in time. A series of 
these measurements over time makes 
up the time series. For each time se-
ries, you have a group of attributes or 
dimensions that describe that time se-
ries. You store those in databases and 
tables to organize the data and con-
trol access, retention, and so on. An 
example would be a fleet of hosts in 
a system. You could have a DevOps 
database and a host-metrics table. The 
dimensions stored with the time series 
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would be things like the region where 
that fleet is located, hostname for the 
different posts, operating system ver-
sion, and the actual metrics you’re col-
lecting, like CPU utilization, memory 
utilization, and traffic input–output.

Time-series databases also tend 
to have a f lex ible schema. For 
Timestream, outside of creating a da-
tabase and a table, you don’t declare 
your measurements and dimensions 
up front; you do that when you’re in-
gesting data, and Timestream will 
figure that out and store the data 
appropriately. In an SQL store, you 
typically have tables with one row 
per measurement, so each of these 
attributes would be in a denormal-
ized view in that row. These dimen-
sion values would be repeated for 
each measurement, which can be 
costly because you’re storing a lot 
more data. And you also have to read 
through those data when you’re doing 
queries. Typically, you’ll add an index 
on the Time column and on some of 
the dimensions, so that you can have 
queries based on those dimensions. 
This also gets hard to balance because 
you don’t want to add too many indi-
ces. And then ingestion will cost a lot. 
But you also need to leverage these in-
dices at query time, or sometimes the 
queries can get way too slow.

 What specifically about queries is 
faster with a time-series database 
compared to SQL?

Time-series databases optimize how 
they store data, such as storing all of 
the data points for one series together 
and then storing the similar series to-
gether. When you’re serving a query, 
you’re able to just read the data that 
are relevant to serve for your query 
and efficiently index these data as well 
so that you can quickly store all of the 
data points. When queries come in, we 

want to be able to efficiently look up 
where the data are and then prune out 
the tiles that aren’t relevant to serving 
that query. Being able to distribute 
queries is also important to keep the 

query performance good as the data 
set grows. With the time-series use 
case, we know that as time goes on, 
we’ll continue growing that data set, 

so being able to massively scale out 
data queries over time is important.

What difficulties does scale pres-
ent to ingestion? If we have many 

data sources, a l l  h igh volume, 
and the total amount of data being 
ingested is huge, how can we cope 
with that?
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We do have to deal with this case, 
and we have a manner of performing 
batching and load balancing with our 
ingestion service.
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You can’t handle that volume of data 
without distributing the load somehow. 
We distribute the load by cutting more 
into our 2D space of tiles. If we’re see-
ing a lot of increased traffic to these tiles, 
we will further split them down so we 
can have more resources working on in-
gestion for that table. Similarly, if we see 
workload decrease to the table, we can 
merge tiles back together so we don’t 
have resources not working on a lot of 
incoming data. Time-series data are usu-
ally immutable, but sometimes they are 

not. We need to support data updates 
and data deduplication if we are re-
ceiving duplicate data points and also 
out-of-order data or even data that could 
be really old. Time-series data often do 
come in like this. That allows us to scale 
our system and not have a lot of conflicts 
when multiple different hosts are getting 
the exact same data points that they 
need to ingest. But we do have to deal 
with this case, and we have a manner of 
performing batching and load balanc-
ing with our ingestion service.

 What trends have you noticed in time-
series databases? Where do you see 
things evolving in the next three to 
five years?

We’ll see a lot of evolution in time-
series databases just in their growth 
and adoption. We’re just getting 
started in terms of usage of time-series 
databases and the functionality that 
they can serve. So much data out there 
across so many industries are time 
series in nature. Most data you’re 
collecting have some sort of time ele-
ment such that you tend to not care 
so much about the current state of 
things as you do about historical 
data. As machine learning expands, 
and we make devices and different 
operators smarter, giving them in-
sight into these historical data is re-
ally important. Also, as time-series 
databases become increasingly used, 
we’ll see more use cases across differ-
ent industries. 
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