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Abstract 
 

Testing compositions of web services is complex, 
due to their distributed nature and asynchronous 
behaviour. However, research in this field is scarce. 
We propose a new testing method for compositions of 
web services. A formal verification tool (the SPIN 
model checker) will be used to automatically generate 
test suites for compositions specified in an industry 
standard language: BPEL. Adequacy criteria will be 
employed to define a systematic procedure to select the 
test cases. Preliminary results have been obtained 
using a transition coverage criterion. 
 
1. Introduction 
 

Web services are becoming the default choice when 
implementing distributed software. They are 
asynchronous, low-coupled and platform-independent. 
The composition of web services (specified with 
languages such as BPEL [18]) enables the 
implementation of interoperable business processes. 
Furthermore, it has encouraged an increasing 
investment in this kind of software worldwide, which 
doubled from 2003 to 2004, reaching $2.3 billion. That 
figure is expected to continue to grow and become $15 
billion by 2009, according to IDC research studies 
[19]. This high acceptance by industry has led to 
concerns regarding the testing processes of web 
services software. Canfora and Di Penta [5] and Zhang 
and Zhang [24] have identified a number of unresolved 
challenges in the application of traditional software 
testing technologies to web services such as: 

1. The need to remotely test web services, with its 
associated cost. 

2. The impact that the limited information exposed 
about a web service has on the design of test cases. 

3. The ability to dynamically search and invoke web 
services. 

Bearing in mind the above mentioned challenges, in 
this research abstract we will propose a new testing 
method for compositions of web services. Related 
work will be reviewed in Section 2. Then, in Section 3, 
the proposal is specified. The abstract ends with the 
expected contributions of this research, in Section 4. 

 
2. Related work 
 

Research in verification and validation applied to 
compositions of web services may be basically 
classified in two categories: papers describing formal 
verification approaches and others that use testing 
techniques.  

Most of the research in this field has been directed 
towards formal verification. However, recent results 
show the limited feasibility of automated verification 
applied to compositions of web services [4] [11]. The 
goal of formal verification approaches is to decide 
whether it may be said that certain properties hold in 
the composition under study. Fu et al [12] use the 
SPIN model checker to formally verify compositions 
of web services specified in BPEL. Their approach 
thus shares with ours the use of SPIN and the need to 
build a model for the business process, as it will be 
explained in Section 3. They do not generate test cases, 
as they use the model checker to verify certain 
(selected by hand) properties. In the same line of work, 
Foster et al [10] use Finite State Processes (FSP) to 
model compositions of web services and describe the 
use of the LTSA tool [9] to formally verify BPEL 
specifications. They propose specifying the desired 
properties in terms of Message Sequence Charts, a 
technique included in the Unified Modelling Language 
(UML). Using a different model and verification 
paradigm, Narayanan and McIlraith [20] propose 
annotating web services with semantic descriptions 
(DAML-S) of their capabilities, to subsequently 
encode these in a Petri Net.  
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Regarding testing approaches, Chun and Offutt [6] 
and Offutt and Xu [21] describe the application of 
mutation analysis and data perturbation in the testing 
of web services. Their processes are defined at the unit 
level, so the targets are the individual web services and 
not their composition. Bertolino and Polini [3] propose 
a framework for dynamic testing of web services 
interoperability. They introduce a testing stage called 
“audition” before the services are published on a UDDI 
registry. In combination with verification techniques, 
Huang et al [17] describe a method to test composite 
web services. They explicitly specify the web services 
behavior (using OWL-S) and define the desired 
properties by hand. Then, they use model checking to 
ascertain whether the properties hold. 

In summary, many of the above mentioned works 
(such as [12], [17] or [20]) rely on the explicit 
annotation of web services behaviour. Thus, further 
research is needed on testing compositions of web 
services with no added knowledge but the specification 
of the composition itself. Furthermore, the selection of 
test cases is done manually in most of the papers we 
have found on testing compositions of web services. 
New research should spot the adoption of automatic 
algorithms for test case selection on this field.  

 
3. Conformance testing of web services 
compositions 
 

Our research hypothesis is that a new method for 
generating test suites for compositions of web services 
is needed, with the following characteristics: 

• It will be static, so there will be no need to execute 
the software for obtaining the test cases. Thus, we 
avoid the cost of remotely executing the web 
services and undertake the first of the challenges 
listed in the introduction. 

• The only required input will be a specification of 
the composition in BPEL. The obtained test cases 
will be independent from the particular 
implementation and we adhere to industrial 
standards. This decision is meant to tackle the 
third challenge listed in the introduction. 

To build such a new method, we will rely on an 
existing technique called model checking [7]. It is a 
formal verification technique that enables the 
automatic detection of whether certain properties hold 
in a model. It has a number of well documented 
applications, ranging from the verification of protocols 
[23] to fault detecting in software systems [15]. SPIN 
is one of the most commonly used model-checking 
tools [16]. Using SPIN, properties can be specified by 
assertions in the model or shaped as Linear Temporal 

Logic (LTL) formulae. The tool searches all the 
possible states within the model and checks whether 
the properties hold. If not, it gives a trace of the steps 
illustrating the violation of the property, which is 
called a counterexample.  

Model checking is commonly used for systems 
verification, but it can be applied to generate test cases 
[1] [14]. In order to obtain a test case for a certain 
requirement C, the model checker is fed with a model 
for the software and a LTL formula stating that C 
never holds. The output obtained from the tool is hence 
a counterexample in which the software fulfils C. That 
counterexample can be transformed into a test case, as 
it describes an execution of the software in which the 
desired test requirement holds.  

The above technique can be adapted to generate test 
case specifications for conformance testing of BPEL 
compositions (here we use the term “conformance 
testing” as defined in [2]). Our method, which is 
depicted in Figure 1, comprises four steps: Step 1: 
Transforming BPEL to PROMELA (the input language 
of SPIN), Step 2: Applying an adequacy criterion, Step 
3: executing the model checker (and obtaining a 
counterexample) and finally Step 4: Test case 
specification. 

First of all, the business process must be 
transformed into PROMELA. We will also need to 
model the external behaviour of the different web 
services (called partners in BPEL) that participate in 
the business process. The BPEL specification does not 
directly include information about their behaviour. 
Thus, a mock model will be constructed for each 
partner based upon its interface with the business 
process. 

Secondly, in order to produce test cases, test 
requirements must be identified. As it has been said 
before, this is commonly done by hand. Yet, we will 
describe systematic procedures to obtain test 
requirements from different adequacy criteria. These 
criteria will guide the instrumentation of the 
PROMELA code, in order to discern if an execution of 
the model meets the test requirements. In addition, 
LTL properties will be properly constructed expressing 
the negation of the identified requirements. 

The third step is the execution of the model checker. 
The counterexample obtained from a SPIN run is a 
sample execution of the BPEL process in which the 
test requirements included in the LTL are exercised. 

Lastly, to specify the test case, we will analyse how 
to get relevant information from the counterexample 
generated with SPIN. The test case specification will 
include the inputs and the desired output, both of them 
expressed in terms of the information exchanged 
between the business process and the partners. 
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Figure 1. Overview of the proposed method. 

 
Regarding the evaluation of the method, its 

application to real-life compositions of web services 
must be taken into account. However, as there are not 
many publicly available compositions [8], synthetic 
ones may need to be constructed. To validate our 
results, we will use fault-injection techniques with 
different implementations of the same composition. If 
our method is sound, the execution of the obtained test 
suite will enable us to discriminate the correct 
composition from the faulty ones. We also plan to 
contrast the faults detected using our method to the 
ones obtained applying other techniques. Controlled 
experiments will also be tried to further validate our 
approach. 

In our preliminary work [13], we use a transition 
coverage criterion (taken from [22]) to select the test 
cases. Specifically, the criterion states that the resulting 
test suite must include test cases that cause every 
transition in the BPEL specification to be taken. To do 
so, on the second step of our method, transitions are 
identified in the BPEL specification and mapped to 
PROMELA. Also, a LTL property is constructed for 
each transition to find a counterexample for that given 
transition (a run in which the transition is exercised). 
To build a test suite that meets the above defined 
transition coverage criterion, the model checker should 
be executed as many times as transitions are identified 
in the BPEL. To reduce the number of test cases, all 

the transitions covered with each counterexample are 
taken into account. In our first case study, using the 
well-known “loan approval” sample composition, the 
number of test cases obtained is the minimum required 
to give transition coverage for the specification. 
 
4. Expected contributions 
 

The main contribution of our research will be the 
definition of a new method to obtain conformance test 
suites for compositions of web services. The method 
will rely on a model checking tool (SPIN) for 
obtaining test cases specifications from a model of the 
business process.  

Our research will address how to transform a BPEL 
specification to a PROMELA model. Test cases will be 
automatically selected to fulfil certain adequacy 
criteria. Thus, we will describe procedures to: 

• instrument PROMELA code, considering those 
criteria; 

• construct LTL properties for the counterexamples 
to show sample executions of the model that meet 
the criteria; 

• automatically obtain a test suite specification from 
the counterexamples that SPIN provides.  

After the preliminary case studies, immediate lines 
of work are the application of different adequacy 
criteria, such as those described by Offutt et al in [22] 
and its automation. Research will also be directed to 
fully determine the scalability of the method.  
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