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Abstract— The development of hardware neural networks,
including neuromorphic hardware, has been accelerated over
the past few years. However, it is challenging to operate very
large-scale neural networks with low-power hardware devices,
partly due to signal transmissions through a massive number
of interconnections. Our aim is to deal with the issue of
communication cost from an algorithmic viewpoint and study
learning algorithms for energy-efficient information processing.
Here, we consider two approaches to finding spatially arranged
sparse recurrent neural networks with the high cost-performance
ratio for associative memory. In the first approach following
classical methods, we focus on sparse modular network struc-
tures inspired by biological brain networks and examine their
storage capacity under an iterative learning rule. We show that
incorporating long-range intermodule connections into purely
modular networks can enhance the cost-performance ratio.
In the second approach, we formulate for the first time an
optimization problem where the network sparsity is maximized
under the constraints imposed by a pattern embedding condition.
We show that there is a tradeoff between the interconnection cost
and the computational performance in the optimized networks.
We demonstrate that the optimized networks can achieve a better
cost-performance ratio compared with those considered in the
first approach. We show the effectiveness of the optimization
approach mainly using binary patterns and apply it also to gray-
scale image restoration. Our results suggest that the presented
approaches are useful in seeking more sparse and less costly
connectivity of neural networks for the enhancement of energy
efficiency in hardware neural networks.
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I. INTRODUCTION

UNLIKE the traditional rule-based computing, the paral-
lel distributed computing based on neural information

processing is able to perform intelligent tasks through learning
from sample data, such as pattern recognition, classifica-
tion, estimation, and prediction. Hardware implementations
of artificial neural networks have been widely studied for
laboratory experiments and commercial purposes over the two
decades [1], [2]. In the past few years, a rapid progress has
been made in the development of neuromorphic chips with
low power consumption [3], [4]. For enhancing scalability,
however, it is necessary to more efficiently implement a
massive number of interconnections corresponding to biolog-
ical synapses. In many current configurations, local intercon-
nections are implemented with a crossbar array architecture
and global interconnections are achieved indirectly with a
routing system [5]. Therefore, the communication cost for
signal transmissions between neuronal units increases as they
become distant in the integrated circuit. Since the number of
global interconnections tends to dramatically increase with
the system size in many existing neural network models,
the interconnection problem should be a bottleneck in realizing
scalability of hardware neural networks and neuromorphic
devices [6], [7].

For reducing the communication cost in hardware neural
networks, it is significant to decrease the number of global
interconnections as well as lessen the frequency of signal
transmissions through each interconnection. These require-
ments also correspond to the important constraints in the
brain and give a clue to understand an efficient synap-
tic plasticity [8]. Our study particularly focuses on the
former point, i.e., how to save the interconnection cost
and increase the cost-performance ratio. For this purpose,
we develop learning methods which work with more sparse
network structures and less costly connection topologies. This
approach from the algorithm side would be complementary
to the effort for efficient implementation techniques from the
hardware side.

The original Hopfield network [9] with full connectivity
is a typical example of densely connected recurrent neural
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networks. Thanks to the fully connected structure, the Hopfield
network has an energy function that monotonically decreases
with each update of the neuronal state. Such a property is
favorable for many applications including associative memory
[10], image restoration [11], and combinatorial optimization
problems [12]. In an autoassociative memory task, the Hop-
field network embeds multiple patterns into the interconnec-
tion weights by a Hebbian learning rule. When a noisy version
of one of the stored patterns is given as the initial network
state, the network iteratively updates its state and retrieves
the correct stored pattern in a successful case. The maximum
number of successfully stored patterns is often represented as
αN , where N is the number of neurons and α is the storage
capacity used for evaluation of the computational performance.
It was theoretically shown that the storage capacity of the Hop-
field network is α ∼ 0.14 [10]. This performance is achieved
with approximately N2 interconnections which should cause
the interconnection problem for large N .

Motivated by biological and physical interests, the Hopfield
network with nonfully connected structures has been widely
studied. Sompolinsky [13] investigated diluted Hopfield net-
works where the fraction c of the interconnections is randomly
removed from the original fully connected network. It was
found that the storage capacity of the diluted network is
approximately given by α ∼ 0.14(1 − c). This means that
the computational performance is degraded linearly with the
dilution factor. This early study was followed by the analy-
ses of the associative memory ability of randomly diluted
Hopfield networks [14]–[19]. In addition, much attention has
been paid to the Hopfield networks with complex topologies
including small-world networks [20]–[22], scale-free networks
[23], and other architectures [24], [25]. Some studies suggest
that homogeneously connected random networks are better
than heterogeneously connected ones in the storage capacity
when the interconnection density is the same [20], [26], [27].
Most of the above-mentioned studies use the classical one-shot
Hebbian learning rule [28] for the storage of patterns, but there
is an option to use another learning rule, e.g., the iterative
Hebbian learning rule (Perceptron-like learning) [29]–[31],
for improving the storage capacity. So far, few studies have
explored effective network structures under the iterative learn-
ing algorithm. Moreover, although a variety of sparse network
structures have been considered, their efficiency in hardware
computation has not yet been quantitatively evaluated.

The purpose of this paper is to examine spatially arranged
sparse Hopfield-type networks for energy-efficient associative
memory in terms of cost-performance relationship. We take
two approaches for obtaining sparse recurrent network struc-
tures with low interconnection cost: one is to compare different
network structures with a fixed sparsity; the other is to
optimize the network structure for maximizing its sparsity
during the learning process. In the first approach, we focus
on sparse modular network structures which are biologically
plausible [32]–[34]. We clarify how the storage capacity scales
with the number of modules and demonstrate a modification
of the interconnection topology that enables a compatibility
between large storage capacity and low interconnection cost.
In the second approach, we optimize the network structure

such that the number of interconnections is minimized under
the constraints imposed by a pattern embedding condition.
We find a tradeoff between the interconnection cost and
the storage capacity in the optimized networks. Our results
show that the second approach can give a more cost-effective
network structure than the first approach at the expense of
computation time for optimization. Finally, we discuss remain-
ing issues and possible efforts for enhancing energy efficiency
in the associative memory networks.

The main novelty of this paper is to consider for the first
time how to enhance energy efficiency of hardware neural
networks for associative memories in a theoretical framework
as well as to formulate the optimization problem for finding
the optimal interconnection weights that maximize the sparsity
of recurrent neural networks for associative memory. Our
optimization method is regarded as a new learning method
for associative memory, which combines the iterative learning
algorithm [29]–[31] and the concept of sparse optimization
[35]. The relevance of our method is validated by numerically
showing that the optimized network connectivity is very sparse
and costless while achieving reasonable computational perfor-
mance. Our optimization method can be applied to a neural
network of any size in principle, although more computation
time and computer memory are needed for larger neural
networks. If the size of patterns used for associative memory
is very large, they can be divided into a set of smaller patterns
so that they can be handled with smaller neural networks in
parallel and the computation time is saved.

This paper is organized as follows. In Section II, we describe
the two approaches for finding sparse recurrent neural net-
works with the high cost-performance ratio. In Section III,
we show the results of associative memory tests with the
sparse neural networks obtained by the two approaches.
In Section IV, we summarize the results and give a discussion.

II. METHODS

The associative memory task is divided into the learning
phase and the retrieval phase. In this section, we introduce two
approaches for conducting the associative memory task using
sparse recurrent neural networks with low interconnection
cost. The first approach is to assume a sparse modular network
structure as described in Section II-A. The second approach
is to optimize the network connectivity so as to maximize the
network sparsity as described in Section II-B. In the retrieval
phase, the network state is repeatedly updated to retrieve a
correct pattern from a noisy one as explained in Section II-C.
The measure for evaluating the interconnection cost of the
sparse neural networks is introduced in Section II-D.

We consider a recurrent neural network consisting of N
neurons which are interconnected with each other [9]. The
neuronal states are represented by an N-dimensional vector
x = (x1, . . . , xN )� where xi ∈ [−1, 1] denotes the state
of neuron i for i = 1, . . . , N . The connection weights
are represented by an N × N weight matrix W = (wi j ),
where wi j denotes the weight of the connection between
neuron i and neuron j . We assume that the weight matrix
is symmetric, i.e., wi j = w j i , and the self-loops are not
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allowed, i.e., wii = 0 for all i . The interconnection density d is
defined as the number of nonzero components in W divided by
N(N −1). The P sample patterns to be stored are represented
as N-dimensional binary vectors, s(k) = (s(k)

1 , s(k)
2 , . . . , s(k)

N )�
for k = 1, . . . , P , where s(k)

i ∈ {−1, 1} for i = 1, . . . , N . The
set of stored patterns is simply represented as an N×P matrix
S = (s(1) s(2) · · · s(P)).

A. Learning Methods for Fixed Sparse Networks

In the original Hopfield model with full connectivity [9],
the weight matrix W is determined with the one-shot Hebbian
learning rule [28] described as follows:

W = 1

N
SS�. (1)

The diagonal components are deleted by subtracting diag(W )
from W to prohibit self-loops. The symmetric weight matrix
W determined in this way enables to well define an energy
function that monotonically decreases with each update of the
neuronal state [9]. Since the stored patterns are embedded
into point attractors corresponding to the local minima of the
energy landscape, each stored pattern is retrieved from a per-
turbed one after iterative updates of the network state, result-
ing in a successful memory association. However, in many
Hopfield-type networks with sparse or diluted connectivity
mentioned in Section I, the weight matrix is determined by
the one-shot Hebbian rule in (1) and the weights of the absent
interconnections are not used in the retrieval phase. This means
that some information of the stored patterns assigned to these
weights are lost compared with the full connectivity case
and that it leads to a low storage capacity compared with
the original Hopfield model. A possible way to mitigate the
information loss is to distribute the information of the stored
patterns only to the weights of the existing interconnections.

Such efficient information coding is possible using the
iterative Hebbian learning rule [29], [30], which is often called
the Perceptron-like learning rule. In fact, some studies have
shown that the iterative learning rule yields a better storage
capacity than the one-shot learning rule in sparse networks
[36], [37]. Therefore, we mainly focus on the iterative learning
rule as described in the following.

Each neuron receives the sum of weighted inputs from the
other neurons. The net input is often called the local field hi

which is given by

hi (x) =
∑
j∈Vi

wi j x j for i = 1, . . . , N (2)

where Vi ⊆ {1, 2, . . . , N} \ {i} stands for the set of indices
of neurons that are connected to neuron i . Then, the state of
neuron i is updated using the sign function as follows:

x ′i = sgn(hi (x)− θi ) for i = 1, . . . , N (3)

where x ′i represents the updated state and θi represents the
threshold. A necessary condition for associative memory is
that the patterns s(k) for k = 1, . . . , P correspond to the fixed
points of (3). Therefore, the pattern embedding condition

Algorithm 1: Iterative Hebbian Learning Algorithm [29]

Initialize the weight variables, wi j = 0 for 1 ≤ i, j ≤ N ;
Initialize the flag for (5), f lag = 0 ;
Initialize the iteration step, l = 0 ;
while f lag = 0 or l < lmax do

f lag = 1 ;
for k := 0 to P do

for i := 0 to N do
hi =∑

j∈Vi
wi j s(k)

j ;

if s(k)
i hi < δ then
wi j ← wi j + s(k)

i s(k)
j /N ;

f lag = 0 ;
end

end
end
l ← l + 1 ;

end

can be given by the set of NP simultaneous inequalities as
follows [29]:

s(k)
i (hi (s(k))−θi)≥δ>0 for i = 1, . . . , N and k = 1, . . . , P

(4)

where δ is a margin parameter introduced to widen the
stability regions (i.e., the basins of attraction) of the fixed
point attractors corresponding to the stored patterns [29].
Setting θi = 0 for all i for simplicity, the above condition is
rewritten as follows:

s(k)
i

⎛
⎝∑

j∈Vi

wi j s(k)
j

⎞
⎠ ≥ δ for i = 1, . . . , N and k = 1, . . . , P.

(5)

Once the network structure is given, the weights wi j for
existing interconnections can be determined to satisfy the
condition (5) using an iterative Hebbian algorithm (see Algo-
rithm 1). We initially set wi j = 0 for all the weights. Until
the condition (5) is satisfied, the weight is repeatedly updated
as follows [29]:

wi j ← wi j + 1

N
s(k)

i s(k)
j for all j ∈ Vi . (6)

This process will give a suitable weight matrix satisfying
the pattern embedding condition (5) after a finite number of
iterations if it exists [29]. The same weight matrix can be
obtained by setting δ = 1 in the condition (5) and instead
replacing (6) with wi j ← wi j + s(k)

i s(k)
j /(δN). It is possible

that there is no solution satisfying the condition (5), e.g., for
a very sparse network. Therefore, in practice, we terminate
the iterative algorithm after a preset number of maximum
iterations, lmax.

B. Learning Methods With Network Sparsification

To seek a more sparse network structure, we formulate
an optimization problem that minimizes the interconnection
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cost under the pattern embedding conditions (5). We can
use the techniques of sparse optimization, which have been
widely applied in compressed sensing, signal processing,
image processing, and machine learning [35]. Although a
minimization of the total number of interconnections can
be directly formulated as an L0-norm optimization problem,
it is well known that this problem is NP-hard in terms
of computational complexity [38], [39]. A typical way for
reducing the computational cost is to consider a relaxation
problem using L1-norm, which is a linear programming prob-
lem and solvable in polynomial time. Thus, we consider an
approximated problem using the L1-norm optimization where
the objective function is given by the sum of the absolute
values of the weight variables [40], [41]. Recently, the similar
approach based on the L1-norm optimization has been used
for understanding energy and resource efficiency in the brain
[8], [42], although recurrent connections are not considered.
Some other studies have also used optimization methods to
examine how biologically inspired constraints influence the
structure and function of neural circuits [43]–[45].

In our formulation for recurrent neural networks, the con-
straints are given by the set of inequalities (5). Since the
weight matrix is symmetric and the diagonal elements are null,
we have

∑N
i=1

∑N
j=1 |wi j | = 2

∑N
i=2

∑
j<i |wi j | and we can

take the lower triangular elements of W as the independent
variables to be optimized. For a given set of pattern vectors
s(k) (k = 1, . . . , P), the optimization problem is formulated
as follows:

min
W

N∑
i=2

∑
j<i

|wi j | (7)

s.t. s(k)
i

⎛
⎝∑

j

wi j s(k)
j

⎞
⎠ ≥ δ

for i = 1, . . . , N and k = 1, . . . , P (8)

w j i = wi j for all i, j = 1, . . . , N (9)

wii = 0 for all i = 1, . . . , N. (10)

This optimization problem can be transformed into a linear
programming problem as described in the following. The
lower triangular elements are represented as the following
vector:

v = (v1, v2, . . . , vK )� (11)

where K ≡ N(N − 1)/2 and
⎛
⎜⎜⎜⎜⎜⎝

0 0 0 0 0
v1 0 0 0 0
v2 vN 0 0 0
...

...
. . . 0 0

vN−1 v2N−3 · · · vK 0

⎞
⎟⎟⎟⎟⎟⎠

=

⎛
⎜⎜⎜⎜⎜⎝

0 0 0 0 0
w21 0 0 0 0
w31 w32 0 0 0
...

...
. . . 0 0

wN1 wN2 · · · wN,N−1 0

⎞
⎟⎟⎟⎟⎟⎠

.

First, we rewrite the objective function (7) using the ele-
ments of v as follows:

N∑
i=2

∑
j<i

|wi j | =
K∑

n=1

|vn|. (12)

A minimization of |vn | can be reformulated by replacing
vn with the difference between two nonnegative variables as
follows [46]:

vn = v+n − v−n for n = 1, . . . , K (13)

where v+n ≥ 0 and v−n ≥ 0. Assuming v+n v−n = 0, we obtain
|vn| = v+n + v−n because (v+n , v−n ) = (vn, 0) if vn ≥ 0
and (v+n , v−n ) = (0,−vn) otherwise. We define the two
K -dimensional vectors as follows:

v+ = (
v+1 , . . . , v+K

)�
(14)

v− = (
v−1 , . . . , v−K

)� (15)

where v = v+ − v−. Using ṽ ≡ (
v+
v−

)
, the objective function

(7) can be rewritten as c�2K ṽ, where c j = (1, . . . , 1)� is the
j -dimensional column vector with all elements equal to 1.
When all the elements of c2K are nonnegative as in this case,
we can drop the condition v+n v−n = 0 [46].

Next, we rewrite the constraints (8) using the vector ṽ.
We define the N2-dimensional column vector containing all
the elements of the weight matrix W as follows:

w =

⎛
⎜⎜⎜⎝

w1
w2
...

wN

⎞
⎟⎟⎟⎠ (16)

where

wi = (w1i , w2i , . . . , wNi )
� for i = 1, . . . , N. (17)

We also define the P × P diagonal matrix Qi consisting of
the pattern vector elements as follows:

Qi =

⎛
⎜⎜⎜⎜⎝

s(1)
i 0 . . . 0
0 s(2)

i . . . 0

0 0
. . . 0

0 0 . . . s(P)
i

⎞
⎟⎟⎟⎟⎠

for i = 1, . . . , N.

Using the componentwise inequality, the set of the NP inequal-
ities (8) can be written as follows:

Q Rw − δ ≥ 0 (18)

where

Q = diag(Q1, Q2, . . . , QN ) (19)

R = diag(S�, S�, . . . , S�) (20)

δ = (δ, . . . , δ)� (21)

0 = (0, . . . , 0)�. (22)

Since the diagonal elements of W are null and the upper
triangular elements can be represented using the lower trian-
gular elements from symmetry, we can find the N2×K matrix
E that satisfies the following equation:

Ev = w (23)
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where E = (ei j ) with ei j ∈ {0, 1}. Substituting (23) into (18)
and using v = v+ − v−, we obtain

QRE(v+ − v−)− δ ≥ 0. (24)

This is equivalent to

Q RẼ ṽ − δ ≥ 0 (25)

where Ẽ ≡ (E,−E) is the N2 × 2K matrix.
As a result, the optimization problem (7)–(10) is converted

to the following linear programming problem with respect to
variables ṽ:

min
ṽ

c�2K ṽ (26)

s.t. Q RẼ ṽ − δ ≥ 0 (27)

ṽ ≥ 0. (28)

Once ṽ is found by solving the above-mentioned problem,
the weight vector w is obtained from (23). We set wi j = 0 if
|wi j | < ε where ε is the cutoff parameter.

We can add structural constraints in advance by forcing
some elements of v to be zero. In this case, the variables
which can be nonzero are represented by u = (u1, . . . , uL)
with L < K , where u1, . . . , uL ∈ {v1, . . . , vK }. We can find
the K × L matrix F that satisfies the following equation:

Fu = v (29)

where F = ( fi j ) with fi j ∈ {0, 1}. Introducing new vectors
u+ and u−, satisfying u = u+ − u−, and defining ũ = (

u+
u−

)
,

we can incorporate the structural constraint into the linear
programming problem as follows:

min
ũ

c�2L ũ (30)

s.t. Q RẼ F̃ ũ− δ ≥ 0 (31)

ũ ≥ 0 (32)

where F̃ = (F, F)�. Once ũ is found by solving the above
problem, the weight vector w is obtained from (23) and (29).
We set wi j = 0 if |wi j | < ε.

In numerical experiments, the linear programming problems
are solved using the interior point method solver in MOSEK
optimization toolbox [47] operating on the software package
MATLAB [48].

C. Retrieval Phase

After the weight matrix W is determined in the learning
phase, the associative memory ability is tested in the retrieval
phase. We generate a noisy input pattern s̄(k) by flipping
randomly chosen σ N components in the pattern s(k) for k =
1, . . . , P , where σ ∈ [0, 1] represents the noise level. The
network state at time step t is represented as x(t). For pattern
k, the initial state is set as x(0) = s̄(k). Then, the neuronal
states are repeatedly updated as follows:

xi (t + 1) = f

⎛
⎝∑

j∈Vi

wi j x j (t)

⎞
⎠ for i = 1, . . . , N (33)

where f (x) = 2/(1 + e−x/a) − 1 is the sigmoidal activation
function and its nonlinearity is adjusted by the slope parameter
a. The real vector x(t) is transformed into a binary vector
y(t) by thresholding as follows: y(t) = (y1(t), . . . , yN (t))�
where yi (t) = 1 if xi (t) ≥ 0 and yi (t) = −1 otherwise.
The state update is performed asynchronously and continued
until the network state converges to a steady state or the
time step reaches the predefined maximum value tmax.
We denote the binary vector corresponding to the final network
state by y(k)

f .
Now, we can see how the margin parameter δ influences the

retrieval process. We denote the optimal weights determined
from the optimization problem (7)–(10) by w∗i j (δ) for i, j =
1 . . . , N . Then, it is obvious that w∗i j (δ) = δw∗i j (1), and there-
fore, f (

∑
j∈Vi

w∗i j (δ)x j ) = f (δ
∑

j∈Vi
w∗i j (1)x j ). This means

that, instead of using w∗i j (δ) in the retrieval phase, we can
use the optimal weights w∗i j (1) for δ = 1 and the modified
activation function f (x) = 2/(1 + e−δx/a) − 1. Therefore,
we only need the results of the optimization calculation for
δ = 1. An increase in the δ value is equivalent to a decrease
in the slope parameter of the activation function, resulting in
a steeper function.

The associative memory ability is evaluated by how the
retrieved pattern is close to the correct pattern vector s(k). For
pattern k (k = 1, . . . , P), the overlap between the retrieved
pattern and the correct pattern is given by

m(k) = 1

N
s(k) · y(k)

f (34)

which ranges between −1 and 1. If the memory retrieval is
perfect, then m(k) = 1. For evaluation of the computational
performance, we use the average overlap m defined as follows:

m = 1

P

P∑
k=1

m(k). (35)

We denote by Pmax the maximum number of stored patterns
such that m ≥ 1 − ξ where ξ (0 ≤ ξ � 1) represents the
acceptable error.

D. Cost Evaluation

In hardware neural networks, short-range communications
are less costly than long-range ones [5]. Therefore, we simply
assume that the communication cost is approximately eval-
uated by the interconnection cost for the existing intercon-
nections in a 2-D space. We suppose that N neurons are
arranged like grid points in the 2-D square space as illustrated
in Fig. 1. The size of the square is N (1/2) × N (1/2). The
length of the interconnection between neuron i at (xi , yi ) and
neuron j at (x j , y j ) is defined as the L1 (Manhattan) distance
D(i, j) = |xi−x j |+|yi−y j |, which corresponds to the number
of hops along the grid lines for signal transmissions. The total
length of the interconnections, normalized by the space size,
is given by

D = 1

N

⎛
⎝

N∑
i=1

∑
j∈Vi

D(i, j)

⎞
⎠. (36)
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Fig. 1. Schematic of the arrangement of neuronal units in the square space.
The size of the space is N (1/2)×N (1/2) for a network consisting of N neurons.
The interconnection cost for connecting neuron i and neuron j in this space
is evaluated by the L1-norm (Manhattan) distance D(i, j) as indicated by the
dashed line.

Fig. 2. Examples of the binary image patterns with size 32 × 32 used for
the associative memory test. (a) Random patterns. (b) Handwritten character
images [49]. (c) Fingerprint images [50].

We define the normalized interconnection cost as follows:

C = D/D0 (37)

where D0 is the total cost for the original fully connected
Hopfield network, i.e., D0 ≡ (1/N)

∑N
i=1

∑N
j=1, j 
=i D(i, j).

III. RESULTS

A. Setup of Numerical Experiments

We mainly used the three kinds of image patterns shown
in Fig. 2 for associative memory tests. The random patterns
shown in Fig. 2(a) were generated by randomly assigning
black or white color to each pixel with probability 0.5.
Fig. 2(b) shows the handwritten character images from the
U.S. postal database [49], including 26 alphabets and 10 digits.
Fig. 2(c) shows the fingerprint images from the database used
for Fingerprint Verification Competition [50]. The size of all
of these images was scaled to 32 × 32. To handle these
images, we fixed the number of neurons at N = 1024. We set
the parameters at δ = 1, a = 0.1, ε = 0.001, ξ = 0.05,
lmax = 50 000, unless otherwise noted. Furthermore, in order
to demonstrate that our network sparsification is effective for
more practical images, we employed gray-scale images in
Section III-E.

B. Fixed Network Structures

Once a network structure is given, we can determine the
weight matrix by the learning rule as described in Section II-A.
The interconnection density d , or the network sparsity, is fixed
for fair comparison between different network topologies.

We seek a network topology which yields better storage capac-
ity and enables efficient computing with less energy. Sparsity
and modularity are the major characteristics of biological brain
networks [32]–[34]. These factors can be a key for the brain
function to operate with very low power consumption [51].
Based on this notion, we focus on sparse modular network
structures in this section. This type of structure is advantageous
in terms of interconnection cost as well. We assume that the
whole network consists of M modules with the same size.
Each module contains N/M locally interconnected neurons.
As M increases, the interconnections become localized.

Fig. 3 shows the performance comparison based on the
average overlap m between the one-shot rule (1) and the
iterative rule (6) in the associative memory tests with random
patterns. Fig. 3(a)–(c) correspond to the three types of sparse
modular network structures with M = 1, M = 4, and M = 16,
respectively. In all the networks, the interconnection density
is fixed at d = 0.05. The first and second columns show the
spatial structures of the modules and the connectivity matrices,
respectively. The connectivity in each module is random and
there are no intermodule connections. The third and fourth
columns show the final overlap m for the one-shot rule and the
iterative rule, respectively. In each panel, the results for three
different noise levels σ are plotted. The results show that the
iterative rule yields much better performance than the one-shot
rule. The computational performance for the iterative learning
rule is degraded with an increase in the noise level σ , but it
is still much higher than that of the one-shot rule. Under the
iterative learning rule, the associative memory ability gradually
decreases with an increase in the number of modules M .
Hereafter, we focus on the iterative learning rule.

Fig. 4 shows how the associative memory ability of the
sparse modular networks depends on the number of stored
patterns P and the noise level σ for the three kinds of image
patterns. Fig. 4(a)–(c) correspond to the network structures
shown in Fig. 3(a)–(c), respectively. The gray-scale color in
each panel indicates the final overlap m. The white region
surrounded by the dashed lines corresponds to the parameter
conditions such that m ≥ 1− ξ . Therefore, the computational
performance can be approximately compared based on the size
of the white region. For all the image patterns, the single
module network [Fig. 4(a)] yields the best performance. As the
number of modules increases, both the memory capacity and
the noise tolerance are deteriorated. Although local intercon-
nections are desirable for reducing the communication cost,
the increase in the number of modules causes the decline of
the computational performance as seen from the comparison
shown in Fig. 4(a)–(c). This result indicates that the networks
only with very localized interconnections result in low com-
putational performance.

Inspired by the fact that the biological brain networks are
not perfectly modularized but have shortcut pathways between
the modules [32]–[34], we introduce intermodule connections
into the purely modular structure with M = 16 shown
in Fig. 3(c). We randomly chose 30% of the intramodule
connections in each module and rewired them to be intermod-
ule connections. The interconnection density is not changed
by this rewiring and kept at d = 0.05. By this structural
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Fig. 3. Performance comparison between the one-shot and iterative Hebbian learning rules in sparse modular networks. The interconnection density is fixed
at d = 0.05. The first and second columns show the spatial modular structures and the connectivity matrices, respectively. The third and fourth columns show
the final overlap m for the random patterns shown in Fig. 2(a) under the one-shot and iterative rules, respectively. (a) M = 1. (b) M = 4. (c) M = 16.

modification, the storage capacity is expected to increase
without largely increasing the interconnection cost. If the
connections are randomly rewired, the network modification
process is similar to that for generating a Watts–Strogatz
small-world network [52] from a locally connected network.
In the previous studies on small-world networks that are char-
acterized by a small average shortest path length and a large
clustering coefficient [20]–[22], it is reported that the storage
capacity increases with the rewiring probability. The same
property was confirmed in our previous study for different
values of the rewiring fraction [51]. We have tested four
topologies depending on whether the intramodule connections
are regular or random and whether the intermodule connec-
tions are regular or random as in [51]. In all the four cases,
the enhancement of computational performance was observed.
The best performance among these four cases was obtained
for the network structure with random intramodule and reg-
ular intermodule connections as shown in Fig. 5 (left). This
network can be regarded as a hierarchical network including
overlapped module structures [53]. Compared with the result
for 16-module network shown in Fig. 4(c), the computational
performance is considerably improved as shown in Fig. 5,
suggesting the benefit of long-range intermodule connections
in exchange for the increased interconnection cost. Such a
positive effect is brought about by the small-world property
which is necessary for embedding pattern correlations between
distant neurons belonging to different modules.

The relationship between the interconnection cost C and
the maximum number of stored patterns Pmax for the sparse

Fig. 4. Effect of the number of modules on the computational performance
under the iterative Hebbian rule. The overlap m is indicated by the gray-scale
color in the plane of the number of stored patterns P and the noise level σ .
(a) M = 1 [Fig. 3(a)]. (b) M = 4 [Fig. 3(b)]. (c) M = 16 [Fig. 3(c)].

modular networks is summarized as shown in Fig. 6. The blue
circles indicate the results for the purely modular networks
with M = 1, 2, 4, 8, 16 where intermodule connections are
absent. For these modular networks, the decreasing intercon-
nection cost is represented as C ∼ d/M(1/2) in the case of
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Fig. 5. Effect of intermodule connections on the associative memory performance. The connection matrix representing the network structure where 36% of
the intramodule connections of the modular network shown in Fig. 3(c) were rewired to be regular intermodule connections (left). The overlap m indicated
by the gray-scale color in the plane of the number of stored patterns P and the noise level σ for the random patterns, the handwritten character images, and
the fingerprint images, respectively (right).

Fig. 6. Cost-performance relationship in the sparse modular networks. The maximum number of stored patterns Pmax is plotted against the interconnection
cost C . The interconnection density is fixed at d = 0.05 and the noise level is at σ = 0.06. Blue circles: purely modular networks without intermodule
connections. Dashed line: fitting line for these five plots. Red marks: modular networks with intermodule connections, including the networks with regular
intramodule and regular intermodule connections (upward triangles), regular intramodule and random intermodule connections (downward triangles), random
intramodule and regular intermodule connections (filled squares), and random intramodule and random intermodule connections (diamonds). (a) Random
patterns. (b) Handwritten character images. (c) Fingerprint images.

uncorrelated random patterns as shown in Fig. 6(a). The fitting
(dashed) line indicates that the computational performance
degrades with the decreasing interconnection cost in a power
law fashion. Namely, there is a tradeoff between the cost
effectiveness and the computational capability in the sparse
modular networks. The red marks in Fig. 6 correspond to
the modular networks with intermodule connections, including
the networks with regular intramodule and regular intermod-
ule connections (upper triangles), regular intramodule and
random intermodule connections (downward triangles), ran-
dom intramodule and regular intermodule connections (filled
squares), and random intramodule and random intermodule
connections (diamonds). As we mentioned, the best results are
obtained in the case of random intramodule and regular inter-
module connections (filled squares) shown in Fig. 6(a)–(c).
These plots show the effectiveness of introducing the long-
range interconnections into the 16-module network. In fact,
the interconnection cost is similar to that of the 4-module
network shown in Fig. 3(b) and the performance is better
than or comparable to that of the 1-module network shown
in Fig. 3(a). It is suggested that a network structure resembling
biological brain networks enable compatibility between good
computational performance and low communication cost.

C. Optimization of Network Structures
We perform the learning algorithm with network sparsi-

fication by solving the optimization problem formulated in
Section II-B. In the optimization problem (26)–(28) where no
structural constraint is imposed, the number of variables to
be optimized is given by K = N(N − 1)/2, which requires
large computer memory and long computation time for large
N . To save the computational cost for learning, we impose
structural constraints on the network by setting the matrix F
in (29) and solve the optimization problem (30)–(32).
We demonstrate that the learning algorithm with network
sparsification contributes to finding cost-effective network
structures for associative memory.

Following the results in Section III-B, we first restrict the
network structure to be similar to that shown in Fig. 5 (left).
We assume that the intramodule connections are full (instead
of the random ones shown in Fig. 5) in each module and
the intermodule connections are regular (as shown in Fig. 5).
The motivation for considering this module constraint is the
fact that the combination of the local dense connections and
the global sparse connections are suitable for the current
configuration of the neuromorphic chips as mentioned in the
beginning of the Introduction. Before the optimization and
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Fig. 7. Results of the network optimization under the constraint of modular structure. The size of the images is 32 × 32. The interconnection density is
fixed at d ∼ 0.05 before the connection cutoff for all the patterns. (a) Connectivity matrices of the optimized networks for P = 10. The size of the matrices
is 1024× 1024. (b) Interconnection cost C for a variation of the number of stored patterns P . (c) Overlap m plotted against P .

the connection cutoff, the interconnection density is given
by d ∼ 0.076 and the interconnection cost by C ∼ 0.03.
Fig. 7(a) shows the connectivity matrices of the optimized
network structures for P = 10, which are different depending
on the type of the stored patterns. Fig. 7(b) shows the
interconnection cost C plotted against the number of stored
patterns P . When P = 1, the interconnection cost is the
same as that before the optimization and the connection
cutoff (indicated by the horizontal dashed line) because all
the adjusted weights have absolute values larger than the cutoff
parameter value ε. As P is increased, the number of weights
with |wi j | < ε increases and accordingly the interconnection
cost dramatically decreases. After the cost touches the bottom
at around P ∼ 6, it gradually increases. Fig. 7(c) shows
the final overlap m in the associative memory test using the
optimized networks. For the random and fingerprint patterns,
the performance is slightly degraded at around P ∼ 6. This
degradation occurs even if the connections with small weights
are not cut off from the optimized networks (i.e., even when
ε = 0). In other words, the fixed point attractors corresponding
to the stored patterns have very small stability regions in the
optimized networks for these P values. With a further increase
in P , the overlap recovers to 1 and then falls again con-
siderably. In contrast, for the handwritten character patterns,
the overlap keeps a high level but gradually decreases as P

is increased. When the noise level is σ = 0.06, the maximum
number of successfully stored random patterns is Pmax = 30,
which is achieved by the optimized network with intercon-
nection cost C ∼ 0.014. This optimized network yields the
computational performance comparable to that for the network
shown in Fig. 5 inspite of its lower interconnection cost.

Next, we demonstrate the result under the structural con-
straint that prohibits long-range connections. If the L1 distance
between neuron i and neuron j is larger than the radius
N (1/2)/2 in the 2-D square space, we remove the weights wi j

from the variables to be optimized. This radius constraint is
motivated by the notion that shorter communications between
neuronal units are more power efficient in the neuromorphic
hardware [6]. Before the optimization and the connection
cutoff, the interconnection density is given by d ∼ 0.036 and
the interconnection cost by C ∼ 0.18. Fig. 8(a) shows the
connectivity matrices of the optimized networks for P = 10,
which are different depending on the type of the stored
patterns. The interconnections outside the diagonal belt are
absent due to the structural constraint. The interconnection
cost and the final overlap are shown in Fig. 8(b) and (c),
respectively, which are qualitatively similar to those shown
in Fig. 7(b) and (c). In this case, however, a perfect memory
association is achieved even at P = 40 for the random and
fingerprint patterns as shown in Fig. 8(c). This is reasonable
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Fig. 8. Results of the network optimization under the radius constraint. The size of the images is 32× 32. The interconnection density is fixed at d ∼ 0.05
before the connection cutoff for all the patterns. (a) Connectivity matrices of the optimized networks for P = 10. The size of the matrices is 1024 × 1024.
(b) Interconnection cost C for a variation of the number of stored patterns P . (c) Overlap m plotted against P .

because the optimized networks under the radius constraint
are less sparse than those under the module constraint.

The cost-performance relationship of the optimized net-
works for the random patterns is summarized as shown
in Fig. 9. The green downward triangles and orange upward
ones correspond to the results of the optimized networks
under the module constraint shown in Fig. 7 and the radius
constraint shown in Fig. 8, respectively. Only the successful
cases where m ≥ 1 − ξ are plotted. Under the module
constraint, the memory association fails for P > 30, whereas
under the radius constraint, the successful memory association
is achieved up to P = 65. The positive slope of the sequential
plots for the optimized networks indicates the tradeoff between
the interconnection cost and the computational performance.
The slope for the optimized sparse networks is steeper than
that for the fixed sparse modular networks trained by the
Perceptron-like learning (the dashed line), indicating that the
optimization approach can yield more cost-effective networks
than the other one with the fixed structures. For example,
the interconnection cost C required for storing 30 random pat-
terns in the optimized modular networks (the rightmost green
downward triangle, C ∼ 0.13) is approximately half of that
in the fixed modular networks with long-range connections
(the red square, C ∼ 0.24). The results demonstrate that the
learning method with network sparsification is highly useful

for finding cost-effective sparse recurrent network structures
for energy efficient hardware neural networks.

We numerically examine how the computation time for the
optimization of the weight matrix depends on the system size
N and the number of patterns P . We use random patterns with
three different sizes, including N = 8× 8, N = 16× 16, and
N = 32 × 32. Fig. 10 shows the computation time plotted
against P for different network sizes and different types of
structural constraints (the radius and module constraints). If the
plots are well fitted with a linear function in this figure, then it
would indicate that the computation time grows exponentially
with P . However, the gap between the neighboring plots for a
fixed N seems to decrease as P increases. This suggests that
the computation time is a polynomial function of P for a fixed
number of N .

A practical option for handling large-scale images is to
divide each of them into a set of smaller scale subimages in
the same way and process them using smaller scale neural net-
works. By performing the associative memory task using the
subimages in corresponding positions, we can obtain smaller
scale retrieved patterns and combine them into a large-scale
retrieved pattern. The learning and retrieval processes in the
different positions are executable in parallel, meaning that the
computation time is determined not by the size of the original
large-scale images but by the size of the subimages. Fig. 11
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Fig. 9. Cost-performance relationship in the optimized networks for the
random patterns of size 32× 32. The number of stored patterns P is plotted
against the interconnection cost C for the cases where m ≥ 1− ξ . The noise
level is fixed at σ = 0.06. The green downward triangles and the orange
upward ones correspond to the optimized networks in Fig. 7 under the module
constraint and Fig. 8 under the radius constraint, respectively. The blue circles
and red square are the same as those in Fig. 6.

Fig. 10. Computation time for the optimization of the weight matrix, plotted
against the number of stored patterns. The different marks correspond to
different network sizes and different structural constraints: N = 64 and the
radius constraint (red pluses); N = 64 and the module constraint (red crosses);
N = 256 and the radius constraint (blue squares); N = 256 and the module
constraint (blue circles); N = 1024 and the radius constraint (green upward
triangles); N = 1024 and the module constraint (green downward triangles).

shows the result of the network optimization for handwritten
character and fingerprint images with size 64 × 64, which
are obtained by rescaling the images of size 32 × 32 shown
in Fig. 2(b) and (c). We divide these images into four subim-
ages of size 32×32 and perform the associative memory task
under the radius constraint. The optimized weight matrices for
the four parts are represented as the four diagonal blocks in
the unified matrices as shown in Fig. 11(a). For handwritten
character images, the division of the images is successful for
P = 6 but not for P = 9, because the top left diagonal block is
present in the former case but missing in the latter case. The
null diagonal block is caused by a high correlation among
the subimages in the corresponding position. For fingerprint
images, such a null diagonal block is not found for P ≤ 40.
Fig. 11(b) shows the interconnection costs for the optimized
networks, which are quite small compared with that (C = 1)

Fig. 11. Results of the network optimization under the radius constraint. The
size of the images is 64×64. Each image is divided into four 32×32 subimages
and the learning method is applied to each subimage. The interconnection
density is fixed at d ∼ 0.05 before the optimization and the connection
cutoff in each neural network. (a) Connectivity matrices of the optimized
networks. The size of the matrices is 4096 × 4096. (b) Interconnection cost
C for a variation of the number of stored patterns P . (c) Overlap m plotted
against P .

for the fully connected networks of size 4096×4096. Fig. 11(c)
(left) shows that the overlap for the handwritten character
images falls from 1 to around 3/4 at P ∼ 9, due to the
failure of obtaining an appropriate upper left diagonal block.
For fingerprint images, the associative memory performance
is good as shown in Fig. 11(c) (right) and comparable to
that shown in Fig. 8(c) (right). The above-mebtioned results
demonstrate that a division of images into subimages is a valid
and feasible way for reducing the time for learning large-scale
images if the subimages in corresponding positions are not
highly correlated with each other. We omit the results for
random patterns because the size of the random subimages
is equal to 32 × 32 and the performance for those subimages
is already shown in Fig. 8(c) (left). The total performance for
random images of size 64 × 64 is approximately given by
the average of the overlaps for the four random subimages,
which is almost the same as those shown in Fig. 8(c) (left).
In this case, the normalized cost C is much lower than that
in Fig. 8(b) (left) because D0 [the denominator in (37)] for
the full connectivity case is much larger for N = 4096 than
for N = 1024.

D. Modified Objective Function

The objective function (7) in the optimization problem can
be modified to incorporate the information of the distance of
interconnections. As an example, we consider the following
objective function:

min
W

N∑
i=2

∑
j<i

D(i, j)|wi j | (38)
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Fig. 12. Results of the network optimization under the radius constraint. The interconnection density is fixed at d ∼ 0.05. (a) Connectivity matrix of the
optimized networks. (b) Interconnection cost C for a variation of the number of stored patterns P . (c) Overlap m plotted against P .

where D(i, j) is the distance between neurons i and j as
defined in Section II-D. We can expect that the weights
corresponding to long connections are more likely to be
reduced (and removed) than those corresponding to short con-
nections. The optimization problem composed of the objective
function (38) and the constraints (8)–(10) can be transformed
into a linear programming problem in a similar way to that in
Section II-B. Fig. 12(a) shows that the interconnection costs of
the optimized networks under the modified objective function
are much smaller than those for the original objective function
shown in Fig. 8(b). However, the overlaps for the modified
objective function shown in Fig. 12(b) are not better than
those for the original objective function shown in Fig. 8(c).
As demonstrated earlier, the objective function in our learn-
ing method significantly affects the optimized weight matrix
which determines the cost and performance of the associative
memory model.

E. Application to Gray-Scale Image Restoration

So far, we have tested our method using binary patterns
(Fig. 2). Here, we demonstrate that our method is applicable
to restoration of gray-scale standard images (Supplementary
Fig. S1). For associative memory with P images, the images
with indices p = 1, . . . , P were used. Each image consists
of 256 × 256 pixels and each pixel takes 256 gray levels
([0, 255]). To handle these images with binary neural net-
works, each image was divided into 64 subimages of size
32×32 (Supplementary Fig. S2), and then, each subimage was
converted to 8 binary patterns of size 32×32 by representing a
pixel value as an 8-bit binary sequence (e.g., 76=“01001100”)
and collecting binary values in the corresponding bit. From the
above-mentioned procedure, 512 (= 64×8) binary patterns of
size 32× 32 were obtained from each gray-scale image. In an
image restoration test with P standard images, we performed
the learning under the radius constraint and the retrieval for
512 sets of P binary patterns in corresponding parts. A noisy
version of a standard image was divided into binary patterns
in the same way and used in the retrieval phase. After the

Fig. 13. (a) Original “Barbara” image. (b) Noisy image with 20% salt-and-
pepper noise. (c)–(f) Recovered images for (c) P = 4, (d) P = 8, (e) P = 12,
and (f) P = 16.

retrieval, we unify 512 retrieved binary patterns into a gray-
scale image.

The results of the experiments are shown in Fig. 13 and
Table I. In the retrieval phase, by adding 20% salt-and-
pepper noise to the original “Barbara” image [Fig. 13(a)],
we generated a noisy image [Fig. 13(b)]. The images retrieved
with the optimized sparse recurrent neural networks are shown
in Fig. 13(c)–(f) for P = 4, 8, 12, 16, respectively. Image
retrieval performance is evaluated using peak signal-to-noise
ratio (PSNR), defined as PSNR = 20 log10(255/rms) where
rms is the root mean square difference between a retrieved
image and the original image. A higher value of PSNR
indicates a higher similarity between them, or a more suc-
cessful image restoration. Table I shows the average sparsity
of the optimized connection matrices obtained by our method,
the interconnection cost C defined by (37), and the PSNR
value. The results indicate that our method achieves gray-scale
image restoration with highly sparse and costless recurrent
neural networks as in the case of binary pattern retrieval.
The degradation of the PSNR values with an increase in the
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TABLE I

RESULTS FOR GRAY-SCALE IMAGE RESTORATION

number of stored images is a significant issue to be overcome
in a future study, which also occurs for the normal Hopfield
network.

IV. CONCLUSION AND DISCUSSION

We have explored sparse recurrent neural networks for
associative memory to realize energy efficient information
processing in hardware neural networks. We have presented
the two effective learning algorithms: one is the iterative
Hebbian learning rule for given network structures; the other
is the sparse optimization which maximizes the network
sparsity under the constraints of pattern embedding condi-
tions. We have shown that, for fixed sparse modular network
structures, the iterative rule is much more effective than the
one-shot rule. Moreover, we have demonstrated that adding
intermodule connections to the purely modular networks is a
good option to improve the balance between the interconnec-
tion cost and the computational performance. We have clarified
that the network topology has a substantial impact on the asso-
ciative memory ability. In the learning method with network
optimization, we have demonstrated the tradeoff between the
cost effectiveness and the storage capacity in the optimized
network structures. We have shown that the proposed learning
method is quite useful for finding a good network structure
with high cost-performance ratio. In practice, the optimized
weight matrix will be obtained by off-chip learning and used
for low-power on-chip computation for pattern retrieval. The
optimization-based learning is suited for batch processing,
whereas the Perceptron-like learning is available for online
processing.

The presented learning methods rely on the pattern embed-
ding condition (5) represented by the set of simultaneous
inequalities. The margin parameter δ controls the size of the
stability regions (the basins of attraction) of the point attractors
corresponding to the stored patterns. In this paper, we have
fixed the value of δ, but the effect of δ on the computational
performance should be clarified in a future work. It is possible
to set different values of δ for each of the inequalities. Our
problem formulation suggests that the sparsification of other
recurrent neural networks is possible in a similar way if there
is a conditional equation or inequality, under which good
computational performance is expected, such as the pattern
embedding condition for autoassociative memory.

In the optimization approach, we have reduced the number
of interconnections by setting wi j = 0 if |wi j | < ε. If ε
is too large, then much information would be lost and the
computational performance could be worse. If ε is too small,
then the network sparsity would not be enhanced and a low
interconnection cost would not be achieved. Therefore, it is

significant to develop a method to appropriately set the value
of ε for realizing both cost effectiveness and high performance.

The optimization approach is extremely useful for finding
cost-effective network structures, but an excellent computa-
tional environment would be necessary for handling larger
scale networks. In our formulation, we use the N2 × 2K
matrix E which contains around N4 elements if structural
constraints are not imposed. For large N , the operation of
this matrix would require a large-capacity computer memory.
The structural constraints are useful for reducing the number
of variables in the optimization problem, saving the com-
puter memory, and speeding up the optimization calculation.
As demonstrated in Sections. III-C and III-E, a practical
strategy for handling large-scale image data is to divide them
into small subimages and process them using smaller scale
neural networks. Another formulation of the optimization
problem using more efficient information representation and
coding could be worth investigation. It is also a future work
to increase the memory capacity by improving the proposed
method, e.g., by changing the spatial constraint (i.e., the initial
condition of the optimization calculation) and the optimization
solver.

In this paper, we have considered binary neural networks
and used binary and gray-scale image patterns for the asso-
ciative memory test. For more practical applications of the pro-
posed methods, the performance evaluation should be carried
out using color images. In such a case, the noise type could
be an additional factor to influence the computational perfor-
mance. Our method of learning with network sparsification
can be applied to other variants of recurrent neural networks
including complex-valued neural networks [54], [55] and other
variants of associative memories including bidirectional asso-
ciative memories [56]. The formulation of optimization prob-
lems based on the similar idea for other computational tasks,
such as time series prediction and combinatorial optimization,
is also a significant issue for expanding the applications of
sparse recurrent neural networks and realizing energy-efficient
neural information processing.
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