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Autonomous Document Cleaning—
A Generative Approach to Reconstruct
Strongly Corrupted Scanned Texts

Zhenwen Dai, Member, IEEE and Jorg Lucke, Member, IEEE

Abstract—We study the task of cleaning scanned text documents that are strongly corrupted by dirt such as manual line strokes,
spilled ink, etc. We aim at autonomously removing such corruptions from a single letter-size page based only on the information the
page contains. Our approach first learns character representations from document patches without supervision. For learning, we use a
probabilistic generative model parameterizing pattern features, their planar arrangements and their variances. The model’s latent
variables describe pattern position and class, and feature occurrences. Model parameters are efficiently inferred using a truncated
variational EM approach. Based on the learned representation, a clean document can be recovered by identifying, for each patch,
pattern class and position while a quality measure allows for discrimination between character and non-character patterns. For a full
Latin alphabet we found that a single page does not contain sufficiently many character examples. However, even if heavily corrupted
by dirt, we show that a page containing a lower number of character types can efficiently and autonomously be cleaned solely based on
the structural regularity of the characters it contains. In different example applications with different alphabets, we demonstrate and

Index Terms—Probabilistic generative models, document cleaning, scanned text, unsupervised learning, expectation maximization,
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discuss the effectiveness, efficiency and generality of the approach.
variational approximation, expectation truncation

1 INTRODUCTION

basic form of human communication, written text,
consists of planar arrangements of reoccurring and
regular patterns. While in modern forms of text these pat-
terns are characters or symbols for words (e.g., Chinese
texts), early forms consisted of symbols resembling objects.
Written text became a successful form of communication
because it exploits the readily available capability of the
human visual system to learn and recognize regular pat-
terns in visual data. In recent years, computer vision and
machine learning became increasingly successful in analyz-
ing visual data. Much progress has been made, for instance,
by probabilistic modeling approaches that aim at capturing
the statistical regularities of a given data set. Examples are
image denoising by Markov Random Fields [1], [2], [3] or
sparse coding models [4], [5], [6]. For many types of data,
modeling approaches hereby have to address the problem
that regular visual structures often appear at arbitrary posi-
tions. Sparse coding approaches indirectly address this
problem by replicating a learned structure (e.g., a Gabor

e Z. Dai is with the Department of Computer Science, University of Shef-
field, Sheffield, South Yorkshire, United Kingdom.
E-mail: z.dai@sheffield.ac.uk.

o |. Liicke is with the Cluster of Excellence Hearing4all and the School of
Medicine and Health Sciences, University of Oldenburg, Oldenburg,
Germany, and with the Department of Electrical Engineering and
Computer Science, Technical University Berlin, Berlin, Germany.

E-mail: joerg.luecke@uni-oldenburg.de.

Manuscript received 29 Nov. 2012; revised 4 Feb. 2014; accepted 14 Feb. 2014.
Date of publication 23 Mar. 2014; date of current version 10 Sept. 2014.
Recommended for acceptance by M.S. Brown.

For information on obtaining reprints of this article, please send e-mail to:
reprints@ieee.org, and reference the Digital Object Identifier below.

Digital Object Identifier no. 10.1109/TPAMI1.2014.2313126

wavelet) at different positions of images. Other approaches
go one step further and explicitly model pattern positions
using additional hidden variables [7], [8], [9], [10], [11].
Such approaches allow for representations of patterns that
are independent of their spatial positions. However, the
combinatorics of pattern identity and position introduces
major computational challenges because for each pattern
class all positions ideally have to be considered.

In this paper we apply a probabilistic generative
approach with explicit position encoding to clean strongly
corrupted scanned text documents. The principle idea is
very straight-forward: If characters are the salient regular
patterns of text, an appropriately structured probabilistic
model should be able to learn character representations as
regular arrangements of features. In contrast, dirt is much
more irregular. Coffee spots, spilled ink, or line-strokes
scratching-out text share similar features with printed char-
acters but such corruptions are, on average, much more ran-
dom combinations of feature patterns. Based on this
observation, the autonomous identification and recovery of
characters from a corrupted text document should thus be
possible. But how difficult is such a task? Or how robust
can a solution of such a task be if the data is heavily cor-
rupted by dirt? Would the information contained on a sin-
gle page of a dirty document, for instance, be sufficient to
identify the characters containing it? And if yes, can this be
used to ‘self-clean’ the document? Such questions can, of
course, not be answered by a clear ‘yes’ or ‘no” because they
will, e.g., depend on the type and degree of dirt or on the
amount of available character information on a page.
However, we will show that a self-cleaning of heavily
corrupted documents is, indeed, possible, e.g., for relatively
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low numbers of different character types. The only
prerequisite will hereby be the characters’ regular feature
arrangements. No information about the character shapes
has to be available, which makes the approach applicable to
entirely unknown character types. The problem addressed
here is thus very different from the one aimed at by optical
character recognition (OCR) methods that use supervised
pretraining on known characters [12].

The idea of restoring scanned documents by removing
corruptions and degradations using statistical information
has previously been explored in literature. In the following
we briefly review related earlier contributions: Markov
source models (e.g., [13], [14]) have been proposed and
applied for learning character representations, modeling
relative locations among characters and restoring docu-
ments. An approach by Bern and Goldberg (2000) [15] clus-
ters instances of the same symbol and computes super-
resolved representatives for improving document images.
A method by Zheng and Kanungo (2001) [16] estimates the
parameters of a degradation model and constructs a lookup
table for restoring the degraded image. Both of these two
approaches [15], [16] focus on sub-regions of characters and
are, e.g., applicable to line stroke corruptions. Recent work
by Likforman et al. (2011) [43] combines total variation reg-
ularization and non-local means filtering for enhancing his-
torical printed document images. Another recent approach
by Moghaddam and Cheriet (2011) [17] divides a document
image into a collection of patches, which are then individu-
ally corrected based on similar patches, before the corrected
patches are used to build up a restored image; and work by
Benerjee et al. (2009) [18] defines a Markov Random Field
over sub-regions of characters, and restores a corrupted
document image via a maximum a-priori (MAP) estimate.

Statistical models of scanned text documents can exploit
statistical properties at different scales. Approaches focus-
ing on small scale regularities are relatively general. For
instance, sparse coding approaches can learn dictionaries of
image patches in order to remove noise such as speckle
noise, etc. [6]. However, for more structured noise, which
shares features with the characters itself, more of the statisti-
cal structure of written text has to be captured. Models that
focus on character sub-regions (e.g., [15], [16], [18]) can
remove more structured noise such as line strokes that are
sufficiently dissimilar to character parts [15], [16]. The
approach presented in this paper goes one step further by
statistically learning to represent whole characters as planar
relations of pattern features. Such a higher-level character
representation can allow for a removal of corruptions even
if the sub-regions of corrupting patterns (line strokes) are
similar to character sub-regions. At the same time, corrup-
tions such as speckle noise or cuts and breaks in historical
documents can be removed. However, the larger the scale
(the patch size) and complexity of the statistical model, the
more challenging the inference and training problem
becomes. Larger scale regularities other than representa-
tions of whole characters can also be captured. The
approaches by Kopec and Chou [13], [14] learn whole char-
acters and exploit the statistical property of text, but their
learning algorithm requires the transcriptions of target
documents (supervision information), which is different
from the unsupervised approach followed here.

1951

The generative model we apply for modeling character
patterns is similar to models for visual objects suggested
by Williams and Titsias [11], [19] and Jojic and Frey [20]
(known as sprite models). Sprite models are generative
models of visual scenes allowing for arbitrary planar posi-
tions of objects but they assume a fixed order in depth
(an object always has the same distance from the camera).
With such models, explicit representations of objects can
be learned from data. Many extensions have been made
to further enhance the model, e.g., with a deformable
model of objects [21], [22], allowing affine transformations
[23], and speeding up with various techniques [24]. Sprite
models have also been suggested for video layer decom-
position and optical flow, where the accuracy of segmen-
tation and motion estimation are of importance, e.g., [25],
[26], [27], [28]. Besides layered models, epitomic image
analysis [29] is another related generative approach,
which, instead of building explicit object representations,
summarizes an image into a miniature, condensed version
containing the essence of the textural and shape proper-
ties of the image. The extracted epitome can be used for
different inference tasks such as image segmentation,
motion estimation as well as location recognition [30]
(after post-processing). As the data points we will have to
process are image patches of corrupted text documents,
these previous models are not applicable because they
require a static background, do not provide a mechanism
to discriminate characters from irregular patterns, and are
based on pixel image representations which can make
learning less robust. In contrast, we (1) will have to allow
for varying fore- and background patterns (to take cor-
ruptions into account), (2) will introduce a mechanism for
character versus non-character discrimination, and (3)
will consider general feature vector representations of the
data. Together with a novel non-greedy training scheme
in the form of truncated variational EM [31], the derived
method will provide the required robustness and effi-
ciency for the task.

2 A PROBABILISTIC GENERATIVE MODEL
FOR CHARACTERS

The probabilistic model we consider generates small image
patches of size D = (D, Dy). A pixel at position d of the
patch is represented by a feature vector %; with I entries.
For now ; can be thought of as a color vector at pixel posi-
tion d in RGB space (F' = 3). Later on, we will use higher-
dimensional feature vectors that more robustly encode local
image information. A patch Y = (41,1),...,¥%,,p,)) is mod-
eled to contain one pattern of class c at an arbitrary position
Z of the patch. The generative model is introduced step-by-
step below, Fig. 1 shows its corresponding graphical model,
and Fig. 2 illustrates an example of patch generation.

For the generation of a patch Y/, we first choose a pattern
class c using a standard mixture model with 7 = (74, ..., 7¢)
denoting the mixing proportions and with C' denoting the
total number of classes:

c
p(c|7) =, with Znn =1. (1)
c=1
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Fig. 1. Graphical representation of the generative model.

The pattern position within the patch, ©e€D,D =
{1,...,D1} x{1,..., D5}, is a 2D vector which is chosen
independently of the class from a uniform distribution over
the entire patch:

p(Z) = p(z1)p(z2)
1 (2)

= Uniform(1, D) x Uniform(1, Dy) = Do
1D2

The shapes of different patterns are modeled by a set
of binary latent variables, namely the pattern mask: m =
(m@yay, .-, mp,py), where mz € {0,1}. For a value m; = 1,
a feature of the corresponding pattern is chosen as the
generated feature at position i, while for m;= 0, the fea-
ture is chosen from a background distribution. The pat-
tern size P = (P, P,) can hereby be different from the

#=[0.2,0.2,0.2,0.2,0.2]"
| B AlBlCID]E]
@] I
) Uniform Background
Distribution Distribution
T = [12._ l'[]]
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image patch size P, < D;, P, < D to account for the fact
that the patches will be chosen significantly larger than
the characters they contain. Given a pattern class ¢, the
mask variables are drawn from Bernoulli distributions:

(Pr.P2)
p(mi e, A) H p(my|c, A)
i=(1,1)
3
(Pr.1%) . - ®)
_ H ((X;) ms; <1 _ a?) mi’
i=(1,1)
where A = (A',..., A%) with A° = (af, ..., a(p, p,) are the

parameters of the mask distribution. For the area where
the image patch is outside the pattern, the mask variables
are always assigned to zero: p(m»— 1 | ¢, A)=pmy=1)=0
Vig PwithP={1,....,P} x{1,..., P2}

From the deﬁmtlon of masks, a background distribu-
tion is required for all those features not belonging to a
pattern (m; = 0). A possible choice is a flat Gaussian dis-
tribution (compare [11]). However, for data such as
patches from corrupted text documents, the distribution
values are often very different for the different feature
vector entries, and for the dirty background are often
observed to be non-Gaussian. To appropriately model the
background features, we therefore construct a probability
density function Hp by computing the histogram of dif-
ferent feature values across the image patches. The proba-
bility densities for the individual feature vector entries
will be modeled individually (see Fig. 4a for histograms
of R, G, and B channel). The histograms are computed
across all the image patches including the features that
are potentially later identified as being part of the learned
patterns. Nevertheless, the computed histograms are usu-
ally very similar to the true background distributions
(compare Fig. 4a). Once computed we therefore leave the
histograms fixed throughout learning. Having defined the
background distribution Hp and given pattern class c,

1) A pattern class is chosen, e.g., the class with
pattern “B”.

2) The mask variable m is drawn for the dis-
tribution of the chosen class (3).

3) The internal representation of the pattern
(without background) is sampled from the
corresponding Gaussian distribution.

4) The pattern parameters and mask variable
are translated by a random position & drawn
from a uniform distribution.

5) The background is sampled from the his-
togram distribution of background.

6) The final image patch is generated by com-
bining the internal representation of the pat-
tern with the background according to the
mask variable.

(b)

Fig. 2. (a) An illustration of the generation process. (b) Summary of the generation process.
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mask 17, and pattern position #, the distribution of patch
features is given by

(Dy,Ds)
= = _ . = .7 c.
p(Y|Cv m,x, ®> - H m(dfz)N< a 7w(*7i~>aq)(d75))
d=(1.1) (4)
+(1 =) a7,

where @ is the mean of the Gaussian distribution and ®* is
the dlagonal convariance matrix: ®% = diag((o% e 1)2, ceey
(of e F) ). The mean @ parameterlzes the mean feature vec-
tor of pattern c at posmon i relative to the pattern position
7. The variance vector ® parameterizes the feature vector
variances (different variance per vector entry). The shift of a
pattern ¢ is implemented by a change of the position indices
i by i using cyclic boundary positions:

d=(i+1)

= ((i1 4 #1) mod Dy, (i 4+ x3) mod Dy)". )

The cyclic boundary condition is used mainly for
computational convenience. Otherwise, the search space
for translations will increase dramatically (about eight
times bigger), which will significantly increase the compu-
tational cost.

Equations (1) to (5) define the generative model for
image patches. The parameters of the model are given
by 0 = (W(I) A7) with W= W°.... WY and W°=
(W, 1) - -+ Wp, p,), and together with the histograms for
the background dlstrlbutlon Fig. 2 shows schematically
how a patch is generated for a given set of parameters.

3 EFFICIENT LIKELIHOOD MAXIMIZATION

For a given set of image patches Y = (Y ... Y(M)) we
seek the parameters that best model the data set. One
approach of learning the parameters is to maximize the data
likelihood:

0" = arg max{L£(0)},
© (6)
£(0) =log(p(y™,...,YV|0)).

A frequently used method to find the parameters ©" is
Expectation Maximization (EM), which iteratively opti-
mizes a lower bound of the likelihood F(0O,q) w.r.t. the
parameters ® and a distribution ¢. Given the data and
the current model parameters ©, ¢ is an approximation to
the posterior distribution over the hidden variables [32].
With ), denoting a summation across the joint space of all

hidden variables V' = (c, m, Z) the lower-bound is given by
N
=3 D7 an(V:6) b (Y V| 0)
n=1
(7)

N

_qunve log (¢.,(V,0")),

n=1
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where ©' denotes the parameters from the previous
iteration.'

M-step. Parameter update rules are canonically derived
by setting the derivatives of F w.r.t. the parameters to zero.
For the model (1)-(5), we obtain

me= 3 R ), 0

™ (o D™ (e 1| e &
ag: an 7 Po (C x)pe (m |C,£E’)7 (9)

>, ey (e 7

L en (@l (=11 e, 7

L e e D my=1] e, )

i = @) 1() ZZP(" z)
S Y Pe (6 E)pg (my=1]c, @) T F

% 5 me = 1] e, D) (% - 1) (- 7)o 1,

W

; (10)

(11)

where we wuse the abbreviations: pg) (myle, @) =
p(my| e, @, Y™, @), pi(c, ) := p(c,#| Y, 0), and where
® denotes pointwise matrix multiplication (in this case
with the unit matrix 1). For the derivations of the M-step
equations we refer to Appendix A, which can be found on
the Computer Society Digital Library at http://doi.ieee-
computersociety.org/10.1109/TPAMI.2014.2313126.

E-step. The crucial and computationally expensive part
of EM is the computation of the expectation values w.r.t.
the posterior. For each data point, this involves summa-
tions of probabilities for all combinatorics of the hidden
variables ¢, m and Z. However, the combinatorics can be
simplified. By exploiting the standard assumption of inde-
pendent observed variables (compare, e.g., [4], [5]) given
the latents in (4), the posterior distribution over i can be
decomposed into a product of the posteriors over individ-
ual binary masks as follows:

Py.Py)

IT »0m

i=(L1)

ple,m, T]Y,0) = ( Ic,f,K@)))p(c,fK@)-
(12)
The posterior distribution over individual binary masks
can then be computed according to

p(g(f+j)a m; ‘ ¢, fa ®)

- 7,Y,0) = .
p(mz | ¢, 2,Y,0) S PG| 0, 0)

(13)

The summation in the denominator can be computed
efficiently as it only contains two cases: my; = 0 and m; =
The posterior distribution over ¢ and & can be computed
as follows:

1. As, in the following text, only the notation of the parameters from
previous iteration has been used, we omit the notation ®' and use O to
indicate the parameters from previous iteration.
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(P1.Ps)
ple, Z]Y,0) [ H (Zp Uiz mrle, T ®))] (1)

S(L)
x p(Z]O)p(c|O).

With such a decomposition (compare [11]), the compu-
tational complexity decreases from exponential to poly-
nomial, which makes the computation tractable in
principle. However, the computational complexity still
grows very fast with the size of patterns and image
patches, O(CD;DyP,P,). For realistic image sizes (e.g.,
usually hundreds of thousands of pixels), it still exceeds
currently available computational resources.

To further improve efficiency, we therefore approximate
the computation of expectation values using variational EM
(e.g., [33]). Source of the large computation is the demand of
evaluating all possible pattern positions for all classes. To
reduce the number of hidden states that have to be evalu-
ated, we apply a recent variational EM approach (Expecta-
tion Truncation, [31]) which is directly applicable to discrete
hidden variables. The used approach is not based on the
usual factored form of ¢ but on a truncated variational
approximation to the posterior. Applied to the posterior in
(14), it is given by

p(C, Z| Y(n)’ @) ~ qn(c, 7;0)
p(c, 7Y™ | 0) )
— - Y(c,T) € Ky,
> (e, P, YT ]O)

(15)

and zero otherwise. The variational distribution g, approx-
imates the true posterior with high precision if the set C,
contains those classes and positions that carry most
posterior mass for a given data point Y. This means that
we have to find, for each patch, the most likely pattern
classes together with their most likely positions in order to
obtain a hlgh quahty approximation. Therefore, we define
a function S (c Z) that assigns a score to each class and
position pair (c z):

8. @) =] [N(gf;if) 35, %) p(my = 1] ©)

=
+Hp(i5,, )p(ma = 0]©)]p(E | O)p(c] ©),
(16)

with P/, C P. This scoring (or selection) function (compare
[31]) gives high values to all those positions that are con-
sistent with features in the set P.. The set P/ is in turn
defined to contain the A most reliable features of pattern
c. We define these features as those with the highest mask
parameters of. A small A results in a very efficiently com-
putable function SO (¢c,%). Based on the selection func-
tion, we now define the set of the most likely class and
position pairs to be

K. ={(¢,Z)| (¢, %) has one of the (K C D D)

largest values of Sin(j)(f)}, (17)
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1) Reliable features of learned character representations.

A B C D E

2) For each reliable feature in a given input, likely feature
positions and character classes can be selected.

.= ABCDE

+ = A BCDE

3) The likely hidden states are obtained by considering
likely positions and classes of the reliable features.

| e | I'"" i'""
)
1)

‘R i)
B & L

1 ] 1 ] 1 1
——— L - | —— | S

Fig. 3. An illustration of the applied selection process. 1) Reliable fea-
tures can be defined based on the learned character representations
(red circles). 2) If such a feature is present in a given input, the most
likely classes and positions can be selected (different such classes and
position pairs for each feature). 3) The most likely classes and positions
for each feature can be combined to select a finally small number of pos-
sible class and position pairs. Note that the selection process has been
simplified to communicate the basic idea. The actual selection behaves
probabilistically by ranking the configurations of the posterior distribution
according to its scores instead of making deterministic decisions as
shown here.

r———

where K € [0, 1] is the fraction of the joint space of all classes
and positions (with size CD; D).

Note that, as shown in some examples of image patches
in Fig. 5a, usually only a small number of characters are
present in a patch compared to the total number of possi-
ble characters. Therefore, given an image patch, the proba-
bilistic mass in its posterior distribution will be
concentrated in small volumes of the joint hidden space
for cand Z. A prerequisite for the applicability of the trun-
cated variational approach [31] is thus fulfilled. To effi-
ciently find the places with high concentration of posterlor
mass, which is the goal of the selection function So (¢, @),
we exploit that often very good guesses about an objects
identity can be made based on partially observed informa-
tion. The selection function in (16) is defined to preselect
pattern classes and positions based on few but reliable pat-
tern features. The features are themselves depending on
the model parameters and evolve during learning. The
selection of regions /,, can hereby be generous as selected
hidden states without high probability mass do not nega-
tively effect the approximation (except of increased
computational demand). An illustrative example of the
selection process is given in Fig. 3.

Note that the principle idea of efficient inference through
preselection has been proposed and discussed in different
contexts before [34], [35], [36], [37] including character per-
ception [38]. In the context of probabilistic visual inference
Yuille and Kersten [37] have abstractly discussed the idea
using the example of character patterns. Approximate infer-
ence by preselection was then shown to correspond to a var-
iational Bayesian EM approach (Expectation Truncation,
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TABLE 1
Summary of the Learning Algorithm

—_

: choose approximation parameters K = 0.02 and A = 200

2: initialize features W with values of a pattern size region at a
random position of a randomly selected patch

3: initialize feature variances ® with the standard deviation of the
data set (each feature dimension individually)

4: initilize mask parameters A with values uniformly drawn from
the interval [0, 1]

5: while the parameters have not converged do

6 select the representative feature index set P,

for each pattern c
7: for each data pointn=1,...,N do

8: compute K, by evaluating S(E)m(c7 Z) on the
joint space of ¢ and Z using (16) and (17)

9: compute the approximate posterior distri-
bution (15) over the truncated set Ky,

10: end for

11: update the parameters in the M-step (11) using
the approximate posterior distributions
12: end while

[31]) which allowed for concrete derivations of efficient
inference and learning algorithms for generative models.
While the approach has successfully been applied for sparse
coding models (e.g., [31], [39]), the selection as used for our
model closely corresponds to the abstract example of infer-
ence for characters by Yuille and Kersten [37]. Using the
function (16), efficient selection is achieved by only checking
for the most reliable features of each pattern. Reliability is
hereby measured based on the mask parameters: only the A
features associated with the highest values of the mask
parameters are considered (see P, in (16)).

In principle, the approximation [31] can also be used to
constrain the number of states of mask variables. However,
the computational gain is negligible as the posterior w.r.t.
the mask can be computed efficiently (13). For the approxi-
mation, note that A and K parameterize the accuracy. The
higher the value of X is, the more reliable is the selection of
considered classes and positions. The higher the value of K
is, the larger is the considered area of the joint class and posi-
tion space. However, the larger both the A and K are, the
higher is the computational cost. For the highest possible
value of A the selection becomes optimal in the sense that
Sg’ >(c, ') becomes proportional to p(c,#|Y™,®).2 For the
highest possible value of K, K =1, all positions are
considered and the variational distribution (15) becomes
equal to the exact posterior. In numerical experiments we
observed that approximations with high accuracy and simul-
taneously low computational costs are obtained already for
relatively low numbers of A (e.g., A = 200 out of P, P> fea-
tures) and relatively low fractions of considered joint space
(e.g., K =0.02).

The overall procedure of the proposed learning algo-
rithm is summarized in Table 1. For each EM iteration,
the computation for each data point can be carried out
independently until the intermediate results are summed
together for the new parameters. Therefore, we parallel-
ized the computation by partitioning data points, evenly
distributing them across computer nodes/cores, and

2. 8% (¢, #) becomes equal to p(c,@|Y™ @)p(Y™|O) with
|

o
p(Y™ | ©) being a constant for the selection.
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Fig. 4. Experiment on artificial data. (a) The background for data genera-
tion (red curves) and constructed background histogram Hp (blue
regions). (b) Five samples of N = 1,000 generated image patches.
(c) The learned model parameters. The algorithm terminated after 71
iterations. The mask parameter A is visualized in gray-scale images, the
pattern feature W is visualized in RGB color space and the noise param-
eters o, o and o are visualized by heat maps.

gathering intermediate results at the end of each EM iter-
ation (see Appendix B, available in the online supple-
mental material).

4 LEARNING REPRESENTATIONS OF CHARACTERS

Equations (6) to (17) define an approximate EM algorithm
for learning character representations. It will be used to
clean corrupted documents as described later. Before, we
numerically evaluate the learning algorithm itself.

4.1 Artificial Data

Let us first consider artificial images for which ground
truth information is available. For the training data, we
generated N = 1,000 RGB image patches (F' = 3) of size
D = (50,50) according to the model (1) to (5). Each patch
contained one of five different character types with equal
probability (. = 0.2). The chosen colored characters were
generated from corresponding mask, mean and variance
parameters (see Fig. 2). The background color was drawn
from a Mixture of Gaussians as an example of multi-modal
distributions (compare Fig. 2a). Fig. 4b shows a random
selection of five generated data points. The derived EM
learning algorithm was applied to the data assuming C' =5
classes and P = D = (50,50). First, the background histo-
grams Hp was computed from the whole data set, and was
observed to model the true generating RGB-distributions
with high accuracy (the blue regions in Fig. 4a shows the
learned histograms compared to the true distributions in
red). The remaining model parameters were randomly ini-
tialized: the pattern mean W was independently and uni-
formly drawn from the RGB-color-cube [0,1]°; the pattern
variance & was set to the standard deviation of the data
set; and the initial mask parameters A were uniformly
drawn from the interval [0, 1].

The learning course of the parameters is illustrated in
Fig. 4c with iteration 0 showing the initial values. After iter-
ation 70, parameters had converged sufficiently. To visual-
ize pattern variances in Fig. 4c, they were organized as a
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Fig. 5. Experiment on a scanned text document. (a) 12 samples of N = 1,379 image patches. (b) The learning course of the parameters. The mask
parameter A is visualized in gray-scale images and the pattern feature W and the pattern noise parameter o are visualized by heat maps. For W and

o we only show the maximal values, e.g., W

matrix for each pattern and each feature dimension, e.g.,
oG = (U?LUJZR7 e 7(7’(31,1_’132)#&12). These variance matrices are
visualized as color images which are normalized individu-
ally. As can be observed, the algorithm successfully learned
the model parameters. For the experiment of Fig. 4 and
other repeated experiments, the learned parameters
diverged from the generating parameters by on average less
than 3.0 percent (excluding the cases converging to local
optima). Convergence to local optima has only been
observed in very few cases (one out of 10 runs).

4.2 Scanned Text Documents
Let us now apply the learning algorithm to data from a sin-
gle page of a scanned text document. Consider the cor-
rupted document displayed in Fig. 8 (left- hand—side) which
contains five character types, “a”, “b”, “e”, “s” and “y”. The
printed document was manually corrupted with dirt in the
form of line-strokes and with grayish spots. The data set for
training was created by a high-resolution scan of the docu-
ment (3,307 x 4,677 pixels) and by automatically cutting the
scan into small overlapping patches (120 x 165 pixels) with
fixed patch distances. Fig. 5a shows some examples of such
patches. The patch size was chosen to easily contain whole
characters and patches were cut along the writing direction
of the horizontally aligned text. White patches were auto-
matically discarded via thresholding. While an appropriate
working of the algorithm requires patch sizes large enough
for character patterns, a cutting along writing directions is
not required (see later discussions of experiments in Figs. 8
and 9). The cut-out patches are used to generate the actual
data points Y™ with vectorial features. Instead of RGB fea-
ture vectors as for the introductory example, we used fea-
ture vectors generated through Gabor filter responses.
Gabor features are robust and widespread in image process-
ing (see, e.g., [8], [40]) with high sensitivity to edge-like
structures and textures. Furthermore, they are tolerant
w.r.t. small local deformations and brightness changes. For
the small patches we computed a Gabor feature with 40
entries (five scales and eight directions) at every third pixel
[8], which resulted in 2D arrays of D; x Dy = 40 x 55 Gabor
feature vectors.

The learning algorithm was applied to this data set
assuming C =6 classes. The pattern mean W was

= maxf(Wzsf), to enable a compact visualization.

initialized by randomly selecting C' patches from the data
set and cutting out a segment of the pattern size at ran-
dom positions. The remaining parameters were initialized
in the same way as for the artificial data. To increase
computational efficiency we, furthermore, assumed with
P = (30,40) a pattern size smaller than the patch size but
still larger than the size of any characters. Parameter opti-
mization (44 EM iterations) took about 25 minutes on a
cluster with 15 GPUs (Nvidia GTX 480). More implemen-
tation details about the algorithm’s parallelization can be
found in Appendix B, available in the online supplemen-
tal material.

Fig. 5b visualizes the time-course of the learning algo-
rithm. As can be observed, the parameters converged to
appropriately represent the five character types. They are
represented by different mask parameters, mean features
and feature variances of the different classes. As only five
classes are required to represent all the characters, one
class converged to an average of some patterns and dirt
(see Pattern 4 in Fig. 5b). In numerical experiments on
this and other documents, the classes not representing
characters had either much lower values for learned
mask parameters (compare Fig. 5b) or much lower values
for learned mixing proportions m.. We exploited this
observation to automatically identify character classes
(see Section 6.1 for details). In this way we further
increase the robustness of the learning procedure by (1)
repeating the learning algorithm multiple times with dif-
ferent randomly chosen initial conditions and (2) by
selecting the parameters of a run with the highest number
of character classes.

5 CHARACTER DETECTION AND IDENTIFICATION

Based on a character representation learned as described
above, characters in a given corrupted document can be
detected and identified. We screen through the whole
document from upper-left to lower-right patch by patch.
Our first aim is to identify in each patch Y™ the position
and the class of the pattern most similar to that of a
learned character. To identify the type and position of
this best fitting pattern, we compute the maximum a-
posteriori (MAP) estimate of the approximate posterior:



DAI AND LUCKE: AUTONOMOUS DOCUMENT CLEANING

Seme Patches  Mask Param.  Mask Posterior The Residual

yin

a

Quality Measure

= e )P @t e 8

0.8501

0.5106

N

0.2416

Pattern

(b) (<)

Fig. 6. (a) An illustration of the match quality. The first column shows the
patches with the MAP estimate (red rectangle); the second column
shows the mask parameters of the matched pattern class; the third col-
umn shows the corresponding posterior probability of the mask varia-
bles; the forth column shows the difference between the mask
parameters and posterior; the fifth column states the resulting quality
measure (see Section 5 for details). (b) Visualization of the number of
reliable features for each pattern and the threshold used for selecting
character representations (dashed red line). (c) The clean representa-
tions of each pattern with their bounding box for reconstruction.

(¢", @) = arg max {q¢.(c,7;0)}
(e, B)eky, (18)
~ argmax{p(e, 7| Y, 0)},

with ¢,(c,Z;0) and K, defined as in Section 3. In anal-
ogy to template matching ([8], [41] and many more) we
refer to the result of the MAP estimate (18) as the match
for the image patch, to 2* as the matched position and to
c* as the matched class.

As some of the patches may not contain any or any com-
plete character pattern (see, e.g., Fig. 6a, left-hand-side), we
introduce a quality measure to distinguish good matches
(to characters) from bad matches (to non-characters). Given
the patch Y™ with match (c*,7*), we define the quality of
the match as follows:

Q(c", 7, Y, 0) =
S @) e —p(my=1]c, 7Y™, 0)]

i=(1,1)
Yot ()

2

(19)

where p(m;=1|c*,7*, Y, 0) is the posterior distribution
of the binary mask in (13). The negative term in (19) is a nor-
malized distance measure between mask parameters and
mask posterior probabilities. Low values of () correspond to
poor matches and ) = 1 corresponds to a perfect match.
The definition of the match quality follows an observa-
tion that, for good matches, a large part of the image patch
is consistent with the corresponding character, while, for
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TABLE 2
The Flow of Document Cleaning

1: compute the histogram # p as the background distribution
2: learn pattern representations (Tab.1)

3: remove non-characters from the learned representations

4: compute bounding boxes for the character representations
5: select clean pixel representations for each character representa-

tion

6: repeat

7. for each patch of the document do

8: compute the best matching pattern class and

position (c*, *) using the MAP estimate in (18)
9: compute the quality Q of the match using (19)
10: if Q > Qo and the detected pattern is fully
inside the patch then
11: mark this match as accepted
12: paint the clean representation of pattern c*
at the detected position *
13: erase the reconstructed pattern from the
original document

14: end if
15: end for

16: until no more matches are accepted

bad matches, only a small part is consistent. To convert
such observation into a quantitative measure, we need to
define this consistency. As can be seen in Fig. 6a, the consis-
tency can be well formulated using the distance between
the mask parameters and mask posterior probabilities. Intu-
itively speaking, the mask parameters show which features
should be consistent in order to be considered as the pat-
tern and the mask posterior probabilities show which fea-
tures in the image patch are actually consistent with the
pattern (see the second and third columns in Fig. 6a). To
make the match quality Q(c*, 7, Y, 0) independent of
the pattern size, we added normalization weights (a;l*)y.
Besides this reason, we also noticed that, to determine a
good match, it is crucial whether the reliable features (oz%'*
close to 1) are well matched (p(m;=1]¢, Z, Y™, 0) close to
1), while other features are usually irrelevant. On the other
hand, to be tolerant w.r.t. corruptions in the surrounding
area, we should lower the weights of the distances over
unreliable features. Thus, we chose the normalization
weight (a;l*)y for such tuning with the parameter y. We
observed that y is not a sensitive parameter and that the
quality measure results in good separation for a larger
range of values. In all our experiments we used y = 10. To
provide some more intuition for (19), note that the quality
measure is proportional to the percentage of the pattern c¢*
that is being matched in a given patch if the mask parame-
ters are strictly binary, i.e., if a feature is either maximally
reliable (a;i: 1), or maximally unreliable (oz;l: 0). If for
instance a patch contains a complete and clean instance of
the pattern ¢* at position &, p(mz= 1| ¢*, ", Y™, @) is close
or equal to one for all reliable features and zero otherwise.
This implies that the distance measure is equal to zero and
Q(c*,#,Y™ 0) equal to one.

6 THE DOCUMENT CLEANING PROCEDURE

By making use of the learned character representation, char-
acter matching, and match qualities, we can now remove
corruptions from a given scanned text document (see the
flow of document cleaning in Table 2).
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6.1 Preparation

Before going into the details about the document cleaning
procedure, some preparations have to be made. Of all
learned pattern representations some may, for instance, not
represent characters and will have to be identified as such.
Furthermore, the cleaning procedure will require a clean
representation of each character for reconstruction.

The class number C assumed by the learning algorithm
may not be equal to the number of character types in the
training data set. A flexible approach is to set C' larger than
the actual number of character types and to try to identify
after learning those representations that do not correspond
to characters. In numerical experiments on different types
of data, we noticed that non-character representations usu-
ally have much lower values for learned mask parameters
(see Fig. 5b for an example). On the other hand, for the clas-
ses representing true characters, the mask parameters in the
center area (describing the character shape) are usually very
high (close to 1). Based on these observations, we define the
set of salient features for each class c as

B = {a;i | o> %}, (20)
where in all of our experiments the threshold «, = 0.85 is
used. With the definition of salient features, the classes of
true characters can be distinguished from non-character
ones by counting the number of salient features. In all of
our experiments, we observed a clear separation between
these two groups of classes (see Fig. 6b for an example).
With a simple threshold, e.g.,  of the highest salient feature
number (the threshold used in our experiments), they can
easily be separated. If multiple classes model the same char-
acter, these classes are identified according to the similarity
of features and masks with shift-invariant.

The next step is to compute a tight bounding box for each
character type, i.e., estimating for each represented charac-
ter a rectangular region that contains the character. The
bounding boxes will be used for the cleaning procedure
later on. The patch size used in our learning algorithm is
always much larger than the actual size of the characters as
we want every character in the document to be completely
inside at least one patch. One consequence is that the
learned mask parameters are not cleanly restricted to
the character shape as can be observed by considering the
learned representations (see, e.g., Fig. 5b). There are some
low value areas at the left and right side of the patch
because there is often more than one character inside a
patch. Therefore, each representation does contain not only
the modeled character but also the average of the characters
appearing at the left and right side. To find the region inside
of each representation that corresponds to a character, we
compute a bounding box around the reliable features (see
Fig. 6¢ for an example).

Finally, the document cleaning is achieved by replacing
each detected character of the corrupted document by a
clean character. As a fully unsupervised approach, we do
not have prior knowledge of the character shapes in the
document. The clean character representations have to be
found from the corrupted document without any label
information. Our model builds its internal representations
of characters in terms of Gabor wavelets, which do not
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generate images of characters directly. To obtain clean
character representations for reconstruction, we therefore
search the entire corrupted document for the best match of
each learned class. More precisely, we determine the best
match by the highest quality measure with y =0 and cut
out a segment the size of the characters bounding box
(Fig. 6c shows some examples). In case of a misclassifica-
tion, the reconstructed character will be significantly
different from the original one.

6.2 Document Cleaning

After the autonomous identification of classes representing
characters, their associated bounding boxes, and their clean-
est examples in pixel space, we can now clean a document
by reconstructing each possibly corrupted character by a
clean version (Fig. 8 shows an example). For reconstruction,
we screen through the corrupted document patch by patch
from upper left to lower right and with patches overlapping
by about 50 percent. For each patch we compute the match
(c*,7*) according to (18) and the match quality using (19). If
the matched position Z* corresponds to a pattern fully visi-
ble within the patch, and if the match quality is above the
threshold @)y = 0.5, we paint the best representation of class
c¢* at position Z* onto an initially blank reconstructed docu-
ment. Fig. 7 illustrates this procedure for a small area of the
example document.

As can be observed, not all the matches are accepted for
reconstruction because some matches correspond to pat-
terns not entirely visible (e.g., the second patch at iteration
1) or because match qualities are too low (e.g., the last patch
at iteration 2). The quality threshold prevents dirt from
being reconstructed as characters. As for each patch just one
match is computed, not all characters are reconstructed at
first. For a complete reconstruction we therefore erase each
successfully reconstructed character in the original docu-
ment by painting a blank rectangle (of the same size as the
corresponding bounding box) and apply the procedure
again. Patterns that previously were not identified because
of competition with other patterns can now be found and
correctly reconstructed. The reconstruction procedure ter-
minates once no more matches are accepted.

In Fig. 7 two iterations through the document are suffi-
cient to successfully reconstruct the word “bayes”. The
entire document in Fig. 8 is perfectly reconstructed after
three iterations. The more a document is corrupted by dirt,
the less perfect we can expect the reconstruction to be. In
examples with dirt fully occluding parts of the document,
we do thus obtain many false negative errors. False positive
errors are, on the other hand, obtained if, e.g., a random
combination of manual line strokes coincides with the fea-
ture arrangement of a learned pattern (see Appendix C,
available in the online supplemental material). Although
error rates for imperfect reconstructions can be decreased
by fine tuning the threshold @), we left the parameter
unchanged at )y = 0.5 for all examples to demonstrate the
generality of the approach.

6.3 Quantitative Comparison
To give a quantitative evaluation of our algorithm we com-
puted the recognition rate (the percentage of the characters
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Fig. 7. An illustration of the cleaning procedure. The first column shows the original document (using a small area as an example) and the recon-
structed document (initially blank). The second column shows patches of the original document. Using the learned character representations, the
MAP estimate of the character class ¢* and position #* is visualized for each patch as a red rectangle. For each match the match quality @ is com-
puted and given on the right-hand-side. The match is accepted if the match quality is above a threshold @), and if the matched character is completely
inside the patch. The characters of the accepted matches are reconstructed by painting clean characters at the matched positions while the character
is erased from the original document (third column). As not all characters can be reconstructed at once, the reconstruction process is iterated until no
more characters are accepted for reconstruction (after two iterations for this example).

from the original document being correctly recognized) and
the number of false positives (FP) (the number of wrongly
recognized characters which do not exist in the original doc-
ument). Recognition rates and numbers of false positives
can be computed for any alphabet, which makes them an
appropriate measure for our approach. Quantitative evalua-
tions of other approaches (e.g., [15], [16], [17], [18], [43])
required well-known alphabets (such as the Latin alphabet)
because they were based on improvements of OCR before
and after the application of the respective image enhance-
ment method. As a baseline comparison, we also applied a
state-of-art commercial OCR software (FineReader, [44]) to
the same scanned documents used for our approach. The

OCR algorithm is only applied to the corrupted documents
for comparison because recognition rates (and false posi-
tives) for the reconstructed documents would essientially
correspond to those of our algorithm (in the case of stan-
dard Latin alphabets).

Besides the document shown in Fig. 8a, we made (as
briefly mentioned above) several experiments on different
types of other documents. For a comparison with conven-
tional approaches, the document cleaning has been per-
formed on a document image consisting of characters of a
historical newspaper [42] (see Fig. 8b). Additionally we per-
formed document cleaning on documents with more char-
acter types (nine or 12 character types) and on a document
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Fig. 8. Examples of documents cleaned by the described procedure. Top: the corrupted documents. Bottom: the cleaned document. (a) A
part of the document used in Section 4.2. (b) A part of the document with characters of an historical newspaper [42]. Five different instances
of each character type (in total ten character types) have been used, and the characters were randomly placed on a background that mim-

icked the texture of historical paper.
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Fig. 9. Quantitative comparison of our algorithm to state-of-art OCR
software [44]. Top: The recognition rates (percentages of characters
from the original document being correctly recognized) are given for
different examples. Bottom: The numbers of false positives (wrongly
recognized characters which do not exist in the original document).
For each example document we show a small patch in the bottom
row. The full documents are shown in the Appendix C, available in
the online supplemental material.
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with an unusual character set (Klingon was used as an
extreme case) to highlight that our approach is not using
prior knowledge about character shapes. To highlight that
no knowledge about text alignment is used, we furthermore
show results on a document with randomly placed and
rotated characters. Finally, to show false positives and failed
reconstructions of some characters, we performed an exper-
iment on a document containing dark ink spots and ambig-
uous patterns (compare Appendix C, available in the online
supplemental material).

The results of our algorithm and the OCR algorithm are
quantitatively evaluated by computing the recognition
rate (the percentage of the characters from the original
document being correctly recognized) and the number of
false positives (the number of wrongly recognized charac-
ters which do not exist in the original document).? For the
document in Fig. 8a, for instance, FineReader recognized
56.5 percent of the characters correctly (essentially those
that are segmentable) and corruption by dirt caused 297
false positives. On the same data, our approach detected
100 percent of the characters correctly with no false posi-
tives. Fig. 9 shows the results for Fig. 8b and summarizes
results for other examples. The poorest performance of
FineReader in all the examples is observed for documents
with non-standard characters or unusual character orien-
tations. For the documents with Klingon and randomly
placed rotated characters, for instance, FineReader
resulted in recognition rates of 0 percent (231 FP) and 0.8
percent (86 FP), respectively. For comparison, our
approach detected 100 percent (no FP) and 100 percent (3
FP), respectively. Typical cases for false positives and mis-
classifications of our algorithm are highlighted in Appen-
dix C, available in the online supplemental material,
(Figs. 14, 16, 21 and others). One example shows misclas-
sifications caused by high similarities between characters.

3. Note that the numbers of false positives for the OCR algorithm
are only rough estimates because its character segmenter often cuts a
characters into multiple segments or groups multiple characters into
one segment.
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For instance, in documents containing “m” and “n” char-
acters, our approach can interpret a patch containing an
“m” pattern as a corrupted “n”. To further improve per-
formance, cases such as classifications of character sub-
pattern can explicitly be addressed. Other cases such as
strong occlusions represent more principled limitations.
The reason behind the poor performance of conventional
OCR algorithm is that it first needs to segment characters
out based on the statistical information of text alignment,
and then recognize those characters based on pre-trained
character classifiers. In the problem of document cleaning,
the document is corrupted, e.g., with line strokes consisting
of the same type of basic features as characters. Such a cor-
ruption severely affects the character segmentation process-
ing and poses considerable challenges to the character
classifiers, which results in a poor performance in the docu-
ment cleaning task. Note, however, that a comparison of an
OCR algorithm to our approach on these data is not fair.
The only reason for the comparison is to provide a baseline
performance of the most related approach. OCR software is
not intended for the task addressed here, as it is not trained
on the corrupted data and as it does not aim for cleaning a
document independent of the alphabet. Vice versa, our
algorithm would not perform well on typical OCR tasks.

7 DiISCUSSION

We have studied an unsupervised approach to clean cor-
rupted scanned documents. Our approach relies on the
learning of character representations using a probabilistic
generative model with explicit position encoding. Similar to
other probabilistic approaches, e.g., image denoising, we
followed the general principle of capturing the regularities
of the data, and removed unwanted data parts after identi-
fying them as deviations from the learned regularities.
However, in contrast to approaches for noise removal, we
learned explicit high-level representations of specific image
components, i.e., of characters. Having an explicit notion of
feature arrangements per character allows for a discrimina-
tion of irregular patterns versus characters even though
these irregular patterns can consist of the same features
(line strokes) as the characters themselves. Methods not
representing characters explicitly (e.g., [29]) are, therefore,
not applicable or would, at the least, require additional
mechanisms to identify characters and to discriminate them
against irregular patterns. The idea of using statistical infor-
mation from patches of corrupted/degraded document in
order to improve them has been explored before. Such doc-
ument patches contains redundant information about the
characters of the document and, therefore, can be used to
solve tasks at various levels: from denoising the document
image, over enhancing/recovering the document image
[17], [18], [43], to learning of character representations for
their identification and reconstruction (our approach). Our
method distinguishes itself from previous approaches in
the following aspects: (1) we work with larger patches
which can contain multiple characters; (2) we explicitly
learn character representations, which provides an explicit
separation between meaningful characters and severe cor-
ruptions/degradations even if characters and corruptions
share many features; (3) our approach can directly identify
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characters, which is as powerful as an OCR algorithm with-
out having to be trained on labeled data; (4) we take advan-
tage of sophisticated image features and are robust to small
distortions and degradations.

By applying our approach we have shown in this
study that even under difficult conditions a perfect recon-
struction of a text document is possible with solely the
information on a single page. The result of the cleaning
procedure depended on factors like the severity of the
corruption, the number of character instances per charac-
ter type, and on the similarity between character patterns
and corrupting patterns. Very simple characters like “1”,
“X”, “N” or “C” are, for instance, easier to confuse with
random line strokes than more complex characters; and
regular line strokes (same orientation and thickness) may
be learned as foreground objects. Furthermore, the more
character types a document contains the more challenging
the discrimination between characters becomes, especially
for strongly corrupted data. This is true for learning as
well as for character identification. Regarding required
data, we usually observed good result in our experiments
for more than 200 character instances per character type.
Performance significantly decreased for less than 100
instances, primarily due to less appropriate learning of
the character representations. The example of Fig. 8 con-
tains about 250 instances per character type (1,251 charac-
ters in total). For the same number of characters, text
with 12 character types (about 100 instances per type)
could still be processed with low error rates (compare
“12chars’ example). A similar page with text consisting of
the full alphabet of letters, even if constrained to just
lower or upper case, would not provide sufficiently many
character examples for self-cleaning, however. A natural
extension of the addressed task to more character types
would, therefore, require several pages. If we assume that
about 200 examples per character type are needed and if
a page contains 1,000 characters in total, we would
require about six pages to learn a full Latin alphabet of
lower-case letters. For the general type-set of all letters
and numbers (excluding special characters), we would
require about 13 pages. If we, furthermore, consider that,
e.g., only just 0.074 percent of all characters in the English
language are of type ‘z’ [45], then the number of required
pages would increase to about 270. To execute the clean-
ing procedure described in this work, processing of 270
pages amounts to unreasonably long computation times
(even using parallel implementations). The computational
effort and the limitation in the size of alphabets is also a
clear distinction to above discussed alternative
approaches [13], [14], [15], [16], [17], [18]. Because of these
limitations, such previously approaches are still clearly
preferable for concrete applications including the
enhancement of historical documents or the improvement
of OCR approaches.

In future work the performance of our approach can be
further improved by exploiting further regularities of words
and text. The regular arrangement of characters along a line
(compare [46]) could be used to predict the positions of
characters, and linguistic regularities (e.g., probabilistic lan-
guage models) could be used to predict character types
from context. Using probabilistic generative approaches,
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such prior knowledge can be integrated into the model by
constructing or by learning more sophisticated prior distri-
butions p(c,Z|©). Also on the algorithmic side further
improvements can be made, e.g., by using a multiple-cause
structure (e.g., [47], [48]) to recognize multiple patterns in a
patch simultaneously, or by using image features with scale
invariance and contrast normalization (e.g., SIFT [49], HOG
[50]). Different font sizes of characters can be handled by
modeling them as different patterns, by estimating font
sizes with heuristic mechanisms, or by adding scaling trans-
formations to the model. An extended set of transforma-
tions would, however, further increase the hidden state
space and the associated computational demand. The effi-
ciency of the learning algorithm could be further improved
by exploiting the techniques in object detection literature. In
our E-step, brute-force sliding window computation has
been avoided by selecting a small number of candidate
translations according to a subset of features. Beyond that,
invariant features [9] or techniques like coarse-to-fine search
can, in principle, be used for speeding up the selection pro-
cedure. Such techniques could dramatically reduce the
search space but would imply a coarse-to-fine pyramid
structure of character representations, which is much more
complicated than our current grid representation. There-
fore, it is beyond the scope of this work.

To summarize, by applying the probabilistic approach
described in this work, we have shown that it is in principle
possible to autonomously clean text documents which are
heavily corrupted by irregular patterns. Future develop-
ments can further improve the cleaning performance by
exploiting regularities of words and sentences, or they can
extend the application domain of the approach.

ACKNOWLEDGMENTS

This work was funded by the German Research Foundation
(DFG) under grant LU 1196/4-2. Large parts of the research
under the grant were done at the Frankfurt Institute for
Advanced Studies of the Goethe-University Frankfurt,
Germany (the previous institution of the authors).

REFERENCES

[11 U. Schmidt, Q. Gao, and S. Roth, “A generative perspective on
MRFs in low-level vision,” in Proc. IEEE Conf. Comput. Vis. Pattern
Recognit., 2010, pp. 1751-1758.

[2] R. Kindermann and J. L. Snell, Markov Random Fields and Their
Applications. Providence, RI, USA: Am. Math. Soc., 1980.

[3] S. Z. Li, Markov Random Field Modeling in Image Analysis. New
York, NY, USA: Springer, 2009.

[4] B. A.Olshausen and D. J. Field, “Emergence of simple-cell recep-
tive field properties by learning a sparse code for natural images,”
Nature, vol. 381, pp. 607609, 1996.

[5] H. Lee, A. Battle, R. Raina, and A. Y. Ng, “Efficient sparse cod-
ing algorithms,” in Proc. Adv. Neural Inf. Process. Syst., 2007,
pp- 801-808.

[6] J. Wright, Y. Ma, J. Mairal, G. Sapiro, T. Huang, and S. Yan,
“Sparse representation for computer vision and pattern recog-
nition,” Proc. IEEE, vol. 98, no. 6, pp. 1031-1044, Jun. 2010.

[71 B. A. Olshausen, C. H. Anderson, and D. C. V. Essen, “A neurobi-
ological model of visual attention and invariant pattern recogni-
tion based on dynamic routing of information,” The . Neurosci.,
vol. 13, no. 11, pp. 47004719, 1993.

[8] L. Wiskott, J.-M. Fellous, N. Kriiger, and C. von der Malsburg,
“Face recognition by elastic bunch graph matching,” IEEE
Trans. Pattern Anal. Mach. Intell., vol. 19, no. 7, pp. 775-779,
Jul. 1997.



1962

[9]

[10]

[11]

[12]

[13]

[14]
[15]

[16]

(171

[18]

[19]

[20]

[21]

[22]

[23]

[24]

[25]

[26]

[27]

[28]

[29]

[30]

[31]

[32]

[33]

[34]

[35]

IEEE TRANSACTIONS ON PATTERN ANALYSIS AND MACHINE INTELLIGENCE, VOL.36, NO.10, OCTOBER 2014

B. J. Frey and N. Jojic, “Transformation-invariant clustering using
the EM algorithm,” IEEE Trans. Pattern Anal. Mach. Intell., vol. 25,
pp- 1-17, Jan. 2003.

D. B. Grimes and R. P. N. Rao, “Bilinear sparse coding for invari-
ant vision,” Neural Comput., vol. 17, pp. 47-73, 2005.

C. K. I. Williams and M. K. Titsias, “Greedy learning of multiple
objects in images using robust statistics and factorial learning,”
Neural Comput., vol. 16, pp. 1039-1062, 2004.

J. Mantas, “An overview of character recognition methodologies,”
Pattern Recognit., vol. 19, no. 6, pp. 425-430, 1986.

G. Kopec and P. Chou, “Document image decoding using Markov
source models,” IEEE Trans. Pattern Anal. Mach. Intell., vol. 16,
no. 6, pp. 602617, Jun. 1994.

G. E. Kopec and M. Lomelin, “Document-Specific Character Tem-
plate Estimation,” in Proc. SPIE, vol. 2660, 1996, pp. 14—26.

M. Bern and D. Goldberg, “Model-based document image
improvement,” in Proc. Int. Conf. Image Process., 2000, pp. 582-585.
Q. Zheng and T. Kanungo, “Morphological Degradation Models
and their Use in Document Image Restoration,” in Proc. Int. Conf.
Image Process., 2001, pp. 193-196.

R. F. Moghaddam and M. Cheriet, “Beyond pixels and regions: A
non-local patch means (NLPM) method for content-level restora-
tion, enhancement, and reconstruction of degraded document
images,” Pattern Recognit., vol. 44, no. 2, pp. 363-374, 2011.

J. Banerjee, A. Namboodiri, and C. Jawahar, “Contextual restora-
tion of severely degraded document images,” in Proc. IEEE Conf.
Comput. Vis. Pattern Recognit., 2009, pp. 517-524.

M. Titsias and C. Williams, “Fast unsupervised greedy learning of
multiple objects and parts from video,” in Proc. Conf. Comput. Vis.
Pattern Recognit. Workshop, 2004, p. 179.

N.Jojic and B. J. Frey, “Learning flexible sprites in video layers,” in
Proc. IEEE Conf. Comput. Vis. Pattern Recognit., 2001, pp. 517-524.
B. J. Frey, N. Jojic, and A. Kannan, “Learning appearance and
transparency manifolds of occluded objects in layers,” in Proc.
IEEE CS Conf. Comput. Vis. Pattern Recognit., 2003, pp. 45-52.

A. Kannan, N. Jojic, and B. ]. Frey, “Generative model for layers of
appearance and deformation,” in Proc. 10th Int. Workshop Artif.
Intell. Statist., 2005, pp. 166-173.

J. Winn and A. Blake, “Generative affine localisation and
tracking,” in Proc. Adv. Neural Inf. Process. Syst., 2004,
pp- 1505-1512.

A. Kannan, N. Jojic, and B. J. Frey, “Fast Transformation-Invari-
ant Component Analysis,” Int. |. Comput. Vis., vol. 77, no. 1-3,
pp- 87-101, 2007.

J. D. Jackson, A. ]J. Yezzi, and S. Soatto, “Dynamic shape and
appearance modeling via moving and deforming layers,” Int.
J. Comput. Vis., vol. 79, no. 1, pp. 71-84, 2008.

C. Wang, M. D. L. Gorce, and N. Paragios, “Segmentation, order-
ing and multi-object tracking using graphical models,” in IEEE
12th Int. Conf. Comput. Vis., 2009, pp. 747-754.

J. Y. A. Wang and E. H. Adelson, “Representing moving images
with layers,” IEEE Trans. Image Process., vol. 3, no. 5, pp. 625-38,
Sep. 1994.

D. Sun, E. B. Sudderth, and M. J. Black, “Layered segmentation
and optical flow estimation over time,” in Proc. IEEE Conf. Comput.
Vis. Pattern Recognit., 2012, pp. 1768-1775.

N. Jojic, B. Frey, and A. Kannan, “Epitomic analysis of appearance
and shape,” in Proc. 9th IEEE Int. Conf. Comput. Vis., 2003, pp. 34—41.
K. Ni, A. Kannan, A. Criminisi, and J. Winn, “Epitomic location
recognition,” IEEE Trans. Pattern Anal. Mach. Intell., vol. 31, no. 12,
pp- 2158-67, Dec. 2009.

J. Liicke and J. Eggert, “Expectation truncation and the benefits of
preselection in training generative models,” The |. Mach. Learn.
Res., vol. 11, pp. 2855-2900, 2010.

R. M. Neal and G. E. Hinton, “A view of the EM algorithm that
justifies incremental, sparse, and other variants,” in Proc. NATO
Adv. Study Inst. Learn. Graph. Models, 1998, pp. 355-368.

M. Jordan, Z. Ghahramani, T. Jaakkola, and L. Saul, “An introduc-
tion to variational methods for graphical models,” Mach. Learn.,
vol. 37, pp. 183-233, 1999.

E. Korner, M. O. Gewaltig, U. Korner, A. Richter, and T. Rodemann,
“A model of computation in neocortical architecture,” Neural
Netw., vol. 12, pp. 989-1005, 1999.

V. A. F. Lamme and P. R. Roelfsema, “The distinct modes of vision
offered by feedforward and recurrent processing,” Trends Neuro-
sci., vol. 23, no. 11, pp. 571-579, 2000.

[36]

[371]

[38]

[39]

[40]

[41]

[42]

[43]

[44]
[45]

[46]

[47]

[48]

[49]

[50]

R. D.S. Raizada and S. Grossberg, “Towards a theory of the lami-
nar architecture of cerebral cortex: Computational clues from the
visual system,” Cerebral Cortex, vol. 13, pp. 100-13, 2003.

A. Yuille and D. Kersten, “Vision as Bayesian inference: Analysis
by synthesis?” Trends Cognitive Sci., vol. 10, no. 7, pp. 301-8, 2006.
S. Madec, A. Rey, S. Dufau, M. Klein, and J. Grainger, “The time
course of visual letter perception,” J. Cognitive Neurosci., vol. 24,
no. 7, pp. 1645-1655, 2012.

G. Puertas, J. Bornschein, and J. Liicke, “The maximal causes of
natural scenes are edge filters,” in Proc. Adv. Neural Inf. Process.
Syst., 2010, vol. 23, pp. 1939-1947.

L. Shen and L. Bai, “A review on Gabor wavelets for face recog-
nition,” Pattern Anal. Appl., vol. 9, pp. 273-292, 2006.

Y. LeCun, K. Kavukcuoglu, and C. Farabet, “Convolutional net-
works and applications in vision,” in Proc. IEEE Int. Symp. Circuits
Syst., 2010, pp. 253-256.

“Les gazettes europeennes du 18eme siecle,” [Online]. Available:
http:/ / gazettes18e.ish-lyon.cnrs.fr/

L. Likforman-Sulem, J. Darbon, and E. H. B. Smith, “Enhancement
of historical printed document images by combining total varia-
tion regularization and non-local means filtering,” Image Vis. Com-
put., vol. 29, no. 5, pp. 351-363, 2011.

“Abbyy finereader 11,” (2011). [Online]. Available: http://
finereader.abbyy.com/

H. Beker and F. Piper, Cipher Systems: The Protection of Communica-
tions. Hoboken, NJ, USA: Wiley-Interscience, 1982.

R. G. Casey and E. Lecolinet, “A survey of methods and strategies
in character segmentation,” IEEE Trans. Pattern Anal. Mach. Intell.,
vol. 18, no. 7, pp. 690-706, Jul. 1996.

P. Dayan and R. S. Zemel, “Competition and multiple cause mod-
els,” Neural Comput., vol. 7, pp. 565-579, 1995.

Z. Dai and J. Liicke, “Unsupervised learning of translation invari-
ant occlusive components,” in Proc. IEEE Conf. Comput. Vis. Pat-
tern Recognit., 2012, pp. 2400-2407.

D. G. Lowe, “Distinctive image features from scale-invariant key-
points,” Int. |. Comput. Vis., vol. 60, pp. 91-110, 2004.

N. Dalal and B. Triggs, “Histograms of oriented gradients for
human detection,” in Proc. IEEE Conf. Comput. Vis. Pattern Recog-
nit., 2005, pp. 886-893.

Zhenwen Dai received the BSc degree in com-
puter science from Zhejiang University, China, in
2007, and the MPhil degree in computer science
from The University of Hong Kong, in 2009, and
the doctoral degree in computer science from the
Goethe-University Frankfurt, in 2013. He is cur-
rently a postdoctoral research associate at the
University of Sheffield in the field of machine
learning and computer vision. He is a member of
the IEEE.

Jorg Lucke received the PhD degree from the
Ruhr-University Bochum, Germany, in 2005
and then joined the Gatsby Computational Neu-
roscience Unit, UCL, United Kingdom, as a
postdoc. With grants from different funding
agencies, he then built up his own research
group at the Frankfurt Institute for Advanced
Studies, Goethe-University Frankfurt, and later
at the Technical University Berlin. Since 2013,
he is an associate professor of machine learn-
ing at the University of Oldenburg, Germany.

He is a member of the IEEE.

> For more information on this or any other computing topic,
please visit our Digital Library at www.computer.org/publications/dlib.




<<
  /ASCII85EncodePages false
  /AllowTransparency false
  /AutoPositionEPSFiles true
  /AutoRotatePages /None
  /Binding /Left
  /CalGrayProfile (Gray Gamma 2.2)
  /CalRGBProfile (sRGB IEC61966-2.1)
  /CalCMYKProfile (U.S. Web Coated \050SWOP\051 v2)
  /sRGBProfile (sRGB IEC61966-2.1)
  /CannotEmbedFontPolicy /Warning
  /CompatibilityLevel 1.4
  /CompressObjects /Off
  /CompressPages true
  /ConvertImagesToIndexed true
  /PassThroughJPEGImages true
  /CreateJobTicket false
  /DefaultRenderingIntent /Default
  /DetectBlends true
  /DetectCurves 0.0000
  /ColorConversionStrategy /sRGB
  /DoThumbnails true
  /EmbedAllFonts true
  /EmbedOpenType false
  /ParseICCProfilesInComments true
  /EmbedJobOptions true
  /DSCReportingLevel 0
  /EmitDSCWarnings false
  /EndPage -1
  /ImageMemory 1048576
  /LockDistillerParams true
  /MaxSubsetPct 100
  /Optimize true
  /OPM 0
  /ParseDSCComments false
  /ParseDSCCommentsForDocInfo true
  /PreserveCopyPage true
  /PreserveDICMYKValues true
  /PreserveEPSInfo false
  /PreserveFlatness true
  /PreserveHalftoneInfo true
  /PreserveOPIComments false
  /PreserveOverprintSettings true
  /StartPage 1
  /SubsetFonts false
  /TransferFunctionInfo /Remove
  /UCRandBGInfo /Preserve
  /UsePrologue false
  /ColorSettingsFile ()
  /AlwaysEmbed [ true
    /Algerian
    /Arial-Black
    /Arial-BlackItalic
    /Arial-BoldItalicMT
    /Arial-BoldMT
    /Arial-ItalicMT
    /ArialMT
    /ArialNarrow
    /ArialNarrow-Bold
    /ArialNarrow-BoldItalic
    /ArialNarrow-Italic
    /ArialUnicodeMS
    /BaskOldFace
    /Batang
    /Bauhaus93
    /BellMT
    /BellMTBold
    /BellMTItalic
    /BerlinSansFB-Bold
    /BerlinSansFBDemi-Bold
    /BerlinSansFB-Reg
    /BernardMT-Condensed
    /BodoniMTPosterCompressed
    /BookAntiqua
    /BookAntiqua-Bold
    /BookAntiqua-BoldItalic
    /BookAntiqua-Italic
    /BookmanOldStyle
    /BookmanOldStyle-Bold
    /BookmanOldStyle-BoldItalic
    /BookmanOldStyle-Italic
    /BookshelfSymbolSeven
    /BritannicBold
    /Broadway
    /BrushScriptMT
    /CalifornianFB-Bold
    /CalifornianFB-Italic
    /CalifornianFB-Reg
    /Centaur
    /Century
    /CenturyGothic
    /CenturyGothic-Bold
    /CenturyGothic-BoldItalic
    /CenturyGothic-Italic
    /CenturySchoolbook
    /CenturySchoolbook-Bold
    /CenturySchoolbook-BoldItalic
    /CenturySchoolbook-Italic
    /Chiller-Regular
    /ColonnaMT
    /ComicSansMS
    /ComicSansMS-Bold
    /CooperBlack
    /CourierNewPS-BoldItalicMT
    /CourierNewPS-BoldMT
    /CourierNewPS-ItalicMT
    /CourierNewPSMT
    /EstrangeloEdessa
    /FootlightMTLight
    /FreestyleScript-Regular
    /Garamond
    /Garamond-Bold
    /Garamond-Italic
    /Georgia
    /Georgia-Bold
    /Georgia-BoldItalic
    /Georgia-Italic
    /Haettenschweiler
    /HarlowSolid
    /Harrington
    /HighTowerText-Italic
    /HighTowerText-Reg
    /Impact
    /InformalRoman-Regular
    /Jokerman-Regular
    /JuiceITC-Regular
    /KristenITC-Regular
    /KuenstlerScript-Black
    /KuenstlerScript-Medium
    /KuenstlerScript-TwoBold
    /KunstlerScript
    /LatinWide
    /LetterGothicMT
    /LetterGothicMT-Bold
    /LetterGothicMT-BoldOblique
    /LetterGothicMT-Oblique
    /LucidaBright
    /LucidaBright-Demi
    /LucidaBright-DemiItalic
    /LucidaBright-Italic
    /LucidaCalligraphy-Italic
    /LucidaConsole
    /LucidaFax
    /LucidaFax-Demi
    /LucidaFax-DemiItalic
    /LucidaFax-Italic
    /LucidaHandwriting-Italic
    /LucidaSansUnicode
    /Magneto-Bold
    /MaturaMTScriptCapitals
    /MediciScriptLTStd
    /MicrosoftSansSerif
    /Mistral
    /Modern-Regular
    /MonotypeCorsiva
    /MS-Mincho
    /MSReferenceSansSerif
    /MSReferenceSpecialty
    /NiagaraEngraved-Reg
    /NiagaraSolid-Reg
    /NuptialScript
    /OldEnglishTextMT
    /Onyx
    /PalatinoLinotype-Bold
    /PalatinoLinotype-BoldItalic
    /PalatinoLinotype-Italic
    /PalatinoLinotype-Roman
    /Parchment-Regular
    /Playbill
    /PMingLiU
    /PoorRichard-Regular
    /Ravie
    /ShowcardGothic-Reg
    /SimSun
    /SnapITC-Regular
    /Stencil
    /SymbolMT
    /Tahoma
    /Tahoma-Bold
    /TempusSansITC
    /TimesNewRomanMT-ExtraBold
    /TimesNewRomanMTStd
    /TimesNewRomanMTStd-Bold
    /TimesNewRomanMTStd-BoldCond
    /TimesNewRomanMTStd-BoldIt
    /TimesNewRomanMTStd-Cond
    /TimesNewRomanMTStd-CondIt
    /TimesNewRomanMTStd-Italic
    /TimesNewRomanPS-BoldItalicMT
    /TimesNewRomanPS-BoldMT
    /TimesNewRomanPS-ItalicMT
    /TimesNewRomanPSMT
    /Times-Roman
    /Trebuchet-BoldItalic
    /TrebuchetMS
    /TrebuchetMS-Bold
    /TrebuchetMS-Italic
    /Verdana
    /Verdana-Bold
    /Verdana-BoldItalic
    /Verdana-Italic
    /VinerHandITC
    /Vivaldii
    /VladimirScript
    /Webdings
    /Wingdings2
    /Wingdings3
    /Wingdings-Regular
    /ZapfChanceryStd-Demi
    /ZWAdobeF
  ]
  /NeverEmbed [ true
  ]
  /AntiAliasColorImages false
  /CropColorImages true
  /ColorImageMinResolution 150
  /ColorImageMinResolutionPolicy /OK
  /DownsampleColorImages true
  /ColorImageDownsampleType /Bicubic
  /ColorImageResolution 150
  /ColorImageDepth -1
  /ColorImageMinDownsampleDepth 1
  /ColorImageDownsampleThreshold 1.50000
  /EncodeColorImages true
  /ColorImageFilter /DCTEncode
  /AutoFilterColorImages false
  /ColorImageAutoFilterStrategy /JPEG
  /ColorACSImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /ColorImageDict <<
    /QFactor 0.40
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /JPEG2000ColorACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /JPEG2000ColorImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /AntiAliasGrayImages false
  /CropGrayImages true
  /GrayImageMinResolution 150
  /GrayImageMinResolutionPolicy /OK
  /DownsampleGrayImages true
  /GrayImageDownsampleType /Bicubic
  /GrayImageResolution 300
  /GrayImageDepth -1
  /GrayImageMinDownsampleDepth 2
  /GrayImageDownsampleThreshold 1.50000
  /EncodeGrayImages true
  /GrayImageFilter /DCTEncode
  /AutoFilterGrayImages false
  /GrayImageAutoFilterStrategy /JPEG
  /GrayACSImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /GrayImageDict <<
    /QFactor 0.40
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /JPEG2000GrayACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /JPEG2000GrayImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /AntiAliasMonoImages false
  /CropMonoImages true
  /MonoImageMinResolution 1200
  /MonoImageMinResolutionPolicy /OK
  /DownsampleMonoImages true
  /MonoImageDownsampleType /Bicubic
  /MonoImageResolution 600
  /MonoImageDepth -1
  /MonoImageDownsampleThreshold 1.50000
  /EncodeMonoImages true
  /MonoImageFilter /CCITTFaxEncode
  /MonoImageDict <<
    /K -1
  >>
  /AllowPSXObjects false
  /CheckCompliance [
    /None
  ]
  /PDFX1aCheck false
  /PDFX3Check false
  /PDFXCompliantPDFOnly false
  /PDFXNoTrimBoxError true
  /PDFXTrimBoxToMediaBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXSetBleedBoxToMediaBox true
  /PDFXBleedBoxToTrimBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXOutputIntentProfile (None)
  /PDFXOutputConditionIdentifier ()
  /PDFXOutputCondition ()
  /PDFXRegistryName ()
  /PDFXTrapped /False

  /CreateJDFFile false
  /Description <<
    /CHS <FEFF4f7f75288fd94e9b8bbe5b9a521b5efa7684002000410064006f006200650020005000440046002065876863900275284e8e55464e1a65876863768467e5770b548c62535370300260a853ef4ee54f7f75280020004100630072006f0062006100740020548c002000410064006f00620065002000520065006100640065007200200035002e003000204ee553ca66f49ad87248672c676562535f00521b5efa768400200050004400460020658768633002>
    /CHT <FEFF4f7f752890194e9b8a2d7f6e5efa7acb7684002000410064006f006200650020005000440046002065874ef69069752865bc666e901a554652d965874ef6768467e5770b548c52175370300260a853ef4ee54f7f75280020004100630072006f0062006100740020548c002000410064006f00620065002000520065006100640065007200200035002e003000204ee553ca66f49ad87248672c4f86958b555f5df25efa7acb76840020005000440046002065874ef63002>
    /DAN <FEFF004200720075006700200069006e0064007300740069006c006c0069006e006700650072006e0065002000740069006c0020006100740020006f007000720065007400740065002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e007400650072002c0020006400650072002000650067006e006500720020007300690067002000740069006c00200064006500740061006c006a006500720065007400200073006b00e60072006d007600690073006e0069006e00670020006f00670020007500640073006b007200690076006e0069006e006700200061006600200066006f0072007200650074006e0069006e006700730064006f006b0075006d0065006e007400650072002e0020004400650020006f007000720065007400740065006400650020005000440046002d0064006f006b0075006d0065006e0074006500720020006b0061006e002000e50062006e00650073002000690020004100630072006f00620061007400200065006c006c006500720020004100630072006f006200610074002000520065006100640065007200200035002e00300020006f00670020006e0079006500720065002e>
    /DEU <FEFF00560065007200770065006e00640065006e0020005300690065002000640069006500730065002000450069006e007300740065006c006c0075006e00670065006e0020007a0075006d002000450072007300740065006c006c0065006e00200076006f006e002000410064006f006200650020005000440046002d0044006f006b0075006d0065006e00740065006e002c00200075006d002000650069006e00650020007a0075007600650072006c00e40073007300690067006500200041006e007a006500690067006500200075006e00640020004100750073006700610062006500200076006f006e00200047006500730063006800e40066007400730064006f006b0075006d0065006e00740065006e0020007a0075002000650072007a00690065006c0065006e002e00200044006900650020005000440046002d0044006f006b0075006d0065006e007400650020006b00f6006e006e0065006e0020006d006900740020004100630072006f00620061007400200075006e0064002000520065006100640065007200200035002e003000200075006e00640020006800f600680065007200200067006500f600660066006e00650074002000770065007200640065006e002e>
    /ESP <FEFF005500740069006c0069006300650020006500730074006100200063006f006e0066006900670075007200610063006900f3006e0020007000610072006100200063007200650061007200200064006f00630075006d0065006e0074006f0073002000640065002000410064006f00620065002000500044004600200061006400650063007500610064006f007300200070006100720061002000760069007300750061006c0069007a00610063006900f3006e0020006500200069006d0070007200650073006900f3006e00200064006500200063006f006e006600690061006e007a006100200064006500200064006f00630075006d0065006e0074006f007300200063006f006d00650072006300690061006c00650073002e002000530065002000700075006500640065006e00200061006200720069007200200064006f00630075006d0065006e0074006f00730020005000440046002000630072006500610064006f007300200063006f006e0020004100630072006f006200610074002c002000410064006f00620065002000520065006100640065007200200035002e003000200079002000760065007200730069006f006e0065007300200070006f00730074006500720069006f007200650073002e>
    /FRA <FEFF005500740069006c006900730065007a00200063006500730020006f007000740069006f006e00730020006100660069006e00200064006500200063007200e900650072002000640065007300200064006f00630075006d0065006e00740073002000410064006f006200650020005000440046002000700072006f00660065007300730069006f006e006e0065006c007300200066006900610062006c0065007300200070006f007500720020006c0061002000760069007300750061006c00690073006100740069006f006e0020006500740020006c00270069006d007000720065007300730069006f006e002e0020004c0065007300200064006f00630075006d0065006e00740073002000500044004600200063007200e900e90073002000700065007500760065006e0074002000ea0074007200650020006f007500760065007200740073002000640061006e00730020004100630072006f006200610074002c002000610069006e00730069002000710075002700410064006f00620065002000520065006100640065007200200035002e0030002000650074002000760065007200730069006f006e007300200075006c007400e90072006900650075007200650073002e>
    /ITA (Utilizzare queste impostazioni per creare documenti Adobe PDF adatti per visualizzare e stampare documenti aziendali in modo affidabile. I documenti PDF creati possono essere aperti con Acrobat e Adobe Reader 5.0 e versioni successive.)
    /JPN <FEFF30d330b830cd30b9658766f8306e8868793a304a3088307353705237306b90693057305f002000410064006f0062006500200050004400460020658766f8306e4f5c6210306b4f7f75283057307e305930023053306e8a2d5b9a30674f5c62103055308c305f0020005000440046002030d530a130a430eb306f3001004100630072006f0062006100740020304a30883073002000410064006f00620065002000520065006100640065007200200035002e003000204ee5964d3067958b304f30533068304c3067304d307e305930023053306e8a2d5b9a3067306f30d530a930f330c8306e57cb30818fbc307f3092884c3044307e30593002>
    /KOR <FEFFc7740020c124c815c7440020c0acc6a9d558c5ec0020be44c988b2c8c2a40020bb38c11cb97c0020c548c815c801c73cb85c0020bcf4ace00020c778c1c4d558b2940020b3700020ac00c7a50020c801d569d55c002000410064006f0062006500200050004400460020bb38c11cb97c0020c791c131d569b2c8b2e4002e0020c774b807ac8c0020c791c131b41c00200050004400460020bb38c11cb2940020004100630072006f0062006100740020bc0f002000410064006f00620065002000520065006100640065007200200035002e00300020c774c0c1c5d0c11c0020c5f40020c2180020c788c2b5b2c8b2e4002e>
    /NLD (Gebruik deze instellingen om Adobe PDF-documenten te maken waarmee zakelijke documenten betrouwbaar kunnen worden weergegeven en afgedrukt. De gemaakte PDF-documenten kunnen worden geopend met Acrobat en Adobe Reader 5.0 en hoger.)
    /NOR <FEFF004200720075006b00200064006900730073006500200069006e006e007300740069006c006c0069006e00670065006e0065002000740069006c002000e50020006f0070007000720065007400740065002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e00740065007200200073006f006d002000650072002000650067006e0065007400200066006f00720020007000e5006c006900740065006c006900670020007600690073006e0069006e00670020006f00670020007500740073006b007200690066007400200061007600200066006f0072007200650074006e0069006e006700730064006f006b0075006d0065006e007400650072002e0020005000440046002d0064006f006b0075006d0065006e00740065006e00650020006b0061006e002000e50070006e00650073002000690020004100630072006f00620061007400200065006c006c00650072002000410064006f00620065002000520065006100640065007200200035002e003000200065006c006c00650072002e>
    /PTB <FEFF005500740069006c0069007a006500200065007300730061007300200063006f006e00660069006700750072006100e700f50065007300200064006500200066006f0072006d00610020006100200063007200690061007200200064006f00630075006d0065006e0074006f0073002000410064006f00620065002000500044004600200061006400650071007500610064006f00730020007000610072006100200061002000760069007300750061006c0069007a006100e700e3006f002000650020006100200069006d0070007200650073007300e3006f00200063006f006e0066006900e1007600650069007300200064006500200064006f00630075006d0065006e0074006f007300200063006f006d0065007200630069006100690073002e0020004f007300200064006f00630075006d0065006e0074006f00730020005000440046002000630072006900610064006f007300200070006f00640065006d0020007300650072002000610062006500720074006f007300200063006f006d0020006f0020004100630072006f006200610074002000650020006f002000410064006f00620065002000520065006100640065007200200035002e0030002000650020007600650072007300f50065007300200070006f00730074006500720069006f007200650073002e>
    /SUO <FEFF004b00e40079007400e40020006e00e40069007400e4002000610073006500740075006b007300690061002c0020006b0075006e0020006c0075006f0074002000410064006f0062006500200050004400460020002d0064006f006b0075006d0065006e007400740065006a0061002c0020006a006f0074006b006100200073006f0070006900760061007400200079007200690074007900730061007300690061006b00690072006a006f006a0065006e0020006c0075006f00740065007400740061007600610061006e0020006e00e400790074007400e4006d0069007300650065006e0020006a0061002000740075006c006f007300740061006d0069007300650065006e002e0020004c0075006f0064007500740020005000440046002d0064006f006b0075006d0065006e00740069007400200076006f0069006400610061006e0020006100760061007400610020004100630072006f0062006100740069006c006c00610020006a0061002000410064006f00620065002000520065006100640065007200200035002e0030003a006c006c00610020006a006100200075007500640065006d006d0069006c006c0061002e>
    /SVE <FEFF0041006e007600e4006e00640020006400650020006800e4007200200069006e0073007400e4006c006c006e0069006e006700610072006e00610020006f006d002000640075002000760069006c006c00200073006b006100700061002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e007400200073006f006d00200070006100730073006100720020006600f60072002000740069006c006c006600f60072006c00690074006c006900670020007600690073006e0069006e00670020006f006300680020007500740073006b007200690066007400650072002000610076002000610066006600e4007200730064006f006b0075006d0065006e0074002e002000200053006b006100700061006400650020005000440046002d0064006f006b0075006d0065006e00740020006b0061006e002000f600700070006e00610073002000690020004100630072006f0062006100740020006f00630068002000410064006f00620065002000520065006100640065007200200035002e00300020006f00630068002000730065006e006100720065002e>
    /ENU (Use these settings to create PDFs that match the "Suggested"  settings for PDF Specification 4.0)
  >>
>> setdistillerparams
<<
  /HWResolution [600 600]
  /PageSize [612.000 792.000]
>> setpagedevice


