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Abstract—This paper proposes a multi-label classification algorithm capable of continual learning by applying an Adaptive Resonance
Theory (ART)-based clustering algorithm and the Bayesian approach for label probability computation. The ART-based clustering
algorithm adaptively and continually generates prototype nodes corresponding to given data, and the generated nodes are used as
classifiers. The label probability computation independently counts the number of label appearances for each class and calculates the
Bayesian probabilities. Thus, the label probability computation can cope with an increase in the number of labels. Experimental results
with synthetic and real-world multi-label datasets show that the proposed algorithm has competitive classification performance to other
well-known algorithms while realizing continual learning.
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1 INTRODUCTION

THANKS to the recent advances of IoT technology, we can
easily obtain a wide variety of data and utilize them to

machine learning algorithms. Thus, the importance of con-
tinual learning is increasing for machine learning algorithms
in order to efficiently utilize the data [1]. The requirement for
continual learning is to handle both sequential learning and
class-incremental learning without destroying the learned
knowledge. In general, sequential learning is defined as a
method that learns the data instance by instance, not in
batches. Class-incremental learning is defined as a method
that can deal with the situation where the number of classes
(labels) increases during the learning process.

Since real-world phenomena and objects are complex
and may have multiple semantics in nature, multi-label
classification attracts a great deal of attention from machine
learning and related fields such as web mining [2], rule
mining [3], and information retrieval [4], [5]. In regard to
multi-label classification algorithms, the sequential learning
has realized by stream multi-label classification algorithms
[6]. For those algorithms, however, data pre-processing such
as normalization and standardization is often required.
In addition, it is necessary for learning process to define
the number of classes in advance. The class-incremental
learning is theoretically feasible with the Bayesian approach
for label probability computation in Multi-Label k-Nearest
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Neighbor (ML-kNN) [7]. The label learning process inde-
pendently counts the number of label appearances for each
class and calculates the Bayesian probabilities. Thus, the
label probability computation can cope with an increase in
the number of labels. However, ML-kNN cannot cope with
the sequential learning because k-NN requires the entire
data before the learning process. Multi-label Learning with
Emerging New Labels (MuENL) [8] has realized contin-
ual learning by constructing two classifiers for classifying
instances and for detecting new labels. However, MuENL
cannot perform continual learning in the non-stationary
environment, i.e., the situation where new data distributions
are sequentially provided.

In the case of single-label classification algorithms, sev-
eral types of clustering-based classifiers capable of continual
learning have been proposed [9], [10], [11], [12], [13], [14]. In
particular, classifiers designed by an Adaptive Resonance
Theory (ART)-based clustering algorithm have shown com-
parable classification performance to typical classification
algorithms such as SVM and k-NN. The main feature of
the above ART-based clustering algorithms is the use of
the Correntropy-Induced Metric (CIM) [15] to a similarity
threshold, which makes the self-organizing process fast and
stable [11], [12], [13], [14].

In this paper, in order to realize a multi-label classifica-
tion algorithm capable of continual learning, we propose
Multi-Label CIM-based ART (MLCA) by integrating the
Bayesian approach for label probability computation into
the ART-based clustering with the CIM. Furthermore, we
also propose two variants of MLCA by modifying the cal-
culation method of the CIM to improve the classification
performance of MLCA.

The contributions of this paper are summarized as fol-
lows:

(i) A multi-label classification algorithm, called MLCA,
is proposed by integrating a CIM-based ART and the
Bayesian approach for label probability computation.
MLCA computes the prior probability and likelihood
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by using nodes (representative points of training
data) which have accumulated label counts while
ML-kNN computes them by directly referencing to
training instances.

(ii) A new CIM-based ART is proposed by introducing
an efficient node generation process and a band-
width adaptation method for a kernel function in
CIM. As a result, MLCA does not require any data
pre-processing method such as normalization or scal-
ing.

(iii) Empirical studies show that MLCA and its variants
have competitive classification performance to recent
multi-label classification algorithms.

(iv) The continual learning ability of MLCA is analyzed
from multiple perspectives, and its usefulness and
superiority are clarified.

The paper is organized as follows. Section 2 presents
literature review for clustering algorithms and multi-label
classification algorithms. Section 3 describes details of the
proposed algorithm and modifications of the calculation
method of the CIM. Section 4 presents extensive simulation
experiments to evaluate the continual learning ability and
classification performance of MLCA. Section 5 concludes
this paper.

2 LITERATURE REVIEW

2.1 Clustering Algorithm

Cluster analysis is one of the widely applied approaches to
extract hidden relation from data. Typical types of clustering
algorithms are the Gaussian mixture model [16], k-means
[17], and Self-Organizing Map (SOM) [18]. Although the
above algorithms are quite simple and highly adaptable, the
number of classes and network architectures are specified
in advance. Growing Neural Gas (GNG) [19] and Self-
Organizing Incremental Neural Network (SOINN) [9] are
well-known growing self-organizing clustering algorithms
that can overcome the drawbacks of the typical types of
clustering algorithms. GNG and SOINN can adaptively
generate topological networks corresponding to given data.
However, since these algorithms permanently insert new
nodes into their networks for memorizing new knowl-
edge, they have a potential to forget learned knowledge
(i.e., catastrophic forgetting). This trade-off is called the
plasticity-stability dilemma [20]. A variant of GNG, called
Grow When Required (GWR) [21] can avoid the plasticity-
stability dilemma by adding nodes whenever the state of the
current network does not sufficiently match the instance.
One problem of GWR is that as the number of nodes in
the network increases, the cost of calculating a threshold
for each node increases, and thus the learning efficiency
decreases.

A successful approach to avoid the plasticity-stability
dilemma is the ART-based algorithms [22]. Because the ART-
based algorithms realize sequential and class-incremental
learning without the catastrophic forgetting, a number of
the ART-based algorithms and their improvements are pro-
posed in both supervised learning [23], [24], [25] and un-
supervised learning [26], [27], [28], [29]. In the ART-based
algorithms, a criterion of a new category (node) generation,

i.e., a similarity measurement between a node and an in-
stance, has a great impact on the classification/clustering
performance. Previous studies have shown that algorithms
with the CIM [15] as a similarity measurement are capable
of faster and more stable learning than other self-organizing
clustering algorithms [11], [12], [13], [14].

2.2 Multi-label Classification
The multi-label classification algorithms are categorized
into two approaches, namely, a problem transformation
approach and an algorithm adaptation approach [30]. The
problem transformation approach transforms a multi-label
classification problem into multiple single-label classifica-
tion problems. The problem transformation approach is
further divided into two methods, namely, the Binary Rel-
evance (BR) [31] and the Label Powerset (LP) [32]. The BR
transforms a multi-label classification problem into multiple
binary classification problems by decomposing multi-labels
into multiple single labels. The LP transforms a multi-
label classification problem into a multi-class classification
problem by merging multi-labels into a single label. Various
single-label classification algorithms have been used in the
problem transformation approach thanks to its simplicity
and applicability.

The algorithm adaptation approach extends existing
single-label classification algorithms for handling multi-
label classification problems. Various types of algorithm
adaptation approach have been introduced based on k-NN
[7], [33], decision tree [34], regression [35], Support Vector
Machine (SVM) [36], and feed-forward neural networks [37],
[38]. In order to achieve high classification performance,
recent studies consider label distributions and their correla-
tions in a label learning process [39], [40]. These algorithms,
however, cannot cope with the situation where new label
information is sequentially provided. ML-kNN [7] is a well-
known algorithm adaptation method that integrates k-NN
and the Bayesian approach for label probability compu-
tation. ML-kNN counts the number of relevant labels of
neighbors for each instance in training data. Based on the
counts of relevant labels, the likelihood and posterior proba-
bility of each label are computed by the Bayesian approach.
Here, the computation of the Bayesian probability is indi-
vidually performed in each label. Therefore, in theory, the
number of labels to be learned can be increased/decreased
during the label probability computation. One disadvan-
tage of ML-kNN is that it cannot efficiently cope with
the situation where new training instances are sequentially
provided. Multi-Label Self-Adjusting k Nearest Neighbors
(MLSA-kNN) [41] is capable of handling a stream multi-
label classification by employing a self-adjusting window
to detect a concept drift and to adaptively control a pa-
rameter k in kNN. MuENL [8] generates two classifiers for
classifying instances and for detecting new labels. By us-
ing the two classifiers, MuENL realizes sequential learning
and class-incremental learning, simultaneously. Although
MuENL is capable of continual learning, MuENL requires
a batch learning process in the initial stage of learning
for constructing two classifiers for instances and labels.
Moreover, MuENL cannot deal with the situation where
new data distributions are provided in the non-stationary
environment.
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Several studies have realized multi-label classification by
using a clustering algorithm. A typical type of clustering-
based multi-label classification algorithm utilizes SOM [42],
[43]. Although the learning process of SOM is performed
in an unsupervised learning manner, the convergence of
the SOM network is significantly slow and unstable. The
online semi-supervised GNG for multi-label classification
utilizes GNG as a base classifier [44]. Unlike SOM-based
algorithms, this method adaptively generates a topological
network corresponding to the given instances. However,
as mentioned in the literature review for clustering in the
previous subsection, GNG-based algorithms do not satisfy
the requirements of continual learning. Multi-label Classifi-
cation via Incremental Clustering (MCIC) [45] has realized
continual learning by applying a continual clustering to a
learning process. MCIC extracts and accumulates informa-
tion from data by nodes through the continual clustering
process that takes into account the arrival time of data. In
addition, the continual clustering process also constructs
and updates a distribution of labels in each node for a label
estimation process. Some studies have employed Fuzzy
ARTMAP [46] to a base classifier of the multi-label classi-
fication [47], [48], [49], [50]. ARTMAP is composed of two
ART architecture to realize an explicit supervised learning
process. Although Fuzzy ARTMAP has various advantages,
there is a well-known problem, i.e., high sensitivity to statis-
tical overlapping between the generated categories [51]. This
sensitivity problem results in category proliferation (i.e.,
disordered generation of categories), which leads to a high

computational cost and deterioration in the classification
performance. The recent ART-based algorithms in [47], [48],
[49], [50] potentially have this problem.

3 PROPOSED ALGORITHM

In this section, first the theoretical background of the CIM
is briefly described. Next, the proposed algorithm, namely,
MLCA, is explained in detail. Then, two variants of MLCA
are introduced by modifying the calculation method of the
CIM. Table 1 summarizes the main notations used in this
paper.

3.1 Correntropy and Correntropy-Induced Metric
Correntropy [15] provides a generalized similarity measure
between two arbitrary instances x = (x1, x2, . . . , xd) and
y = (y1, y2, . . . , yd) as follows:

C(x,y) = E [κσ (x− y)] , (1)

where E [·] is the expectation operation, and κσ (·) denotes
a positive definite kernel with a kernel bandwidth σ. The
correntropy can be defined as follows:

Ĉ(x,y) =
1

d

d∑
i=1

κσ (xi − yi) . (2)

In this paper, we use the following Gaussian kernel in
the correntropy:

κσ (xi − yi) = exp

[
− (xi − yi)2

2σ2

]
. (3)

TABLE 1: Summary of notations

Notation Description
X = (x1,x2, . . . ,xn, . . . ,x∞) A set of training instances
xn =

(
xn,1, xn,2, . . . , xn,d

)
d-dimensional training instance (the nth instance)

L = (l1, l2, . . . , ln, . . . , l∞) A set of relevant label sets for X
ln = (ln,1, ln,2, . . . , ln,Nl ) A set of relevant label for xn
Nl Dimension of the relevant label set for X
Y = (y1,y2, . . . ,yK) A set of prototype nodes (the kth node)
yk = (y1, y2, . . . , yd) d-dimensional prototype node
S = (σ1, σ2, . . . , σK) A set of bandwidths for a kernel function
κσ Kernel function with a bandwidth σ
CIM Correntropy-Induced Metric
k1, k2 Indexes of the 1st and 2nd winner nodes
yk1 , yk2 The 1st and 2nd winner nodes
Vk1 , Vk2 Similarities between an instance xn and winner nodes (yk1 and yk2 )
V Predefined similarity threshold
αk1 The number of instances that have accumulated by the node yk1
βk1 The number of labels that have accumulated by the node yk1
y+
k1

Neighbor node of yk1
Ny The predefined number of neighbor nodes for yk1
λ Interval for adapting σ
H+
i Event that an instance has the ith label

H−i Event that an instance does not have the ith label
Ei Event that the label li has the highest frequency among the Ny neighbor nodes of yk1
P (E|H) Likelihood for a label probability computation
P (H) Prior probability for a label probability computation
P (H|E) Posterior probability for a label probability computation
c Label counter
x∗ =

(
x∗1, x

∗
2, . . . , x

∗
d

)
d-dimensional testing instance

l∗ Predicted label vector of the test instance x∗
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A nonlinear metric called CIM is derived from the cor-
rentropy [15]. The CIM quantifies the similarity between
two instances as follows:

CIM (x,y, σ) =
[
κσ(0)− Ĉ(x,y)

] 1
2
, (4)

where κσ(0) = 1 from (3). Here, thanks to the Gaussian
kernel without a coefficient 1√

2πσ
as defined in (3), a range

of the CIM is limited to [0, 1].

3.2 Learning Procedure
We use the following notations: Training instances are X =
(x1,x2, . . . ,xn, . . . ,x∞) where xn = (xn,1, xn,2, . . . , xn,d)
is a d-dimensional feature vector. Relevant label sets for X
are L = (l1, l2, . . . , ln, . . . , l∞) where ln = (ln,1, ln,2, . . . ,
ln,∞) is a binary vector used to show a set of relevant labels
for xn. The dimension of ln increases with the number of
label types (classes) in the learned training instances. Note
that MLCA is capable of continual learning, the algorithm
can accept any number of training instances and labels. A set
of prototype nodes in MLCA at the point of the presentation
of instance xn is Y = (y1,y2, . . . ,yK) (K ∈ Z+) where a
node yk = (y1, y2, . . . , yd) has the same dimension as xn.
Furthermore, each node yk has an individual bandwidth σ
for the CIM, i.e., S = (σ1, σ2, . . . , σK).

The learning procedure of MLCA is divided into five
parts: 1) initialization process for a bandwidth of a kernel
function in the CIM, 2) winner node selection, 3) vigilance
test, 4) node learning, and 5) label probability computation.
Each of them is explained in the following subsections.

3.2.1 Initialization Process for a Bandwidth of a Kernel
Function in the CIM
Similarity measurement between an instance and a node has
a large impact on the performance of clustering algorithms.
MLCA uses the CIM as a similarity measure. As defined in
(4), the state of the CIM is controlled by a bandwidth σ of a
kernel function which is a data-dependent parameter.

In general, the bandwidth of a kernel function can be es-
timated from λ instances belonging to a certain distribution
[52], which is defined as follows:

Σ = U(Fν)Γλ−
1

2ν+d , (5)

U(Fν) =

(
πd/22d+ν−1(ν!)2R(F )d

νκ2ν(F ) [(2ν)!! + (d− 1)(ν!!)2]

) 1
2ν+d

, (6)

where Γ denotes a rescale operator (d-dimensional vector)
which is defined by a standard deviation of the d attributes
among λ instances. ν is the order of a kernel. R(F ) is a
roughness function. κν(F ) is the moment of a kernel. In this
paper, we utilize the Gaussian kernel for the CIM. Therefore,
ν = 2, R(F ) = (2

√
π)−1, and κ2ν(F ) = 1 are derived. The

details of the derivation of (5) and (6) can be found in [52].
In MLCA, the initial state of σ in the CIM is defined

by training instances. When a new node yK+1 is generated
from xn, a bandwidth σK+1 is estimated from the past λ
instances, i.e., (xn−λ, . . . ,xn−2,xn−1), by using (5) and (6)
with ν = 2, R(F ) = (2

√
π)−1, and κ2ν(F ) = 1, as follows:

Σ =

(
4

2 + d

) 1
4+d

Γλ−
1

4+d , (7)

where Γ denotes a rescale operator (d-dimensional vector)
which is defined by a standard deviation of the d attributes
among the past λ training instances of MLCA. Here, Σ
contains the bandwidth of each attribute.

In this paper, the median of Σ is selected as a represen-
tative bandwidth for the new node yK+1, i.e.,

σK+1 = median (Σ) . (8)

3.2.2 Winner Node Selection
Once an instance xn is presented to MLCA, two nodes
which have a similar state to the instance xn are selected,
namely, winner nodes yk1 and yk2 . The winner nodes are
determined based on the state of the CIM as follows:

k1 = arg min
k∈K

[CIM (xn,yk,mean(S))] , (9)

k2 = arg min
k∈K\{k1}

[CIM (xn,yk,mean(S))] , (10)

where k1 and k2 denote indexes of the 1st and 2nd winner
nodes i.e., yk1 and yk2 , respectively. S is a bandwidth for a
kernel function of the CIM in each node.

Note that when there is no node in MLCA, the (λ+1)th
instance becomes the initial node (i.e., y1 = xλ+1). In the
case, the bandwidth of y1 is estimated from the 1st to λth
instances in a set of training instances X by (5)-(8), and the
next instance is given without vigilance test until the 1st and
2nd winner nodes can be defined.

3.2.3 Vigilance Test
Similarities between an instance xn and the 1st and 2nd
winner nodes are defined as follows:

Vk1 = CIM (xn,yk1 ,mean(S)) , (11)

Vk2 = CIM (xn,yk2 ,mean(S)) . (12)

The vigilance test classifies the relationship between an
instance and a node into three cases by using a predefined
similarity threshold V .

• Case I
The similarity between an instance xn and the 1st winner

node yk1 is larger (i.e., less similar) than the similarity
threshold V , namely:

Vk1 > V. (13)

If (13) is satisfied, Vk2 > V is also satisfied since Vk2 >
Vk1 > V . Thus, a new node is defined as yK+1 = xn, and
the bandwidth σK+1 is defined by (8).

Moreover, the following two counters α and β are up-
dated. One counter α is the number of instances that have
been accumulated by the node yk1 , which is updated as
follows:

αk1 ← αk1 + 1. (14)

The other counter β is the number of labels that have
been accumulated by the node yk1 , which is updated as
follows:

βk1 ← βk1 + lk1 . (15)

• Case II
A similarity between an instance xn and the 1st winner
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node yk1 is smaller (i.e., more similar) than the similarity
threshold V , and a similarity between the instance xn and
the 2nd winner node yk2 is larger (i.e., less similar) than the
similarity threshold V , namely:

Vk1 ≤ V , and Vk2 > V. (16)

If (16) is satisfied, node learning is performed. In addi-
tion, counters αk1 and βk1 are updated by (14) and (15),
respectively.
• Case III

Similarities between an instance xl and the 1st and 2nd
winner nodes are both smaller (i.e., more similar) than the
similarity threshold V , namely:

Vk1 ≤ V , and Vk2 ≤ V. (17)

If (17) is satisfied, node learning is performed.

3.2.4 Node Learning
Different node learning is performed based on the results of
the vigilance test.

If Case II, the state of the 1st winner node yk1 is updated
as follows:

yk1 ← yk1 +
1

αk1
(xn − yk1) . (18)

When updating the node, the amount of change is di-
vided by αk1 , so the larger αk1 becomes, the smaller the
node position changes. This is based on the idea that the
information around a node, where instances are frequently
given, is important and should be held by the node.

If Case III, the state of the 1st winner node yk1 is updated
by (18). In addition, all neighbor nodes of yk1 (i.e., y+

k1
) are

also updated as follows:

y+
k1
← y+

k1
+

1

Nyα
+
k1

(
yk1 − y+

k1

)
, (19)

where Ny is the predefined number of neighbor nodes for
yk1 . α+

k1
denotes the number of instances that have been

accumulated by the node y+
k1

.
Equation (19) has the same concept as (18), but it should

be less affected by the instance than yk1 because it is the
neighbor node of yk1 . Thus, Ny is added as a coefficient.

3.2.5 Label Probability Computation
Similar to ML-kNN, MLCA employs the Bayesian approach
for label probability computation. The prior probability
and likelihood are updated if the condition for Case I or
Case II of the vigilance test is satisfied. Note that ML-
kNN computes the prior probability and likelihood by
using training instances repeatedly, while MLCA computes
the prior probability and likelihood by using nodes which
have accumulated label counts. As a result, MLCA realizes
continual learning by computing the prior probability and
likelihood whenever an instance is given.

To update the prior probability and likelihood, an in-
stance xn with a set of labels ln, the 1st winner node yk1
and its Ny neighbor nodes are considered. Note that Ny
denotes the number of neighbor nodes and is a predefined
parameter in MLCA. Here, we consider the situation where

(n− 1) instances have been given to MLCA. The likelihood
P (E|H) is computed as follows:

P (En,i|Hφ
n,i) =

(
s+ cφi

)
[
s× (Ny + 1) +

Ny∑
j=0

cφi,j

] ,
(i ∈ Nl, φ ∈ {+,−}), (20)

where H+
i is the event that an instance has the ith label (i.e.,

li = 1), and H−i is the event that an instance does not have
the ith label (i.e., li = 0). Ei is the event that the frequency
of the label li among the Ny neighbor nodes of yk1 . Nl is a
size of a label set. s is a smoothing parameter. In this paper,
s is set to be 1 which yields the Laplace smoothing. A label
counter c is defined as follows:{

c+i,j=gi ← c+i,j=gi + 1, if ln,i = 1

c−i,j=gi ← c−i,j=gi + 1, otherwise
. (21)

Here, gi is a ith attribute of an Nl-dimensional counting
vector g = (g1, . . . , gNl), which is defined as follows:

gi =
∑
j∈Ny

βi,j , (i ∈ Nl). (22)

In order to make the maximum value of gi the same as
the number of neighbor nodes Ny , the following operation
is performed.

gi ← round

[
Ny ·

gi
max (g)

]
. (23)

The prior probability P (H) is computed as follows:

P (H+
i ) =

(
s+

K∑
k=1

βk,i

)
(s× 2 + n)

, (i ∈ Nl), (24)

P (H−i ) = 1− P (H+
i ), (i ∈ Nl), (25)

where n denotes the number of instances that have been
given.

The learning procedure of MLCA is summarized in
Algorithm 1.

3.3 Label Prediction Procedure

We use the following notations: A testing instance is x∗ =
(x∗1, x

∗
2, . . . , x

∗
d). A set of prototype nodes in MLCA after the

learning procedure is Y = {y1,y2, . . . ,yK}. In addition,
each node yk has an individual bandwidth σk for the CIM,
i.e., S = (σ1, σ2, . . . , σK). Moreover, the likelihood P (E|H),
the prior probability P (H), and the label counter β are
utilized for the Bayesian approach.

First of all, the winner node yk1 for a test instance x∗ and
its Ny neighbor nodes are determined. In the same manner
as the learning procedure, a membership counting vector g
for the test instance x∗ is computed by (23). The posterior
probability P (H|E) for the test instance x∗ is defined by the
Bayes rule as follows:

P (H+
i |Egi) =

P (Egi |H+
i )P (H+

i )∑
φ∈{+,−}

P (Egi |H
φ
i )P (Hφ

i )
, (i ∈ Nl). (26)
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Algorithm 1: Learning procedure of MLCA
Input:

- a training instance: xn = (xn,1, xn,2, . . . , xn,d),
- a label set: ln = (ln,1, ln,2, . . .),
- prototype nodes: Y = (y1,y2, . . . ,yK) (K ∈ Z+),
- bandwidths of Y : S = (σ1, σ2, . . . , σK),
- the number of instances that have been accumulated by nodes Y : α = (α1, α2, . . . , αK),
- the number of labels that have been accumulated by nodes Y : β = (β1,β2, . . . ,βK),
- a label counter: c,
- the number of neighbor nodes: Ny ,
- an interval for adapting σ: λ,
- and a similarity threshold: V .

Output:

- updated prototype nodes: Y ,
- updated bandwidths of Y : S,
- the updated number of instances that have been accumulated by the nodes Y : α,
- the updated number of labels that have been accumulated by the nodes Y : β,
- the updated label counter: c,
- a prior probability: P (H),
- and a likelihood: P (E|H).

1 function LearningMLCA(xn, ln, Y , S, α, β, c, Ny , λ, V )
2 Input an instance xn.
3 Input a label set ln.
4 if The index n is multiple of λ then
5 Compute a bandwidth for the CIM by (8).

6 if K < 1 then
7 Generate a new node as yK+1 = xn.
8 Assign a bandwidth σK+1.
9 Update αk+1 and βk+1 by (14) and (15), respectively.

10 else
11 Compute the CIM by (4).
12 Search indexes of winner nodes k1 and k2 by (9) and (10), respectively.
13 if CIM (xn,yk1 ,mean(S)) > V then
14 Generate a new node as yK+1 = xl.
15 Compute a bandwidth σK+1 which is defined by (8).
16 Update αk+1 and βk+1 by (14) and (15), respectively.
17 Update similarities between an instance xn and nodes Y by the CIM.
18 Update a likelihood P (E|H) by (20).
19 else
20 Update a state of yk1 by (18).
21 Update αk1 and βk1 by (14) and (15), respectively.
22 if CIM (xn,yk2 ,mean(S)) ≤ V then
23 Update the state of Ny neighbor nodes of yk1 by (19).

24 Update a likelihood P (E|H) by (20).

25 Compute a prior probability by (24) and (25).

26 return Y , S, α, β, c, P (E|H), and P (H).



JOURNAL OF LATEX CLASS FILES, VOL. 14, NO. 8, AUGUST 2015 7

A predicted label vector l∗ of the test instance x∗ is
determined by a simple thresholding method as follows:

l∗i =

{
1, if P (H+

i |Egi) > 0.5

0, otherwise
, (i ∈ Nl). (27)

Since the label prediction process is a binary classifica-
tion, it is reasonable to specify the threshold to 0.5. ML-kNN
also uses the same value.

The prediction procedure of MLCA is summarized in
Algorithm 2.

3.4 Attribute Processing for the CIM
As shown in (2) and (3), the CIM in MLCA uses a com-
mon bandwidth σ even if the range of attribute values is
different, and the average value as the similarity between
an instance xn and a node yk. Therefore, if the range of
attribute values is significantly different, a specific attribute
may have a large impact on the value of the CIM when the
common bandwidth σ is not appropriate for that attribute.

In this section, we propose two approaches in order
to mitigate the above-mentioned effects: 1) one approach
calculates the CIM by using an each individual attribute
separately, and the average CIM value is used for similarity
measurement, and 2) the other approach applies a clustering
algorithm to attribute values, then attributes with similar
value ranges are grouped. The CIM is calculated by using
an each attribute group, and the average CIM value is used
for similarity measurement.

3.4.1 Individual-based Approach
In this approach, the CIM is calculated by using an each
individual attribute separately, and the average CIM value
is used for similarity measurement. The similarity between
an instance xn and a node yk is defined by the CIMI as
follows:

CIMI (xn,yk,σk)=
1

d

d∑
i=1

[
κσk,i(0)−CI(xn,i, yk,i)

] 1
2 , (28)

CI(xn,i, yk,i) = κσk,i (xn,i − yk,i) , (29)

where σk = (σ1, σ2, . . . , σd) is a bandwidth of a node yk. A
bandwidth for the ith attribute is defined as follows:

σi =

(
4

2 + d

) 1
4+d

Γiλ
− 1

4+d , (30)

where Γi denotes a rescale operator which is defined by
a standard deviation of ith attribute values among the λ
instances.

In this paper, MLCA with the individual-based approach
is called MLCA-Individual (MLCA-I).

3.4.2 Clustering-based Approach
In this approach, for every λ instances, the clustering algo-
rithm presented in Section 3.2 is applied to the attribute val-
ues. Each attribute value of λ instances is regarded as a one-
dimensional vector and used as the input to the clustering
algorithm. As a result, attributes with similar value ranges
are grouped together, i.e., an instance xn = (x1, x2, . . . , xd)
is transformed into xC

n = (un,1,un,2, . . .un,J) (J ≤ d) by

Algorithm 2: Prediction procedure of MLCA
Input:

- a testing instance: x∗ = (x∗1, x
∗
2, . . . , x

∗
d),

- prototype nodes: Y=(y1,y2, . . . ,yK) (K∈Z+),
- the bandwidths of Y :S=(σ1,σ2, . . . ,σK),
- the number of labels that have been accumulated

by nodes Y : β = (β1, β2, . . . , βK),
- the number of neighbor nodes: Ny ,
- and a similarity threshold: V .

Output:

- a predicted label vector: l∗.

1 function PredictMLCA(x∗, Y , S, β, Ny , V )
2 Input an instance x∗.
3 Compute similarities between an instance x∗ and

nodes Y by the CIM.
4 Compute a membership counting vector g∗ by

(23).
5 Compute a posterior probability P (H|E) by (26).
6 Determine a predicted label vector l∗ by (27).
7 return l∗.

the clustering algorithm, where uj represents the jth at-
tribute group. The dimensionality of each attribute group
is represented by d = (d1, d2, . . . , dJ) where dj is the
dimensionality of the jth attribute group.

In this approach, the similarity between an instance xC
n

and a node yk is defined by the CIMC as follows:

CIMC
(
xC
n,y

C
k ,σ

C
k

)
=

1

J

J∑
j=1

[
κσj (0)− ĈC(uj ,vj)

] 1
2
, (31)

ĈC(uj ,vj) =
1

dj

dj∑
i=1

κσj (ui − vi) , (32)

where yC
k = (v1,v2, . . .vJ) is a node yk, but its attributes

are grouped by referencing to the attribute indexes of xC
n. A

bandwidth σj is defined as follows:

σj =
1

dj

dj∑
i=1

[(
4

2 + dj

) 1
4+dj

Γiλ
− 1

4+dj

]
, (33)

where Γi denotes a rescale operator which is defined by
the standard deviation of the ith attribute value in the jth
attribute group among the λ instances.

In this paper, MLCA with the clustering-based approach
is called MLCA-Clustering (MLCA-C).

The differences in attribute processing among the gen-
eral approach, the individual-based approach (MLCA-I),
and the clustering-based approach (MLCA-C) are depicted
in Fig. 1.

The codes of MLCA, MLCA-I, and MLCA-C are avail-
able on GitHub1.

1. https://github.com/Masuyama-lab/MLCA
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Fig. 1: Differences in the CIM calculation.

4 SIMULATION EXPERIMENTS

In this section, the ability of MLCA is evaluated from
various perspectives. First, the continual learning ability of
MLCA is analyzed with a two-dimensional synthetic multi-
label dataset under the stationary and non-stationary envi-
ronments. Next, the classification performance of MLCA is
compared with other algorithms by using real-world multi-
label datasets. Third, we evaluate the effect of a multi-
epoch learning process to MLCA. Finally, we analyze the
computational complexity of each algorithm.

4.1 Evaluation Metrics
We use the six metrics to evaluate the classification perfor-
mance of multi-label classification algorithms [30].
• Exact Match

This is possibly the most strict performance metric.
This metric measures whether a predicted set of labels
for an instance is exactly equal to the true labels. The
higher, the better.

• F1-score
This is a harmonic mean between the Precision and the
Recall, namely, a weighted measure of how many true
labels are predicted and how many predicted labels are
truly relevant. The higher, the better.

• Macro-averaged AUC
This is the area under the receiver operating character-
istic curve. The Macro-averaged AUC is the arithmetic
mean of the AUC for each label. This metric gives a
better sense of the performance across all labels. The
higher, the better.

• Hamming Loss
This metric computes the symmetric difference be-
tween the predicted and true labels, and divided by
the total number of labels in a dataset. The lower, the
better.

• Ranking Loss
This metric computes how many times a relevant label
(a member of the true labels) appears ranked lower
than a non-relevant label, namely, the average propor-
tion of label pairs that are incorrectly ordered for an
instance. The lower, the better.

• Coverage
This metric is defined as the distance to cover all
possible labels assigned to an instance, namely, how
many top-scored predicted labels are included without
missing any true labels. The lower, the better. In this
paper, we scaled the Coverage by the number of labels
Nl − 1 thus the range of the Coverage is [0, 1].

4.2 Continual Learning Ability

In theory, ART-based clustering is capable of learning new
knowledge and preserving the learned knowledge without
catastrophic forgetting by setting a fixed similarity threshold
(i.e., a vigilance parameter in ART). Thus, MLCA can con-
tinually learn and preserve knowledge by adaptively gen-
erating nodes in response to changes of data distributions.
Moreover, since MLCA has a fixed similarity threshold V
and there is no node deletion process, MLCA does not
inherently cause catastrophic forgetting.

In this section, we verify the continual learning ability
of MLCA by using a two-dimensional synthetic multi-label
dataset in the stationary and non-stationary environments.
As a comparison algorithm, we apply MCIC [45] which
is capable continual learning through a clustering process.
Similar to MLCA, MCIC extracts and accumulates infor-
mation from data by nodes. Therefore, MCIC is a com-
petitive algorithm for MLCA. Note that, as mentioned in
Section 2.2, MuENL [8] can perform sequential learning and
class-incremental learning, i.e., continual learning. How-
ever, MuENL cannot deal with the situation where new data
distributions are provided in the non-stationary environ-
ment, and thus MuENL cannot cope with the experimental
conditions in this section.

Fig. 2 shows the two-dimensional synthetic multi-label
dataset. The dataset consists of three distributions where
each has 10,000 instances that follow a uniform distribution.
In addition, as shown in Fig. 2b, seven types of label sets are
defined. In this experiment, the instances are given to each
algorithm in three different conditions: (1) all the instances
are given at the same time (Fig. 2), (2) the three distributions
are given in sequential order (Fig. 3), and (3) the seven distri-
butions are given in sequential order (Fig. 4). The condition
(1) is the stationary environment while the conditions (2)
and (3) are the non-stationary environment. Here, the label
information of each distribution is not changed. It should be
noted that the given instances are presented as a sequence
of three distributions in Fig. 3 whereas they are divided into
seven distributions in Fig. 4. As a result, Fig. 4 is an easier
problem than Fig. 3 because there are no overlap regions.

In the case that the three distributions are given in
sequential order (Fig. 3), the instances in the overlapping
regions are designed to contain label information of the
already given distribution (e.g., lC = (1, 1)) for generating a
situation where the number of labels increases in a pseudo
manner. Thus, as shown in Table 2, seven types of label sets
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(a) Entire Dataset

A

B

C D
E

F G

(b) Label Set

Fig. 2: Two-dimensional synthetic multi-label dataset and
its label sets.

A

(a) Distribution #1

B

C

(b) Distribution #2

D
E

F G

(c) Distribution #3

Fig. 3: Visualization of giving the three distributions in se-
quential order.

A

(a) Distribution #1

B

(b) Distribution #2

G

(c) Distribution #3

E

(d) Distribution #4

C

(e) Distribution #5

D

(f) Distribution #6

F

(g) Distribution #7

Fig. 4: Visualization of giving the seven distributions in sequential order.

TABLE 2: Transition of label sets during sequentially giving
the three distributions in Fig. 3

Data Subset
Transitions of Label Sets

Dist. #1 Dist. #2 Dist. #3
Distribution #1 A lA =(1) lA =(1, 0) lA =(1, 0, 0)

Distribution #2 B
—

lB =(0, 1) lB =(0, 1, 0)

C lC =(1, 1) lC =(1, 1, 0)

Distribution #3 D

— —

lD =(1, 0, 1)

E lE =(1, 1, 1)

F lF =(0, 1, 1)

G lG =(0, 0, 1)

are defined after the three distributions are given. As the
number of labels increases, the length of the label set also
changes incrementally, e.g., lA = (1) → lA = (1, 0) → lA =
(1, 0, 0). The similar label transition is occurred in the case
of Fig. 4.

In order to analyze the continual learning capability,
we evaluate the classification performance after each dis-
tribution is given. After learning the training instances of
each distribution, the instances belonging to the learned
distribution is used as test data. Namely, I) after learning the
distribution #1, the classification performance is evaluated
by using the test data of distribution #1. Next, II) after
learning the distribution #2, the classification performance
is evaluated by using the test data of the distributions #1
and #2. Then, III) after learning the distribution #3, the
classification performance is evaluated by using the test
data of the distributions #1, #2, and #3. We continue this
procedure until all the distributions are given. We repeat the
experiment 20 times with a different random seed to obtain
consistent results. The parameters of MLCA are specified as
follows: Ny = 10, λ = 50, and V = 0.10. The parameters of
MCIC are specified as follows: δ = 0.1, K = 3, λ = 0.25,
βµ = 2, ε = {0.011, 0.007, 0.005}, and a processing speed

is 10,000. Under the above parameter settings, MLCA and
MCIC generate the similar number of nodes.

Table 3 shows classification performance after training
the distributions in Figs. 2, 3, and 4. Focusing on MLCA,
since high classification performance is maintained in the
stationary and non-stationary environments, it is quantita-
tively shown that MLCA is capable of continual learning
with a multi-label dataset. It is noteworthy that MLCA
effectively accumulates the knowledge for the classification
by using only about 900 to 2,700 nodes depending on
the environment even if the distributions contains 30,000
instances in total. In contrast, the classification performance
of MCIC is clearly inferior to MLCA even if the number of
nodes is similar.

To analyze the above results in detail, Figs. 5-9 show the
visualization of generated nodes and their label information
in each algorithm. The results in Figs. 5-9 are a trial which
showed the highest Exact Match in each algorithm among 20
trials. The color of a node indicates a label set that the node
predicts. Once a testing instance is given, the nearest node
predicts a label set for the testing instance corresponding to
the color shown in the legend of Figs. 5-9.

Comparing Figs. 5a and 5b, MLCA can represent the
seven distributions very well while MCIC fails to represent
overlapped regions. Focusing on Figs. 6 and 7, MLCA and
MCIC can properly preserve the information of the distribu-
tion #1. On the other hand, after learning the distributions
#2 and #3, MLCA properly represents overlapped regions,
but MCIC fails to do so. A similar tendency can be seen
in Figs. 8 and 9. These results suggest that MLCA is capa-
ble of continuous learning in various environments while
MCIC cannot accumulate and preserve information when
distributions are adjacent or overlapping.

From the results in this section, it can be seen that MLCA
adaptively generates nodes and incrementally learns label
information from the given instances while maintaining the
extracted knowledge.
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TABLE 3: Results of classification performance for continual learning under environments in Figs. 2, 3, and 4

Algorithm Parameter Metric Dist. #1 Dist. #2 Dist. #3 Dist. #4 Dist. #5 Dist. #6 Dist. #7
MLCA V = 0.1 Exact Match 0.972 (0.001)

Hamming Loss 0.010 (0.000) — — — — — —
Number of Nodes 868.7 (16.6)

V = 0.1 Exact Match 1.000 (0.000) 0.958 (0.001) 0.909 (0.001)
Hamming Loss 0.000 (0.000) 0.014 (0.000) 0.031 (0.001) — — — —
Number of Nodes 703.3 (10.6) 1183.5 (14.0) 1552.4 (17.0)

V = 0.1 Exact Match 1.000 (0.000) 0.999 (0.000) 0.997 (0.000) 0.994 (0.001) 0.957 (0.002) 0.965 (0.004) 0.930 (0.008)
Hamming Loss 0.000 (0.000) 0.000 (0.000) 0.001 (0.000) 0.003 (0.000) 0.015 (0.001) 0.012 (0.002) 0.024 (0.003)
Number of Nodes 595.4 (13.2) 1165.5 (17.1) 1741.0 (19.7) 1954.1 (21.8) 2169.6 (20.4) 2407.7 (21.8) 2658.5 (24.4)

MCIC ε = 0.011 Exact Match 0.342 (0.039)
Hamming Loss 0.222 (0.002) — — — — — —
Number of Nodes 804.6 (9.3)

ε = 0.007 Exact Match 1.000 (0.000) 0.799 (0.001) 0.392 (0.230)
Hamming Loss 0.000 (0.000) 0.068 (0.000) 0.212 (0.065) — — — —
Number of Nodes 770.7 (8.7) 1320.9 (7.8) 1749.3 (16.8)

ε = 0.005 Exact Match 1.000 (0.000) 1.000 (0.000) 1.000 (0.000) 0.234 (0.000) 0.143 (0.000) 0.249 (0.000) 0.334 (0.000)
Hamming Loss 0.000 (0.000) 0.000 (0.000) 0.000 (0.000) 0.511 (0.000) 0.286 (0.000) 0.250 (0.000) 0.222 (0.000)
Number of Nodes 620.0 (8.1) 1236.1 (11.2) 1865.4 (13.2) 2133.4 (15.1) 2377.3 (17.5) 2625.7 (17.0) 2869.2 (16.6)

The standard deviation is indicated in parentheses.

(a) MLCA (b) MCIC

Fig. 5: Visualization of self-organizing results in the case the
three distributions are given at the same time.

(a) Distribution #1 (b) Distribution #2 (c) Distribution #3

Fig. 6: Visualization of nodes in MLCA in the case the three
distributions are given in sequential order.

(a) Distribution #1 (b) Distribution #2 (c) Distribution #3

Fig. 7: Visualization of nodes in MCIC in the case the three
distributions are given in sequential order.

In this section, since the label information of each distri-
bution is not changed, the learning ability has been verified
only for the knowledge that is represented by node po-

sitions/distributions. Regarding the label information (the
prior probabilities and likelihood) of nodes in MLCA, it
is sequentially updated based on the frequency of a label
appearance. Therefore, although the location or distribution
of nodes do not change, the meaning of the knowledge may
change in the case where the label distribution is changed.
This is known as concept drift.

From another point of view, the label forgetting nature of
MLCA may lead to superior classification performance for
stream data with concept drift than other algorithms. This
is an interesting future research topic.

4.3 Quantitative Analysis
This section presents a comparison on the classification
performance of MLCA, MLCA-I, and MLCA-C with that of
MCIC [45], MuENL [8], mlODM [40], GLOCAL [39], MLSA-
kNN [41], and ML-kNN [7] by utilizing real-world multi-
label datasets.

The source code of MCIC 2, MuENL 3, mlODM 4, GLO-
CAL 5, MLSA-kNN 6, and ML-kNN 7 are provided by
authors.

4.3.1 Datasets
We use 16 real-world multi-label datasets that six numerical
and six categorical datasets from the Mulan repository [53]
and two numerical and two categorical datasets from the
Extreme Classification repository [54]. Table 4 shows the
statistics of the datasets. During our experiments, the train-
ing instances in each dataset are presented to each algorithm
only once. In regard to pre-processing for datasets, mlODM
and GLOCAL need [0, 1] scaling to maintain high classi-
fication performance, while other algorithms do not need
the scaling. Therefore, we prepare the [0, 1] scaled data for
mlODM and GLOCA. For other algorithms, we use the raw
data with no pre-processing.

2. https://github.com/vu-luong/MCIC
3. https://www.lamda.nju.edu.cn/code MuENL.ashx
4. https://www.lamda.nju.edu.cn/code mlODM.ashx
5. https://www.lamda.nju.edu.cn/code Glocal.ashx
6. https://github.com/canoalberto/MLSAkNN
7. http://www.lamda.nju.edu.cn/code MLkNN.ashx
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(a) Distribution #1 (b) Distribution #2 (c) Distribution #3 (d) Distribution #4 (e) Distribution #5 (f) Distribution #6 (g) Distribution #7

Fig. 8: Visualization of nodes in MLCA in the case the seven distributions are given in sequential order.

(a) Distribution #1 (b) Distribution #2 (c) Distribution #3 (d) Distribution #4 (e) Distribution #5 (f) Distribution #6 (g) Distribution #7

Fig. 9: Visualization of nodes in MCIC in the case the seven distributions are given in sequential order.

TABLE 4: Statistics of multi-label datasets

Dataset
Number of Number of Attributes Number of

Instances Numerical Categorical Labels
Small-scale

Flags 194 10 9 7
Emotions 593 72 0 6
Birds 645 258 2 19
Image 2,000 294 0 5
Scene 2,407 294 0 6
Yeast 2,417 103 0 14
VirusGO 207 0 749 6
GpositiveGO 519 0 912 4
Genbase 662 0 1,186 27
Medical 978 0 1,449 45
PlantGo 978 0 3,091 12
Langlog 1,460 0 1,004 75

Large-scale
EURLex-4K 19,348 5,000 0 3,993
Mediamill 43,907 120 0 101
Bibtex 7,395 0 1,836 159
Delicious 16,105 0 500 983

4.3.2 Parameter Specifications

MLCA, MLCA-I, MLCA-C, and all the comparison algo-
rithms have parameters which have an impact on the
classification performance. This section presents parameter
specifications of each algorithm in detail.

We use grid search to specify parameter values of each
algorithm. Before grid search, we separate a dataset into
training instances and test instances. The training instances
are 90% of the dataset, and the testing instances are the
remaining 10%. The testing instances are used only for
the performance evaluation of the designed classifier (i.e.,
they are not used for parameter specifications). During grid
search, we train an algorithm with the training instances,
and test the algorithm by using the training instances again.
Thus, we obtain a parameter setting which shows the high-

est classification performance to the training instances. Once
the best parameter setting, which is an optimal to the train-
ing instances, is specified, the classification performance of
the algorithm with the best parameter setting is evaluated
by using the testing instances. Since grid search for spec-
ifying the parameters does not use the testing instances,
the generalization ability of each algorithm can be properly
evaluated in Section 4.3.4.

For specifying the best parameter setting, we calculate
the Exact Match in each parameter specification for the
training instances in each datasets listed in Table 4 except for
large-scale datasets due to a time-consuming training pro-
cess. Regarding the parameters for the large-scale datasets,
we apply the same specification with Langlog dataset be-
cause it has the largest number of labels among small-scale
datasets.

We repeat the evaluation 20 times (i.e., 2×10-fold Cross
Validation (CV)) with training instances selected by different
random seeds. Although six evaluation metrics were intro-
duced in Section 4.1, the Exact Match is used for specifying
the parameters since it is the most strict evaluation metric.
Table 5 summarizes the parameters of all the algorithms.
In the following, the settings and results of grid search are
explained in detail by separating MLCA and its variants and
comparison algorithms.

• MCLA and its Variants
MLCA, MLCA-I, and MLCA-C have three parameters,

i.e., the number of neighbor nodes Ny , an interval λ for
adapting σ in the CIM, and a similarity threshold V . Among
those parameters, the similarity threshold V has a large
impact on the classification performance. Therefore, we per-
form grid search for V in increments of 0.05 over the range
of V = [0.05, 0.95] while fixing Ny = 10 and λ = 50. The
parameters Ny and λ are the same specification as in [55].
In additition, the case of V = 0.01 is also considered. This is
because that MLCA with a smaller V will tend to generate
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TABLE 5: Parameter specifications of each algorithm

Algorithm Paramter Value Grid Range Description
MLCA V Grid Search {0.01, 0.05, 0.10, . . ., 0.95} Similarlity threshold

λ 50 — Interval for adapting σ in the CIM
Ny 10 — The number of neighbor nodes

MLCA-I V Grid Search {0.01, 0.05, 0.10, . . ., 0.95} Similarlity threshold
λ 50 — Interval for adapting σ in the CIM
Ny 10 — The number of neighbor nodes

MLCA-C V Grid Search {0.01, 0.05, 0.10, . . ., 0.95} Similarlity threshold
λ 50 — Interval for adapting σ in the CIM
Ny 10 — The number of neighbor nodes

MCIC θ Grid Search {0.100, 0.200, 0.300, 0.400, 0.495} Boundary of a cluster
λ Grid Search {0.00, 0.05, 0.10, . . ., 0.50} Decay control parameter
δ 0.1 — Parameter for label set learning
K 3 — The number of nearest neighbors
βmu 3 — Threshold of a mature weight

MuENL λ1 Grid Search {1.0E-6, 1.0E-5, . . ., 1.0E-0} Trade-off parameter of ranking loss for a multi-label classifier
λ2 Grid Search {1.0E-6, 1.0E-5, . . ., 1.0E-0} Trade-off parameter of l2 regularization for a multi-label classifier
I 20 — The maximum iteration for updating a weight

mlODM θ Grid Search {0.10, 0.20, . . ., 0.90} Approximation parameter for block coordinate descent
µ Grid Search {0.10, 0.20, . . ., 0.90} Trade-off parameter for block coordinate descent
γ 0.5 — Bandwidth of a kernel function in rank-SVM
C 1 — Cost for rank-SVM
I 4 — The maximum number of iterations

GLOCAL λ3 Grid Search {0.0, 1.0E-6, 1.0E-5, . . ., 1.0E-0} Regularization parameter for a global and local manifold
λ4 Grid Search {0.0, 1.0E-6, 1.0E-5, . . ., 1.0E-0} Regularization parameter for a global and local manifold
λ1 1 — Regularization parameter for a global and local manifold
λ2 0.125 — Regularization parameter for a global and local manifold
k 20 — Dimension of a latent space
g 3 — The number of clusters of k-means

MLSA-kNN mmax Grid Search {200, 400, . . ., 2,000} The maximum size of the window
kAdjmax Grid Search {20, 40, . . ., 200} History length to specify k value of kNN
mmin 50 — The minimum size of the window
p 1 — Penalty ratio
r 0.5 — Reduction ratio

ML-kNN k 3 {3, 6, . . ., 30} The number of nearest neighbors

more nodes which yields higher classification performance
than that with a larger V .

The detailed results of grid search for the similarity
threshold V in MLCA and its variants are shown in Fig.1
of the supplementary file.

In this paper, the parameters of MLCA and its variants
are not specified for each dataset, but the same settings
are applied to all datasets. Note that the parameters of
the comparison algorithms are specified for each dataset in
order to achieve the maximum classification performance.
To specify the appropriate parameters for all datasets, we
adopt the Friedman test and Nemenyi post-hoc analysis
[56] to conduct statistical comparisons among the different
parameter specifications (V = [0.01, 0.45] in Fig. 1 of the
supplementary file) by using results on the Exact Match
of all datasets. The Friedman test is used to test the null
hypothesis that all algorithms perform equally. If the null
hypothesis is rejected, the Nemenyi post-hoc analysis is
then conducted. The Nemenyi post-hoc analysis is utilized
for all pairwise comparisons based on the ranks of results
on the Exact Match of all datasets. The difference in the
performance of two algorithms is treated as statistically
significant if the p-value defined by the Nemenyi post-hoc
analysis is smaller than the significance level. Here, the null
hypothesis is rejected at the significance level of 0.05 both
in the Friedman test and the Nemenyi post-hoc analysis.

Fig. 10 shows critical difference diagrams for different
parameter specifications of each algorithm. A better speci-
fication has lower average ranks, i.e., on the right side of a
critical distance diagram. In theory, the parameter specifica-
tions within a critical distance (i.e., a red line) do not have
a statistically significance difference [56]. From the results
in Fig. 10, parameter values to be used in comparisons of
classification performance by testing instances are specified
as follows: V = 0.01 and 0.30 for MLCA, V = 0.01 and
0.15 for MLCA-I, and V = 0.01 and 0.25 for MLCA-C.
As mentioned earlier, MLCA and its variants utilize the
above V values for all the datasets in the classification
experiments.

• Comparison Algorithms

When grid search was used in the original paper where
each algorithm was proposed, we use the same grid search
with the same range of parameter values for each algorithm.
Otherwise, we choose one or two parameters which have
the largest effects on the classification performance. The
details are as follows:

MCIC: The range of the decay controlled parameter
λ is the same range in the original paper. Although the
boundary of a cluster θ is fixed in the original paper, it has
a large effect to the clustering performance. The range of θ
is theoretically defined as 0 < θ < 0.5.
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(a) MLCA (b) MLCA-I (c) MLCA-C

Fig. 10: Critical difference diagram for the Exact Match by different parameter specifications.

TABLE 6: Parameter specifications for each dataset by grid search

Dataset
MCIC MuENL

mlODM mlODM GLOCAL GLOCAL
MLSA-kNN ML-kNN

(Scaling) (Raw) (Scaling) (Raw)
θ λ λ3 λ4 θ µ θ µ λ3 λ4 λ3 λ4 mmax kAdjmax k

Flags 0.100 0.00 1.0 1.0 0.90 0.30 0.10 0.30 0.0 1.0 0.0 0.0 200 20 3
Emotions 0.100 0.00 1.0E-6 1.0E-6 0.70 0.10 0.70 0.30 1.0E-4 1.0 1.0E-6 1.0E-6 200 20 3
Birds 0.100 0.00 1.0 1.0 0.70 0.40 0.10 0.10 1.0E-1 1.0 0.0 0.0 200 20 3
Image 0.100 0.00 1.0E-6 1.0E-6 0.70 0.40 0.70 0.40 1.0E-5 1.0E-4 1.0E-5 1.0E-4 200 20 6
Scene 0.100 0.00 1.0 1.0 0.90 0.10 0.90 0.10 0.0 0.0 1.0E-2 1.0 200 20 3
Yeast 0.100 0.00 1.0 1.0 0.90 0.30 0.50 0.10 1.0 1.0E-1 0.0 0.0 600 20 3
VirusGO 0.100 0.00 1.0E-1 1.0E-6 0.70 0.10 0.70 0.10 0.0 0.0 0.0 0.0 200 20 3
GpositiveGO 0.495 0.45 1.0 1.0 0.90 0.10 0.90 0.10 0.0 0.0 0.0 0.0 200 20 3
Genbase 0.200 0.00 1.0 1.0E-6 0.10 0.10 0.10 0.10 0.0 0.0 0.0 1.0E-6 600 20 3
Medical 0.100 0.20 1.0 1.0 0.10 0.10 0.10 0.10 0.0 1.0E-4 1.0E-6 1.0E-4 200 20 3
PlantGO 0.100 0.00 1.0 1.0E-6 0.20 0.10 0.20 0.10 1.0E-3 1.0E-4 1.0E-3 1.0E-4 400 20 6
Langlog 0.100 0.10 1.0 1.0 N/A N/A 1.0E-1 1.0E-5 1.0E-2 1.0E-3 800 20 3
EURLex-4K 0.100 0.10 1.0 1.0 N/A N/A 1.0E-1 1.0E-5 1.0E-2 1.0E-3 800 20 3
Mediamill 0.100 0.10 1.0 1.0 N/A N/A 1.0E-1 1.0E-5 1.0E-2 1.0E-3 800 20 3
Bitbtex 0.100 0.10 1.0 1.0 N/A N/A 1.0E-1 1.0E-5 1.0E-2 1.0E-3 800 20 3
Delicious 0.100 0.10 1.0 1.0 N/A N/A 1.0E-1 1.0E-5 1.0E-2 1.0E-3 800 20 3

N/A indicates that an algorithm could not build a predictive model within 5 days under the available computational resources.

MuENL: In the original paper, grid search is performed
to λ1, λ2 ∈ {0.001, 0.01, 0.1, 1}. In this paper, we set a wider
range that includes the above one.

mlODM: The parameters and their grid ranges are the
same as in the original paper.

GLOCAL: The parameters and their grid ranges are the
same as in the original paper.

MLSA-kNN: In the original paper, the authors men-
tioned that a window size kAdjmax and the maximum
window size mmax need to be set appropriately values in
advance depending on datasets. In the original paper, these
parameters are fixed as kAdjmax = 100 and mmax = 1, 000.
In this paper, grid search was performed in the ranges
around these values.

ML-kNN: In the original paper, grid search was per-
formed in the range of k = {8, 9, 10, 11, 12}. However,
there was no significant difference in the classification per-
formance. In this paper, we set wider range for finding an
appropriate value.

Table 5 summarizes the parameters for grid search and
their ranges. Table 6 shows the parameters that indicate
the highest Exact Match for the training instances in each
dataset as determined by grid search. N/A indicates that an
algorithm can not build a predictive model within 5 days
under the available computational resources. In this paper,
we assign the worst evaluation value to each metric if an
algorithm can not build a predictive model.

Since MuENL has 10 parameters, we only consider three
parameters because the rest of the parameters are related

to class-incremental learning that is not performed in this
section. Regarding mlODM and GLOCAL, there is a large
difference in the classification performance depending on
whether a dataset is pre-processed or not. In this paper,
therefore, we use the [0, 1] scaled data and raw data without
pre-processing in the learning process of mlODM and GLO-
CAL, and denote them as mlODM (Scaling), mlODM (Raw),
GLOCAL (Scaling), and GLOCAL (Raw), respectively. Note
that MCIC and MuENL are capable of continual learning
while mlODM, GLOCAL, MLSA-kNN and ML-kNN cannot
deal with it.

4.3.3 Experimental Conditions
We evaluate the classification performance of each algo-
rithm by using datasets in Table 4 and parameter specifi-
cations in Table 5. For small-scale datasets, we repeat the
evaluation 20 times (i.e., 2×10 CV) with a different random
seed for obtaining consistent averaging results. In this sec-
tion, each algorithm is trained by using the same training
instances with the one in Section 4.3.2, and 10% of instances,
which are not used in Section 4.3.2, are used as testing
instances. For the large-scale datasets, indexes for training
and testing data are provided in [54]. Thus, we use those
indexes for training and testing in each algorithm. Similar
to Section 4.3.2, the Friedman test and Nemenyi post-hoc
analysis [56] are utilized. The Friedman test is used to test
the null hypothesis that all algorithms perform equally.
If the null hypothesis is rejected, the Nemenyi post-hoc
analysis is then conducted. The Nemenyi post-hoc analysis
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is used for all pairwise comparisons based on the ranks of
results over all the evaluation metrics of all datasets. Here,
the null hypothesis is rejected at the significance level of
0.05 both in the Friedman test and the Nemenyi post-hoc
analysis. All computations are carried out on Matlab 2020a
with 2.2GHz Xeon Gold 6238R processor and 768GB RAM.

4.3.4 Experimental Results
We compare the classification performance of each algo-
rithm by using a critical difference diagram defined by the
Nemenyi post-hoc analysis. The detailed results of six eval-
uation metrics for each dataset are summarized in Tables 1-4
on the supplementary file.

Fig. 11 shows a critical difference diagram based on
the classification performance for all the datasets. A better
specification has lower average ranks, i.e., on the right
side of a critical distance diagram. In theory, the parameter
specifications within a critical distance (i.e., a red line) do
not have a statistically significance difference [56].

The results are derived from all the evaluation metrics
for all the datasets. Therefore, we regard that MLCA (V =
0.01) shows excellent classification performance on various
datasets. MLCA-I (V = 0.01) and MLCA-C (V = 0.01) are
also superior algorithms than other comparison algorithms.
Focusing on MLCA and its variants with a larger V specifi-
cation, MLCA-C (V = 0.25) shows a lower rank than MLCA-
I (V = 0.15) and MLCA (V = 0.30). It means that MLCA-C
is capable of maintaining high classification performance
while compressing information.

Regarding comparison algorithms, ML-kNN shows a
superior classification performance than other algorithms
except for MLCA and its variants. In Fig. 11, mlODM (Scal-
ing) and GLOCAL (Scaling) are better than mlODM (Raw)
and GLOCAL (Raw), respectively. Since MCIC, MuENL,
and MLSA-kNN are capable of handling streaming data,
their classification performance is inferior to algorithms that
perform batch learning such as ML-kNN, mlODM, and
GLOCAL.

In order to discuss the features of each algorithm in
detail, Figs. 12 and 13 show critical difference diagrams
defined by numerical datasets and categorical datasets, re-
spectively. In the case of numerical datasets (Fig. 12), the
classification performance of MLCA and its variants are
still superior to comparison algorithms. MLCA-I (V = 0.01)
shows the lowest rank. In addition, MLCA-I (V = 0.15) also
shows a good performance. Thus, we regard that MLCA-I is
suitable for numerical data sets. On categorical datasets (Fig.
13), ML-kNN and GLOCAL perform very well in contrast
to the case of numerical datasets. However, these algorithms
have an obvious drawback compared to MLCA and its
variants because they require all the training instances in
advance. In terms of MLCA and its variants, MLCA (V =
0.01) shows the lowest rank. The performance of MLCA and
MLCA-I is greatly affected by a specification of a similarity
threshold V . In contrast, the difference in performance be-
tween MLCA-C (V = 0.01) and MLCA-C (V = 0.25) is small.
Therefore, we regard that MLCA-C has stable classification
performance on nominal datasets.

Table 7 shows the average number of generated nodes
after learning the training instances. Focusing on MLCA
and MLCA-I, these algorithms generate only a very small

Fig. 11: Critical difference diagram based on the classifica-
tion performance for all the datasets.

Fig. 12: Critical difference diagram based on the classifica-
tion performance for numerical datasets.

Fig. 13: Critical difference diagram based on the classifica-
tion performance for numerical datasets.

number of nodes in the case of nominal datasets, especially
when a similarity threshold V is large. On the other hand,
MLCA-C can maintain the sufficient number of nodes for
classification even in the case of nominal datasets. Thus,
MLCA-C is considered to be a strong algorithm for nominal
datasets, and this property can be seen in Figs. ??-??.

From the results in Figs. 11-13, and Table 7, the character-
istics of MLCA and its variants can be analyzed as follows:

• MLCA
This algorithm can be the first-choice algorithm be-
cause it shows stable and high classification perfor-
mance for both numerical and nominal datasets. In
other words, it has an advantage if the attribute type
of the dataset is unknown. Furthermore, in the case of
a numerical dataset, MLCA shows high classification
performance regardless of a specification of the similar-
ity threshold V . This means that MLCA can maintain
high classification performance and high information
compression performance, simultaneously.
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TABLE 7: Average number of nodes generated by MLCA, MLCA-I, and MLCA-C

Dataset
MLCA MLCA-I MLCA-C

V = 0.01 V = 0.30 V = 0.01 V = 0.15 V = 0.01 V = 0.25

Flags 174.6 (1.00) 163.9 (0.94) 170.5 (0.98) 88.2 (0.51) 167.7 (0.96) 19.1 (0.11)
Emotions 533.7 (1.00) 532.9 (1.00) 533.7 (1.00) 532.1 (1.00) 533.7 (1.00) 244.6 (0.46)
Birds 580.5 (1.00) 580.5 (1.00) 580.5 (1.00) 146.0 (0.25) 580.0 (1.00) 170.6 (0.29)
Image 1800.0 (1.00) 1597.1 (0.89) 1800.0 (1.00) 1736.8 (0.96) 1800.0 (1.00) 1729.0 (0.96)
Scene 2159.0 (1.00) 2076.3 (0.96) 2159.0 (1.00) 2151.0 (0.99) 2159.0 (1.00) 2148.0 (0.99)
Yeast 2175.3 (1.00) 2123.1 (0.98) 2175.3 (1.00) 2168.8 (1.00) 2175.3 (1.00) 2015.6 (0.93)
VirusGO 159.3 (0.86) 11.2 (0.06) 86.3 (0.46) 5.2 (0.03) 159.3 (0.86) 122.1 (0.66)
GpositiveGO 412.3 (0.88) 28.3 (0.06) 183.0 (0.39) 8.8 (0.02) 412.3 (0.88) 308.8 (0.66)
Genbase 192.0 (0.32) 1.7 (0.00) 31.9 (0.05) 1.0 (0.00) 192.0 (0.32) 130.5 (0.22)
Medical 871.0 (0.99) 55.0 (0.06) 450.9 (0.51) 14.0 (0.02) 871.0 (0.99) 736.5 (0.84)
PlantGO 775.6 (0.88) 39.5 (0.04) 301.5 (0.34) 12.5 (0.01) 766.4 (0.87) 644.0 (0.73)
Langlog 1130.6 (0.86) 761.4 (0.58) 1116.7 (0.85) 513.1 (0.39) 1130.6 (0.86) 1118.4 (0.85)

The value in the parentheses indicates the ratio to the number of generated nodes against the number of training instances.

• MLCA-I
This algorithm shows the outstanding classification
performance on the numerical datasets. On the other
hand, the classification performance on the nominal
datasets is low in comparison with the results on to
numerical datasets. Therefore, MLCA-I has an advan-
tage if the dataset contains only numerical attributes.

• MLCA-C
This algorithm shows stable and high classification
performance for both numerical and nominal datasets
although it is not as good as MLCA. It is notable that
MLCA-C stably has small rank values for both nominal
and numerical datasets even when a specification of a
similarity threshold V is large. Therefore, MLCA-C can
achieve high classification performance and high infor-
mation compression for both numerical and nominal
datasets.

Table 8 summarizes the characteristics of MLCA and its
variants based on the above analysis.

4.4 Effects of a Multi-Epoch Learning Process

MLCA, MLCA-I, and MLCA-C utilize generated nodes as
classifiers. This means that the clustering performance on
the training instances has a huge impact on the classification
performance. The nodes of MLCA, MLCA-I, and MLCA-C
are adaptively and continually generated/updated by the
given instances. Therefore, it is possible to improve the
clustering performance by learning the training instances in
multiple epochs, and consequently to improve the classifi-
cation performance of MLCA, MLCA-I, and MLCA-C. This
feature is one of the advantages of MLCA, MLCA-I, and
MLCA-C against the other compared algorithms.

We only apply the datasets listed in Table 4 except for
the large-scale datasets due to a time-consuming training
process. Fig. 14 shows results of the Exact Match of MLCA,
MLCA-I, and MLCA-C with the learning of the training in-
stances for 1 to 10 epochs. The conditions of this experiment
are the same as in Section 4.3.

The following observation is obtained: As the number
of epochs increases, the value of the Exact Match increases
or remains roughly the same in most cases except for the

TABLE 8: Summary of characteristics of MLCA and its
variants

Algorithm
Similarity Classification Performance

Threshold V Numerical Nominal
MLCA Small Very High Very High

Large Medium Low
MLCA-I Small Very High Low

Large Medium Low
MLCA-C Small High High

Large Medium Medium

Birds dataset. In particular, it is effective for categorical data.
Therefore, we regard that the multi-epoch learning process
is generally beneficial for MLCA, MLCA-I, and MLCA-C.

4.5 Computational Complexity

This section presents the computational complexity of
MLCA, MLCA-I, MLCA-C, and comparison algorithms.
Specifically, MLCA and its variants are analyzed in detail.

Regarding MLCA, the computational complexity of each
process is as follows: For computing a bandwidth of a
kernel function in the CIM is O(nλd) (line 5 in Alg. 1), for
computing the CIM isO(ndK) (line 11 in Alg. 1), for sorting
the result of the CIM is O(K logK) (line 12 in Alg. 1), and
for computing the label probability is O(NlNy) (line 24 in
Alg. 1). Here, n is the number of training instances, λ is
an interval for adapting σ, K is the number of nodes, Nl
is a size of a label set, and Ny is the predefined number
of neighbor nodes for yk1 . Thus, the total computational
complexity of MLCA is O(nλd+ ndK +K logK +NlNy).

In terms of MLCA-I and MLCA-C, the difference of
a training process is only in CIMI and CIMC which is
defined in (28) and (31), respectively. Since CIMI considers
an individual attribute of a training instance separately,
it takes O(nd2K). CIMC applies a clustering approach to
attributes of a training instance every λ instances. Thus,
O(nλ (nλd+ndK+K logK)) is additionally required. As a re-
sult, the computational complexity of MLCA-I and MLCA-C
are O(nλd+ nd2K +K logK +NlNy) and O((nλ + 1)(nλd+
ndK +K logK) + n

λNlNy), respectively.
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(a) Flags (b) Emotions (c) Birds (d) Image (e) Scene (f) Yeast

(g) VirusGO (h) GpositiveGO (i) Genbase (j) Medical (k) PlantGO (l) Langlog

Fig. 14: Results of the Exact Match of MLCA, MLCA-I, and MLCA-C with multiple epochs.

Table 9 summarizes the computational complexity of
MLCA, MLCA-I, MLCA-C, and comparison algorithms.
Here, variables in the computational complexity of compar-
ison algorithms are as follows:

MCIC: T is a time period defined as T = 1
λ log(

βµ
(βµ−1) +

1). Here, n is the number of instances, λ and βµ are the
parameters of MCIC. Kp and Ko are the number of mature
and immature clusters of MCIC, respectively.

MuENL: Nl is the size of a label set, n is the number
of instances, and d is the dimension of instances. Note that
the complexity of MuENL in Table 9 shows a pairwise label
ranking classifier, not including a label incremental learning
process.

mlODM: n is the number of instances, Nl is the di-
mension of a current relevant label, and I is the number
of iterations of an optimization process.

GLOCAL: n is the number of instances, nm is the num-
ber of instances of a partitioned training instances, k is a
rank of a label matrix which satisfies k < Nl.

MLSA-kNN: d is the dimension of a training instance,
Nl is a size of a label set, mmax is the maximum size of the
window, and mmin is the minimum size of the window.

ML-kNN: n is the number of training instances, d is the
dimension of a training instance, k is the number of nearest
neighbors of k-NN, and Nl is a size of a label set. Here,
O(n2d) is for k-NN computation, and O(nkNl) is for the
label probability computation.

With respect to the computational complexity of each
algorithm, MLSA-kNN and MCIC shows their superior
computational efficiency than the other algorithms. MLCA,
MLCA-I, MLCA-C, and ML-kNN have moderate compu-
tational efficiency. These algorithms do not dramatically in-
crease the computational complexity even when the number
of instances and labels in a dataset is large. In contrast,
MuENL, mlODM, and GLOCAL have a polynomial com-
plexity in terms of the number of instances or the size of a
label set. Therefore, we consider that these algorithms are
time-consumimg and could not generate a predictive model
in a valid time, especially for the large-scale datasets with a

large number of training instances and labels.

TABLE 9: Summary of computational complexity

Algorithm Computational Complexity Ref.
MLCA O(n

λ
d+ ndK +K logK +NlNy) —

MLCA-I O(n
λ
d+ nd2K +K logK +NlNy) —

MLCA-C O((n
λ
+ 1)(n

λ
d+ ndK +K logK) + n

λ
NlNy) —

MCIC O(n+ n
T
(Kp +Ko)) —

MuENL O(ndN2
l ) [8]

mlODM O(nN2
l I) [40]

GLOCAL O(n2 + n2
m + kn) [57]

MLSA-kNN O(mmaxd+mmaxNl +mmax log2
mmax
mmin

) [41]
ML-kNN O(n2d+ nkNl) [58]

The training and testing time on a CPU are summarized
in Tables 5 and 6 of the supplementary file.

5 CONCLUDING REMARKS

This paper proposed a multi-label classification algorithm
capable of continual learning by extending our preliminary
research [55], namely MLCA. In addition, two variants of
MLCA were proposed by modifying the calculation method
of the CIM, namely MLCA-I and MLCA-C. The proposed
algorithms consist of two components: The CIM-based ART
and the Bayesian approach for label probability computa-
tion. Because both components can deal with a situation
where new training instances and corresponding labels are
sequentially provided, the proposed algorithms can realize
continual learning. The results of extensive experiments
from qualitative and quantitative perspectives showed that
MLCA has competitive classification performance to other
well-known algorithms while maintaining the continual
learning ability. Furthermore, the results also showed that
the performance of MLCA can be enhanced by modifying
the calculation method of the CIM.

The ability to adapt to concept drift [59] and to handle
mixed numerical and categorical data [60] are significant
factors for clustering-based algorithms capable of continual
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learning. A future research topic is to examine the perfor-
mance of the proposed algorithms under concept drift and
to improve them. It is also an important future research topic
to modify the proposed algorithms for mixed datasets with
both numerical and categorical attributes.
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