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In-Domain GAN Inversion for Faithful
Reconstruction and Editability

Jiapeng Zhu, Yujun Shen, Yinghao Xu, Deli Zhao, Qifeng Chen, and Bolei Zhou, Member, IEEE

Abstract—Generative Adversarial Networks (GANs) have significantly advanced image synthesis through mapping randomly sampled
latent codes to high-fidelity synthesized images. However, applying well-trained GANs to real image editing remains challenging. A
common solution is to find an approximate latent code that can adequately recover the input image to edit, which is also known as GAN
inversion. To invert a GAN model, prior works typically focus on reconstructing the target image at the pixel level, yet few studies are
conducted on whether the inverted result can well support manipulation at the semantic level. This work fills in this gap by proposing
in-domain GAN inversion, which consists of a domain-guided encoder and a domain-regularized optimizer, to regularize the inverted
code in the native latent space of the pre-trained GAN model. In this way, we manage to sufficiently reuse the knowledge learned by
GANs for image reconstruction, facilitating a wide range of editing applications without any retraining. We further make comprehensive
analyses on the effects of the encoder structure, the starting inversion point, as well as the inversion parameter space, and observe the
trade-off between the reconstruction quality and the editing property. Such a trade-off sheds light on how a GAN model represents an
image with various semantics encoded in the learned latent distribution. Code, models, and demo are available at the project page
https://genforce.github.io/idinvert/.

Index Terms—Generative adversarial network, GAN inversion, image editing.
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1 INTRODUCTION

THE rapid development of Generative Adversarial Net-
works (GANs) has enabled synthesizing photo-realistic

images at high resolution [1], [2], [3]. The formulation of
GANs [4] makes the generator reproduce the observed
data distribution through random sampling of a pre-defined
latent distribution. Existing work has confirmed that, when
learning to map a latent code to a synthesis, GANs
spontaneously encode versatile variation factors inside the
latent space [5], [6], [7], [8]. Each variation factor appears
as an interpretable direction such that moving the latent
code along a certain direction can result in the editing of
the output image regarding a particular attribute. However,
such a manipulation capability of the latent space is hardly
applicable to real images because GAN lacks inference
ability.

To bridge this gap, many attempts have been made to
reverse the generation process of GANs, which is widely
known as GAN inversion. Existing studies [9], [10], [11],
[12], [13], [14], [15], [16] typically focus on reconstructing
the pixel values of the target image, yet there is little
attention on whether the inverted code supports satisfactory
manipulation like the latent codes sampled from the native
latent space. Accordingly, there is no guarantee on the
editing property of the inversion results, which we call the
editability of the latent code, leading to limited applications
in practice.
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Ideally, a good GAN inversion approach should recover
the input image not only from the pixel level but, more
importantly, from the semantic level. Only in this way can
we reuse the knowledge (i.e., the variation factors encoded
in the latent space) learned by GANs to manipulate the
input, which is the subsequent objective of GAN inversion.
For this purpose, we propose to regularize the inverted code
within the original latent space of the generator, instead
of simply reconstructing the per-pixel values. We term
the resulting code as in-domain code since it aligns with
the semantic domain emerging from the pre-trained GAN
model. Concretely, we first train a domain-guided encoder to
project the image space back to the latent space such that
all codes produced by the encoder are in-domain. We then
come up with a domain-regularized optimizer, which tunes
the inverted code by involving the encoder as a regularizer,
to better reconstruct the pixel values without affecting
the editing property. Thanks to the in-domain inversion
pipeline, which we call IDInvert, we manage to represent
a target image based on a well-trained GAN model both
visually and semantically, facilitating various downstream
editing tasks.

We further make an in-depth analysis of the proposed
approach to explore how different design choices affect the
inversion performance. First, we find that, in comparison
with the model structure and learning capacity, how the
encoder is trained matters more to the property of the
inverted codes. Thus it is possible to use a lightweight
encoder to accelerate the inversion process. Second, we
confirm that choosing an adequate starting point (i.e., the
initial latent code as an inductive bias for inversion) signif-
icantly eases the training difficulty of the encoder. Third,
we study the effect of the dimension of the inversion space
and observe a clear trade-off between reconstruction quality
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and editing property. Concretely, enlarging the parameter
space can make the image recovery more accurate, but
on the other side, it weakens the alignment between the
inverted code and the latent semantics learned by the pre-
trained GAN model. In other words, we can always use a
well-learned generator to overfit an image, however, only a
semantically meaningful representation (i.e., inversion) can
support manipulation.

The preliminary result of this work is published in [17].
In this journal extension, we add the following new content:
(i) a detailed study on the encoder architecture in Sec. 5.1,
which suggests that how the encoder is learned matters
more than its model capacity; (ii) an analysis on the initial
inversion point for the encoder learning in Sec. 5.2, which
suggests that a good starting point significantly eases the
training difficulty and hence results in a better convergence;
(iii) an improved solution, based on the above analysis, to
making our approach compatible with StyleGAN2 [3] in
Sec. 5.2; (iv) an exhaustive investigation on the trade-off
between reconstruction quality and editing property in the
GAN inversion task in Sec. 6, including (v) a discussion
on whether we should retrain the generator with a larger
latent space in Sec. 6.2 and (vi) an analysis on the effect of
extending the inversion space with a noise space in Sec. 6.3.

2 RELATED WORK

Generative Adversarial Networks (GANs). GANs typically
consist of a generator and a discriminator. The generator
maps latent codes to generated images, while the discrim-
inator is used to distinguish generated images from real
ones. These two networks are trained simultaneously in a
two-player minimax game, as described in the original GAN
paper [4]. Through the efforts of communities, GANs have
made tremendous progress in terms of training stability [18],
[19], [20], [21] and synthesized quality [1], [2], [3], [22], [23],
[24]. The images synthesized by those works are almost
indistinguishable from real ones. Image editing in the latent
space of a pre-trained GAN is one important application
that benefits from this progress.
Semantic Discovering in GANs. The seminal work can
be traced to DCGAN [25], which shows that the latent
space of a GAN is correlated with the property of semantic
editing. For instance, adding or removing the glass from an
image can be fulfilled by performing a simple additive or
subtractive operation in the latent space with corresponding
semantic vectors. Following that, a large number of works
[6], [8], [26], [27], [28], [29], [30], [31], [32] have shown that
the latent spaces of GANs contain rich semantic knowledge
of image attributes and can be used to edit images via arith-
metic of attribute vectors in latent spaces. These methods
can be broadly categorized into two types: supervised and
unsupervised algorithms. In supervised methods, semantics
can be discovered under the guidance of pre-defined
attribute labels. For example, Shen et al. [29] aim at finding
attribute directions corresponding to human-interpretable
transformations on face images in latent space by utilizing
pre-defined attribute labels on CelebA [33]. Yang et al.
[30] uncover that hierarchical semantics emerge from layer-
wise latent codes of GANs for scene synthesis by using
pre-defined labels on Places [34]. Unsupervised methods

have also garnered interest from researchers as they do not
require pre-defined labels. Ramesh et al. [26] demonstrate
that the leading right-singular vectors of the Jacobian matrix
from Singular Value Decomposition (SVD) are the most
disentangled directions, which could be used to control the
generated images. More recently, the authors of GANSpace
[31] conducted unsupervised Principal Component Analysis
(PCA) on the latent space, and then applied principal
directions to achieve interpretable control over the output
images. SeFa [8] provides a closed-form solution for finding
meaningful directions through eigenvalue decomposition
on the weight matrix of the generator. The recent work,
LowRankGAN [32], demonstrates that local control over
synthesized images can be achieved by shifting low-rank
latent codes derived from the Jacobians of the generator
in the latent space. However, due to the lack of inference
capability in GANs, it remains challenging to apply the rich
semantics encoded in the latent space to edit real images.
GAN Inversion. The goal of GAN inversion is to solve
the latent code of a real image, thus enabling real image
editing from the latent space [9], [35]. The generator G
usually maps a sampled latent code zsam to a synthesized
image xsyn (i.e., xsyn = G(zsam)), while the GAN inversion
aims at finding the reverse mapping of G (i.e., G−1) that
could map a real image xreal to a latent code zinv (i.e.,
zinv = G−1(xreal)). Existing inversion approaches typically
fall into three categories. The first one is encoder-based [9],
[14], [35], [36], [37], [38], [39], [40], [41], [42], [43], [44], [45],
[46], [47], which learns an encoder E to approximate the
inversion of a generator (i.e., E = G−1). Among them, [36],
[37], [38] learns G and E simultaneously. These methods
primarily focus on representation learning, which empha-
sizes the high-level semantics of images over reconstruction
precision. Therefore, the inverted codes obtained from these
methods may not produce a faithful reconstruction. Some
methods, such as [9], [39], first synthesize a collection
of images with randomly sampled latent codes and then
use the images and codes as inputs and supervisions,
respectively, to train the encoder. However, a drawback
of these methods is that the encoder never sees real
images during the entire training process, which can result
in relatively poor reconstruction results on real images.
The pSp algorithm [40] uses a feature pyramid encoder
architecture as well as an identity loss to fulfill various
image-to-image translation tasks. Due to identity loss, this
method is limited to face data. In recent years, [44], [45], [46],
[47] involve additional spaces (e.g., feature space, parameter
space, padding space) to recover a given image accurately.
The second one is optimization-based, which deals with a
single instance at one time by directly optimizing the latent
code to minimize the pixel-wise reconstruction loss [3], [11],
[12], [16], [48], [49], [50], [51], [52]. Some use a random latent
code as the initialization for optimization [11], [12], which
can make it difficult to obtain a good reconstruction result
due to the optimization process being highly sensitive to
the initial value. Gu et al. [49] addresses this sensitivity
by employing multiple latent codes to recover a target
image, which leads to satisfying reconstruction results.
Abdal et al. [16] uses the mean value of the W distribution,
which is generated by the generator during training, as the
initialization substantially improves reconstruction results.
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Fig. 1. (a) The comparison between the training of conventional encoder and domain-guided encoder for GAN inversion. Model blocks in blue are
trainable and red dashed arrows indicate the supervisions. Instead of being trained with synthesized data to recover the latent code, our domain-
guided encoder is trained with the objective of recovering the real images. The fixed generator is involved in making sure the codes produced
by the encoder lie in the native latent space of the generator and stay semantically meaningful. (b) The comparison between the conventional
optimization and our domain-regularized optimization. The well-trained domain-guided encoder is included as a regularizer to land the latent code
in the semantic domain during the optimization process.

Karras et al. [3] and Abdal et al. [48] show that utilizing layer-
wise noises when inverting the StyleGAN [2] models could
promote reconstruction performance. Pan et al. [50] and
Huh et al. [51] explore the optimization-based method on
BigGAN [37]. The last approach combines these two ideas
into a two-step method [9], [13], [52], which uses a trained
encoder to generate a starting point for the optimization
process. However, their two-step method primarily focuses
on achieving good reconstruction results but overlooks the
importance of maintaining the resulting latent code within
the native latent space. (i.e., without any constraints during
optimization, the final latent code can deviate significantly
from the starting point, even if it is a good starting point).
Hence, to ensure that the latent code remains within the
native latent space, we add an encoder as a regularizer dur-
ing optimization. One crucial issue is that existing inversion
methods merely focus on reconstructing the target image at
the pixel level without considering semantic information in
inverted codes. This work fills in this gap by studying the
property of inverted codes, e.g., whether the inverted codes
could support semantic editing. Moreover, we find a trade-
off between reconstruction quality and editing property by
analyzing the inversion parameter space, revealing that it is
not easy to improve both simultaneously.
Image-to-Image Translation. Image-to-Image translation
task aims at learning the mappings between different
domains. A seminal work can be traced to [53], which
uses a conditional GAN [54] to perform various image-
to-image translation tasks. After that, a larger number of
works have been proposed to deal with this task, varying
from the supervised method [55], [56] to unsupervised
method [57], [58], [59], from single-modal output [60],
[61] to multi-modal outputs [62], [63], [64]. However, the
image-to-image translation task together learns the encoder,
decoder, and desired manipulation. Rather, GAN inversion
learns an encoder to a pre-trained generator, and all the
manipulations depend on the pre-trained generator.

3 IN-DOMAIN GAN INVERSION

As discussed above, besides recovering the input image by
pixel values, we also care about whether the inverted code

is semantically meaningful when inverting a GAN model.
Here, the semantics refer to the emergent knowledge that
GAN has learned from the observed data [5], [6], [29], [30].
For this purpose, we propose to first train a domain-guided
encoder and then use this encoder as a regularizer for the
further domain-regularized optimization, as shown in Fig. 1.
Problem Statement. Before going into details, we briefly
introduce the problem setting with some basic notations. A
GAN model typically consists of a generator G(·) : Z → X
to synthesize high-quality images and a discriminator D(·)
to distinguish real from synthesized data. GAN inversion
studies the reverse mapping of G(·), which is to find the
best latent code zinv to recover a given real image xreal.
We denote the semantic space learned by GANs as S . We
would like zinv to also align with the prior knowledge S in
the pre-trained GAN model.
Choice of Latent Space. Typically, GANs sample latent
codes z from a pre-defined distributed space Z , such
as normal distribution. The recent StyleGAN model [2]
proposes to first map the initial latent space Z to a
second latent space W with Multi-Layer Perceptron (MLP),
and then feed the codes w ∈ W to the generator for
image synthesis. Such additional mapping has already been
proven to learn more disentangled semantics [2], [29]. As
a result, the disentangled space W is widely used for the
GAN inversion task [3], [14], [16], [48]. Similarly, we also
choose W space as the inversion space for three reasons:
(i) We focus on the semantic (i.e., in-domain) property of
the inverted codes, making W space more appropriate
for analysis. (ii) Inverting to W space achieves better
performance than Z space [14]. (iii) It is easy to introduce
the W space to any GAN model by simply learning an
extra MLP ahead of the generator. Hence, it will not harm
the generalization ability of our approach. In this work, we
conduct all experiments on the W space, but our approach
can be performed on the Z space as well. For simplicity, we
use z to denote the latent code in the following sections.

3.1 Domain-Guided Encoder

Training an encoder is commonly used for GAN inversion
problem [9], [13], [39] considering its fast inference speed.
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However, existing methods simply learn a deterministic
model with no regard to whether the codes produced by
the encoder align with the semantic knowledge learned by
G(·). As shown on the top of Fig. 1(a), a collection of latent
codes zsam are randomly sampled and fed into G(·) to get
the corresponding synthesis xsyn. Then, the encoder E(·)
takes xsyn and zsam as inputs and supervisions respectively
and is trained with

min
ΘE

LE = ||zsam − E(G(zsam))||2, (1)

where || · ||2 denotes the l2 distance and ΘE represents
the parameters of the encoder E(·). We argue that the
supervision by only reconstructing zsam is not powerful
enough to train an accurate encoder. Also, the generator is
actually omitted and cannot provide its domain knowledge
to guide the training of encoder since the gradients from
G(·) are not taken into account at all.

To solve these problems, we propose to train a domain-
guided encoder, which is illustrated in the bottom row of
Fig. 1(a). There are three main differences compared to the
conventional encoder: (i) The output of the encoder is fed
into the generator to reconstruct the input image such that
the objective function comes from the image space instead
of latent space. This involves semantic knowledge from the
generator in training and provides more informative and
accurate supervision. The output code is therefore guaran-
teed to align with the semantic domain of the generator.
(ii) Instead of being trained with synthesized images, the
domain-guided encoder is trained with real images, making
our encoder more applicable to real applications. (iii) To
make sure the reconstructed image is realistic enough, we
employ the discriminator to compete with the encoder. In
this way, we can acquire as much information as possible
from the GAN model (i.e., both two components of GAN
are used). The adversarial training manner also pushes the
output code to better fit the semantic knowledge of the
generator. We also introduce perceptual loss [65] using the
feature extracted by VGG [66]. Hence, the training process
can be formulated as

min
ΘE

LE = ||xreal −G(E(xreal))||2

+ λvgg||F (xreal)− F (G(E(xreal)))||2
− λadv E

xreal∼Pdata

[D(G(E(xreal)))],

(2)

min
ΘD

LD = E
xreal∼Pdata

[D(G(E(xreal)))]

− E
xreal∼Pdata

[D(xreal)]

+
γ

2
E

xreal∼Pdata

[||∇xD(xreal)||22],

(3)

where Pdata denotes the distribution of real data and γ is the
hyper-parameter for the gradient regularization. λvgg and
λadv are the perceptual and discriminator loss weights. F (·)
denotes the VGG feature extraction model. It is worth noting
that this type of reconstruction loss is commonly utilized
in other tasks, such as in image-to-image translation [53],
image super-resolution [67], [68], etc, owing to its ability to
reconstruct the input images effectively.

3.2 Domain-Regularized Optimization

Unlike the generation process of GANs which learns a map-
ping at the distribution level, i.e. from latent distribution
to real image distribution, GAN inversion is more like an
instance-level task, which is to best reconstruct a given
individual image. From this point of view, it is hard to learn
a perfect reverse mapping with an encoder alone due to
its limited representation capability. Therefore, even though
the inverted code from the proposed domain-guided encoder
can well reconstruct the input image based on the pre-
trained generator and ensure the code itself is semantically
meaningful, we still need to refine the code to make it better
fit the target individual image at the pixel values.

Previous methods [12], [15], [16] propose to gradient
descent algorithm to optimize the code. The top row of
Fig. 1(b) illustrates the optimization process where the latent
code is optimized “freely” based on the generator only.
It may very likely produce an out-of-domain inversion
since there are no constraints on the latent code at all.
Relying on our domain-guided encoder, we design a domain-
regularized optimization with two improvements, as shown
at the bottom of Fig. 1(b): (i) We use the output of the
domain-guided encoder as an ideal starting point which
avoids the code from getting stuck at a local minimum
and also significantly shortens the optimization process.
(ii) We include the domain-guided encoder as a regularizer
to preserve the latent code within the semantic domain
of the generator. To summarize, the objective function for
optimization is

zinv = argmin
z

||x−G(z)||2 + λvgg||F (x)− F (G(z))||2
+ λdom||z− E(G(z))||2,

(4)

where x is the target image to invert, λvgg and λdom are the
loss weights corresponding to the perceptual loss and the
encoder regularize, respectively.

4 EVALUATION TASKS

In this section, we introduce the tasks used to evaluate
our proposed method, including its inversion quality and
several image editing applications. But, we give the imple-
mentation details for those tasks being assessed first.

4.1 Implementation Details

We conduct experiments on the FFHQ dataset [2], and three
sub-categories on LSUN dataset [69], i.e., tower (outdoor
scene), church(outdoor scene), and bedroom (indoor scene),
to evaluate our proposed method including the domain-
guided encoder and domain-regularized optimization. For FFHQ,
which contains 70,000 high-quality face images, we take
the first 65,000 faces as the training set and the remaining
5,000 faces as the reconstruction test according to the exact
order of the dataset. And for two subsets in LSUN, the 0.1
million images are selected by random sample from the
first 0.6 million images in each dataset and 5,000 images
are selected as the test data from the remaining dataset,
respectively. The GANs to invert are pre-trained following
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TABLE 1
Quantitative comparison between different inversion methods. For each model, we invert 5000 images for evaluation. ↓ means lower number is

better.

Face Tower Bedroom

Methods
Metrics FID↓ SWD↓ SSIM↑ MSE↓ FID↓ SWD↓ SSIM↑ MSE↓ FID↓ SWD↓ SSIM↑ MSE↓

Conventional Encoder [9] 50.11 83.49 0.282 0.464 39.38 74.94 0.293 0.525 61.60 84.38 0.196 0.681
Image2StyleGAN [16] 25.35 27.31 0.702 0.026 39.54 58.12 0.594 0.061 43.17 61.40 0.684 0.036

Domain-Guided Encoder (Ours) 16.43 13.02 0.522 0.071 12.41 19.50 0.500 0.093 9.61 21.93 0.521 0.079
In-Domain Inversion (Ours) 15.07 14.92 0.568 0.053 12.47 15.17 0.530 0.087 11.07 20.90 0.560 0.066

(a) (b) (c) (d) (e)

Fig. 2. Qualitative comparison on image reconstruction with different
GAN inversion methods. (a) Input image. (b) Conventional encoder [9].
(c) Image2StyleGAN [16]. (d) Our proposed domain-guided encoder. (e)
Our proposed in-domain inversion.

StyleGAN [2].1 When training the domain-guided encoder,
the generator is fixed, and we only update the encoder
and discriminator according to Eq. (2) and Eq. (3), and
the loss weights are set as λvgg = 5e−5, λadv = 0.1,
and γ = 10 in these two equations. As for the perceptual
loss in Eq. (2), we take conv4 3 as the VGG [66] output.
We set λdom = 2 in Eq. (4) for the domain-regularized
optimization, an ablation study on this parameter can be
found in Sec. 6.1. For the encoder architecture, we will
give a detailed analysis in Sec. 5. And for quantitative
evaluation metrics, we use Fréchet Inception Distance (FID),
Sliced Wasserstein Distance (SWD), Mean-Squared Error
(MSE), and Structural Similarity Index Measure (SSIM).
These metrics are commonly used to measure the quality
of the images in GANs [1], [2], [3], [37].

4.2 Inversion Quality

Recall we argue that a good GAN inversion method should
not only precisely recover the given images but also should
keep the inverted codes semantically meaningful for the
downstream tasks. Therefore, the evaluation for this part
can be divided into two parts. One is the quality of the
reconstructed images, such as their precision and realism
in contrast to the input. The other one is the property of
the inverted codes, such as the alignment of the semantics
with the boundaries [29]. Namely, the more alignment with
the boundaries, the more satisfying editing results we could
obtain.

1. Different from StyleGAN, we use different latent codes for
different layers in model training. More discussions can be found in
Sec. 6.2.

Recall Recall Recall Recall

Age Eyeglasses Gender Pose

P
re

ci
si

o
n

P
re

ci
si

o
n

P
re

ci
si

o
n

P
re

ci
si

o
n

Image2StyleGAN
Ours

Image2StyleGAN
Ours

Image2StyleGAN
Ours

Image2StyleGAN
Ours

Fig. 3. Precision-recall curves by directly using the inverted codes
for facial attribute classification. Our in-domain inversion shows much
better performance than Image2StyleGAN [16], suggesting a stronger
semantic preservation.

Quality of the Reconstructed Images. The primary goal
for GAN inversion is could faithfully reconstruct the input
image. Therefore, in this section, we evaluate the quality of
the reconstructed images by our method, as well as some
comparisons with the existing baselines, including tradi-
tional encoder [9], and MSE-based optimization [16]. Fig. 2
shows the reconstruction results using different methods on
Face, Tower, and Bedroom. Comparison between Fig. 2(b)
and Fig. 2(d) shows the superiority of our domain-guided
encoder in learning a better mapping from the image space
to the latent space. Fig. 2(c) shows the blurriness when
inverting the given images in contrast to the Fig. 2(d).
And Fig. 2(e) is our whole algorithm, which demonstrates
we could further improve the reconstruction result when
performing optimization as introduced in Sec. 3.2. Tab. 1
gives the quantitative comparison results on the test data.
From the table, we could see that the Image2StyleGAN
[16] surpasses our method in terms of the SSIM and MSE.
However, it just focused on reconstructing the pixels of the
input image, and when it comes to fidelity and realism
of the reconstructed images, our method surpasses it by a
large margin (e.g., see the FID and SWD metrics). Moreover,
Image2StyleGAN takes too much time to invert an image.
For instance, it will take 290 seconds, while our method only
takes 8 seconds when inverting an image on a 2080 Ti GPU.
Property of the Inverted Codes. As discussed above, our
method can produce satisfying reconstruction results. In
this part, we further evaluate how the inverted codes
can semantically represent the target images. As pointed
out by prior work [2], [29], the latent space of GANs is
linearly separable in terms of semantics. In particular, for
a binary attribute (e.g., male v.s. female), it is possible
to find a latent hyperplane such that all points from the
same side correspond to the same attribute. We use this
property to evaluate the alignment between the inverted
codes and the latent semantics. We use off-the-shelf attribute
classifiers to predict age (young v.s. old), gender (female
v.s. male), eyeglasses (absence v.s. presence), and pose
(left v.s. right) on the face test dataset. These predictions
are considered as ground-truth. Then, we use the state-
of-the-art GAN inversion method, Image2StyleGAN [16],
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Input A Input BInversion A Inversion BInterpolation 

Fig. 4. Qualitative comparison on image interpolation between Image2StyleGAN [16] (first row) and our in-domain inversion (second row).

and our proposed in-domain GAN inversion to invert these
images back to the latent space of a fixed StyleGAN model
trained on FFHQ dataset [2]. InterFaceGAN [29] is used
to search the semantic boundaries for the aforementioned
attributes in the latent space. Then, we use these boundaries
as well as the inverted codes to evaluate the attribute
classification performance. Fig. 3 shows the precision-recall
curves on each semantic. We can easily tell that the codes
inverted by our method are more semantically meaningful.
This quantitatively demonstrates the effectiveness of our
proposed in-domain inversion for preserving the semantics
property of the inverted code.

4.3 Real Image Editing
In this section, we evaluate our in-domain GAN inversion
approach on real image editing tasks, including image
interpolation and semantic image manipulation. We also
came up with a novel image editing task, called semantic
image diffusion, to see how our approach is able to adapt the
content from one image into another and keep the results
semantically meaningful and seamlessly compatible.
Image Interpolation. Image interpolation aims at seman-
tically interpolating two images, which is suitable for
investigating the semantics contained in the inverted codes.
In other words, for a good inversion, the semantics should
vary continuously when interpolating two inverted codes.
Fig. 4 shows the comparison results on the image inter-
polation task between Image2StyleGAN [16] and our in-
domain inversion. We do experiments on the face, tower, and
bedroom datasets (For the results on the face and bedroom,
please refer to Fig. 19.) to analyze the semantic property
more comprehensively. For tower images, the interpolation
results from Image2StyleGAN show unsatisfying artifacts.
Meanwhile, some interpolations made by Image2StyleGAN
are not semantically meaningful (e.g., interpolated images
are no longer a tower anymore). On the contrary, our
inverted codes lead to more satisfying interpolation. One
noticeable thing is that during interpolating two towers with
different types (e.g., one with one spire and the other with
multiple spires), the interpolated images using our approach
are still high-quality towers. This demonstrates the in-
domain property of our algorithm. Quantitative evaluation
is given in Tab. 2, which shows that our method vastly
surpasses the Image2StyleGAN as well.
Semantic Manipulation. Image manipulation is another
way to examine whether the embedded latent codes align
with the semantic knowledge learned by GANs. As pointed

Input Inversion Expression Brown Hair

Input Inversion More Clouds Less Sunny

Input Inversion More Lighting Less Wood

Fig. 5. Comparison results on manipulating different datasets between
Image2StyleGAN [16] (odd rows) and our in-domain GAN inversion
(even row).

out by prior work [29], [30], GANs can learn rich semantics
in the latent space, enabling image manipulation by linearly
transforming the latent representation. This can be formu-
lated as

xedit = G(zinv + αn), (5)

where n is the normal direction corresponding to a par-
ticular semantic in the latent space and α is the step for
manipulation. In other words, if a latent code is moved
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TABLE 2
Quantitative comparison on image interpolation and manipulation between Image2StyleGAN [16] and our in-domain inversion on different

datasets. ↓ means the lower number is better.

Interpolation Manipulation

Datasets Face Tower Bedroom Face Tower Bedroom

Metrics FID↓ SWD↓ FID↓ SWD↓ FID↓ SWD↓ FID↓ SWD↓ FID↓ SWD↓ FID↓ SWD↓

Image2StyleGAN [16] 77.54 30.98 82.37 68.41 50.46 60.60 31.56 27.46 76.35 52.54 67.10 60.58
IDInvert (Ours) 46.56 25.49 33.02 29.74 19.63 21.40 17.36 17.23 19.87 31.84 15.36 28.42

C
o
n
te

x
t

Target

Fig. 6. Semantic diffusion result using our in-domain GAN inversion. Target images (first column) are seamlessly diffused into context images (first
row) while the identity remains the same as the target. A Google Colab demo is available here.

in this direction, the semantics contained in the output
image should vary accordingly. We follow [29] to search the
semantic direction n.

Fig. 5 shows the comparison results of manipulating
faces, towers, and bedrooms using Images2StyleGAN [16]
and our in-domain GAN inversion (For the results on
the church, please refer to Fig. 20). We can see that our
method shows more satisfying manipulation results than
Image2StyleGAN. Taking face manipulation in Fig. 5 as
an example, the hair of the actress becomes blurred after
adding the smile, and the identity changes a lot when
editing the hair color with the codes from Image2StyleGAN.
That is because it only focuses on the reconstruction of
the per-pixel values yet omits the semantic information
contained in the inverted codes. By contrast, our in-domain
inversion can preserve most other details when editing a
particular facial attribute. As for tower manipulation, we
observe from Fig. 5 that our in-domain approach surpasses
MSE-based optimization by both decreasing and increasing
the semantic level. For example, when adding clouds in
the sky, Image2StyleGAN will blur the tower together
with the sky, since it only recovers the image at the pixel
level without considering the semantic meaning of the
recovered objects. Therefore, the cloud is added to the entire
image regardless of whether a particular region belongs
to the sky or tower. Rather, our algorithm barely affects
the tower itself when editing clouds, suggesting that our
in-domain inversion can produce semantically informative

latent codes for image reconstruction. And for the bedroom
manipulation, the results attained by Image2StyleGAN
show artifacts and blurs when adding or removing a specific
semantic. We also include the quantitative evaluation on the
manipulation task in Tab. 2. We can tell that our in-domain
inversion outperforms Image2StyleGAN from all evaluation
metrics.

Semantic Diffusion. Semantic diffusion aims at diffusing
a particular part (usually the most representative part) of
the target image into the context of another image. We
would like the fused result to keep the characteristics of
the target image (e.g., identity of face) and adapt the context
information at the same time. To be specific, given a target-
context image pair, we first crop the wanted part from
the target image and then paste it onto the context image.
Then, we use our domain-guided encoder to infer the latent
code for the stitched image. Due to the domain-alignment
property of our encoder, the reconstruction from the code
can already capture the semantics from both the target patch
and its surroundings and further smooth the contents. With
this code as an initialization, we finally perform masked
optimization by only using the target foreground region
to compute the reconstruction loss. In this way, we are
able to not only diffuse the target image to any other
context but also keep the original style of the context image.
Fig. 6 shows some examples where we successfully diffuse
various target faces into diverse contexts using our in-
domain GAN inversion approach. We can see that the results

https://colab.research.google.com/github/genforce/idinvert_pytorch/blob/master/docs/Idinvert.ipynb
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well preserve the identity of the target face and reasonably
integrate into different surroundings. This is different from
style mixing since the center region of our resulting image
is kept the same as that of the target image. More detailed
analysis of the semantic diffusion operation can be found in
the Sec. 7.

5 ENCODER ANALYSIS

In our methodology, as depicted in Fig. 1(a), we update both
the encoder and discriminator while keeping the generator
frozen during the training process, where the discriminator
directly comes from StyleGAN [2]. Hence, in this section, we
analyze the impact of different neural architectures of the
encoder on the quality and speed of GAN inversion. The
outcome of this analysis led us to propose a straightforward
solution that enables our method to perform effectively on
StyleGAN2 [3]

5.1 Encoder Architectures

The encoder architecture utilized in Sec. 4 is a 14-layer
CNN that comprises convolutional and pooling layers,
culminating in a fully connected layer that produces the
final latent code. Therefore, we are interested in exploring
whether modifying the encoder architecture can enhance the
results of GAN inversion. A deeper network architecture
offers a higher network capacity, which can potentially
improve the accuracy of approximating the inversion of the
generator. In our analysis of different encoder architectures,
we select ResNet [70] variants (ResNet-18, ResNet-34, and
ResNet-50) and MobileNet [71] as backbones. It is important
to note that the shallowest ResNet architecture has 18 layers,
which is deeper than our simple encoder architecture.
Additionally, we keep the last fully connected layer and
training loss functions constantly across all the different
encoder architectures.

As shown in Tab. 3, for the face, the MSE, SSIM, and
SWD improve when the depth of the network increases
while the FID fluctuates. For the church, the MSE, SSIM,
and FID slightly improve when the depth of the network
increases while the SWD fluctuates. However, note that the
inversion time grows rapidly when the depth increases.
Regarding the inversion speed, we also experimented
MobileNet [71], and the results are also reported in Tab. 3.
From the results, we could observe that the inversion
speed is not accelerated obviously, but the inversion quality
degenerates on some level compared to our simple encoder
architecture. This might be because MobileNet is designed
for the CPU while our testing is conducted on the GPU.

Based on the experiments conducted, we can conclude
that increasing the depth of the encoder network generally
results in improved inversion quality, as indicated by most
of the performance metrics. However, this improvement
comes at the expense of a slower inversion speed, high-
lighting the trade-off between effectiveness and efficiency.
Nonetheless, our findings suggest that our simple encoder
architecture strikes a reasonable balance between effective-
ness and efficiency for StyleGAN [2] inversion tasks. The
visual results of the reconstruction on various architectures
are included in Fig. 8, which also indicate that there is a

S

M

w

z N(0,1)

W

encw𝐸

𝐺

Fig. 7. Illustration of adding average when training the encoder. The
output of the encoder wenc is firstly added to the mean value w̄ from
W, and then fed to the synthesis network. M and S are the mapping and
synthesis networks in StyleGAN, respectively.

minimal discernible difference between the reconstruction
outputs using different architectures. For other solutions to
improve the inversion quality, a detailed discussion can be
seen in Sec. 6.

Input Base ResNet18 ResNet34 ResNet50 MobileNet

Fig. 8. The qualitative reconstruction results using different network
architectures on FFHQ and Church datasets.

5.2 Initial Inversion Space
During the implementation of our method on StyleGAN2
[3], we encountered instability issues when training the
encoder. For instance, we observed instances where the
training did not converge, indicated by the lack of loss
decrease, or where the final results showed poor quality
despite a decline in training loss. Initially, it was suspected
that the use of a simple encoder architecture may have been
the cause of these issues. However, further experimentation
with different encoder architectures, as discussed above,
did not yield better results. Therefore, it is possible that
other factors may be contributing to the instability during
training.

Recall our pipeline to train the encoder in Fig. 1(a), and
it can be further illustrated with more details, as shown
in Fig. 7, from which we can divide this pipeline into
two parts. The first one is the pre-trained generator, in
which the mapping network M maps a normal distribution
N to an unknown distribution Wf Then the synthesis
network S maps Wf to the image distribution Xf . The
second one is the encoder, which maps the real image
distribution Xr to a latent distribution Wr, which is then
reshaped by the synthesis network to get a reconstruction:
xrec = S(E(xreal)). When the encoder training is finished,
we hope the distribution produced by the encoder Wr

could align well with the distribution generated by the
mapping network Wf no matter how far away those two
distributions are in the initial state. Also, remember that
the generator is fixed when the encoder is training, which
means that Wf is still and stationary. As a result, the process
of training the encoder aims to eventually align its output
Wr to Wf . Intuitively, when these two distributions are
close at the beginning of training, it is stable to train the
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TABLE 3
Quantitative results of various encoder architecture on FFHQ, and Church datasets. For the Speed, the unit is second.

Datasets Face Church

Architecture
Metrics MSE↓ SSIM↑ FID↓ SWD↓ MSE↓ SSIM↑ FID↓ SWD↓ Speed

Base 0.071 0.522 16.43 13.02 0.119 0.370 12.06 25.15 0.0042
ResNet-18 0.069 0.526 16.11 9.50 0.116 0.371 12.18 24.09 0.0045
ResNet-34 0.066 0.531 15.76 7.96 0.113 0.373 11.18 22.89 0.0068
ResNet-50 0.063 0.539 15.81 7.31 0.108 0.380 10.97 23.21 0.0081
MobileNet 0.077 0.502 17.11 13.43 0.121 0.362 13.78 26.13 0.0041

TABLE 4
The inversion results whether or not adding w average when training
the encoder on StyleGAN2 on the FFHQ dataset, in which we could
see that the inversion results significantly improved from all metrics

when adding the average to the encoder. Besides, we also report the
results from e4e [43].

Inversion Interpolation

Metrics FID↓ SWD↓ MSE↓ SSIM↑ FID↓ SWD↓

e4e [43] 39.48 12.97 0.054 0.562 83.59 34.48

w/o Average 27.95 22.46 0.074 0.529 70.69 38.15
w/ Average 14.93 8.37 0.036 0.585 52.52 36.71

encoder; otherwise, when they are far from each other, the
training can become unstable, especially with StyleGAN2.
To address this issue, we can improve the initial alignment
of these two distributions by adding the mean value of Wf

to the initial distribution of Wr . To be specific, the output of
the encoder is firstly added with the average value of Wf

and then fed to the synthesis network:

xrec = S(E(xreal) + w̄), (6)

where w̄ = Ez∼P (z)[M(z)] is the mean value of Wf .
There are three advantages to adding such an average,
as listed below. Firstly, from an optimization perspective,
adding w̄ to Wr ensures that these two distributions are
initially close to each other, easing the optimization process
and accelerating the convergence speed. Secondly, when
w̄ is added, the encoder only needs to learn the residual
information for each input image, reducing the learning
difficulty. Third, w̄ can be viewed as a regularizer that
forces the output values from the encoder to be closer to
the average w̄, promoting the generation of more in-domain
latent codes. It is noted that when synthesizing an image
in StyleGAN [2], a given w is truncated by the w̄ using the
linear interpolation w′ = w̄ + ψ(w − w̄), where ψ < 1.
This truncation trick aims at improving the average image
quality with some degree of degradation in the variation of
the generated images. Instead, the purpose of adding the w̄
in our pipeline is to ease the encoder learning.

We conducted a comparison study to evaluate the impact
of adding w̄ on StyleGAN2 [3]. As previously mentioned,
the encoder training process may fail (e.g., by diverging loss)
when w̄ is not included. Therefore, we selected a case where
the loss was observed to decrease normally, as demonstrated
by the training loss curves in Fig. 14(b). Note that both
loss curves are plotted on a logarithmic scale, as the loss
magnitude without the average is significantly larger than
the loss with the average, making it difficult to compare.
The training loss without w̄ is consistently much larger
than the loss with w̄ throughout the training process, as
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Fig. 9. Comparison results on encoder reconstruction whether the
average is added or not when training encoders. We also add the
comparison results with e4e [43] in the last row. Zoom in for the details.

shown in Fig. 14(b). Moreover, the encoder reconstruction
results for both cases, with and without w̄, are presented
in Fig. 9, and it is clear that the encoder reconstruction
quality significantly improves when adding the average.
Quantitative results, presented in Tab. 4, further support the
efficacy of adding the average in improving the performance
of the encoder. In Sec. 7, we present visualized results of the
initial reconstruction with and without the inclusion of the
average latent code during encoder training. Moreover, we
compared our method with e4e [43] since it also trained on
StyleGAN2 [3]. As shown in Fig. 9, the results from e4e show
less fidelity compared to our method with w̄ added. Tab. 4
also demonstrated that our encoder with w̄ added could
beat e4e in most metrics except SWD in the interpolation
task.

6 TRADE-OFF BETWEEN RECONSTRUCTION
QUALITY AND EDITABILITY

This section first gives an ablation study on the hyper-
parameter λdom in Eq. (4), from which we observe a trade-
off on the inverted code between its ability to reconstruct
an input image and its ability to be well-edited. To
further verify this observation, we conducted two additional
experiments. Firstly, we retrained the generator using an
enlarged W space. Secondly, we extended the inversion
space by optimizing both the latent codes and noise maps.
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Fig. 10. The quantitative results on λdom when doing optimization using
Eq. (4). The x-axis indicates the value of λdom. For the MSE (blue line),
the value is re-scaled by 100.

Noticeably, some work also finds this trade-off. For instance,
e4e [43] analyzes the structure of StyleGAN’s latent space
and tries to land the inverted latent codes in the original
domain of the StyleGAN as [17] dose. However, here we
demonstrate this trade-off from another perspective, i.e.,
dimension.

6.1 Ablation Study
As described in Sec. 3, after the initial training of the
encoder, we perform the domain-regularized optimization on
each image to further improve the reconstruction quality.
Different from the previous MSE-based optimization, we
involve the learned domain-guided encoder as a regularizer
to land the inverted code inside the semantic domain, as
described in Eq. (4). Here, we study the role of the encoder
in the optimization process by varying the weight λdom in
Eq. (4). Fig. 10 reports the quantitative results on λdom when
inverting (MSE) and manipulating (FID) the corresponding
images, in which we could observe that with the increasing
of λdom, the reconstruction MSE is growing while the FID
of the manipulated images is decreasing. This indicates a
trade-off between the image reconstruction precision and
the editing property. Fig. 11 gives qualitative comparison
between λdom = 0, 2, 10, 40, in which we also observe this
trade-off. a larger λdom will bias the optimization towards
the domain constraint such that the inverted codes are
more semantically meaningful (e.g., semantics will have a
better alignment with the encoder). Instead, the cost is that
the target image cannot be ideally recovered for per-pixel
values. In practice, we set λdom = 2.

6.2 Retraining Generators
In this part, we investigate whether retraining the generator,
as done in [17], is necessary. Recall that the generator of
StyleGAN has two parts. The first part is the mapping
network, which consists of eight fully connected layers
followed by Leaky ReLU, that maps a latent code z to
an intermediate latent code w, and the space formed by
those intermediate latent codes is called W space. Both
the dimension of z and w is 512 in StyleGAN. The other
part of the generator is called the synthesis network, which
takes the w as input in a layer-wise manner via the
Adaptive Instance Normalization (AdaIN) [72] operator and
generates synthesized images. For a generator that could
synthesize 256×256 images, the synthesis network contains
14 convolution layers. That means the single latent code

λ𝑑𝑜𝑚 = 0 λ𝑑𝑜𝑚 = 2 λ𝑑𝑜𝑚 = 10 λ𝑑𝑜𝑚 = 40

Fig. 11. Ablation study on the loss weight in Eq. (4) for the domain-
regularized optimization. From top to bottom: original images, recon-
structed images, and manipulation results (wearing eyeglasses). For
each group of images, the weight λdom is set to be 0, 2, 40. When
λdom equals to 0, it produces the best reconstructed results but
relatively poor manipulation results. When λdom equals 40, we get
worse reconstruction but more satisfying manipulation.
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Fig. 12. The framework of injecting noises is able to extract both the
latent representation and the prior of the input image. The encoder
is designed symmetrically with the generator to align with its noises.
And for the feature maps of the encoder having the same resolution as
feature maps of the generator, we use a 1 × 1 convolution to compress
the channel dimension to 1 and then feed to the generator.

w produced by the mapping network will be repeated 14
times and then fed to each convolution layer. For the GAN
inversion task, some work [16], [17] introduced the W+

space. Namely, they use 14 different ws to reconstruct an
image instead of using a single w but repeat 14 times. That
means the dimension of the inverted codes is enlarged by
14 times (i.e., the dimension of the W space is 512, and the
dimension of W+ is 14× 512 = 7168) than the original one,
and the inversion results have improved substantially. To be
consistent with the W+ space, Zhu et al. [17] changed the
output layer of the mapping network, i.e., the dimension of
the output layer is changed to 14 × 512. One disadvantage
of this is the generator needs to be retrained, which is time-
consuming. Hence, in this section, we explore whether we
do not need to retrain the generator to use W+ to invert an
image.

Tab. 5 presents the quantitative results for reconstruction
and interpolation on FFHQ using StyleGAN and StyleGAN2
with or without retraining the generator. As shown, we
observed that the reconstruction improves when the genera-
tor is retrained, while the interpolation quality deteriorates.
Conversely, when the generator is not retrained, the inter-
polation quality improves, while the reconstruction quality
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deteriorates. This is reasonable because when retraining the
generator, the W space of the generator is 14 times larger
than that of the generator without retraining, providing
a larger space for the encoder to explore and naturally
benefiting the reconstruction quality. However, the larger
space also means that the same semantics in one image
are spread into a larger space, leading to a dilution of
those semantics. Consequently, those scattered semantics
are challenging to align well on some level and result
in relatively poor interpolation results. In summary, these
results provide further evidence for the trade-off between
reconstruction quality and editing properties.

We noticed from Tab. 5 that the reconstruction results
for StyleGAN2 are better than those for StyleGAN, but the
interpolation results are just the opposite. We suspect that
this discrepancy is due to the statistical average code w̄.
All inverted codes are built on top of w̄, which restricts
the diversity when interpolating two codes, ultimately
harming the FID metric. We conducted experiments on
other datasets, such as LSUN Tower and LSUN Bedroom,
and the results, shown in Tab. 7, confirm the pattern
observed in Tab. 5.

6.3 Extending the Inversion Space

As seen in Sec. 6.2, the dimension of the latent space can
impact the reconstruction results. So any other ways to
involve more dimensions to improve the reconstruction
precision further? The answer is yes! Previous work [3],
[48], [73] has explored the noises in the feature maps of the
generator when inverting an image. Therefore, in this part,
we attempt to incorporate these noises into our proposed
encoder. Specifically, the StyleGAN-based generators inject
random noise into the feature maps to improve both the
quality and stochastic variations of synthesized images.
Those stochastic variations, for example, include the change
in the hair, silhouettes, and background when using the
same latent code but resampling the noise in the feature
maps. When treating these generators as fixed decoders
during the encoder training process, the random noise must
be fixed since each input corresponds to one output. Hence,
we hope those noises can be utilized when reconstructing
the input image instead of fixing them. Namely, the random
noises in the generator will be replaced by the features
extracted from the encoder, as shown in Fig. 12.

In this scenario, the encoder is symmetrically designed
with the generator to match the number and the resolution
of the noise maps. Take the 256×256 images as an example.
There are fourteen layers in the generator, which include
seven blocks (i.e., from resolution 4×4 to 256×256, and for
each block, there are two convolutional layers). To simplify
notation, we use B-1 to B-7 to represent blocks 1 to 7. We
gradually replaced the noises in the generator to observe
their influence on the reconstruction results. Concretely, we
first replace the noises in B-1 using the features extracted
from the encoder at resolution 4 × 4, while the remaining
blocks still use fixed noises. Then, we add B-2 by replacing
the noises in the generator with the features extracted from
the encoder at resolution 8× 8. Finally, B-7 means replacing
all noises in the generator with the features extracted from
the encoder.
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Fig. 13. The encoder reconstruction when using all noises in the
generator. The last row shows the features extracted from the encoder
at the resolution 256× 256.
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Fig. 14. Loss curve during training. (a) is the loss curve when involving
noises at different blocks. (b) shows the loss curve whether or not adding
the average when training the encoder on StyleGAN2.

In Fig. 14(a), we present the training loss on the FFHQ
dataset when replacing the corresponding noise at each
block, in which we see that with more and more noises
being replaced, the training loss becomes lower and lower.
Notably, when all noises are replaced, the training loss
becomes minimal at the very beginning, taking only half an
hour on 8 RTX 2080 Ti GPUs. Tab. 6 shows the quantitative
results, in which we report the MSE and SSIM on the
reconstruction and FID and SWD on the interpolation
when involving different blocks. We observe from the
Tab. 6 that the reconstruction MSE decreases more than one
hundred times when replacing all noise in the generator,
and the SSIM also improves nearly one time. However,
the performance on the editing task, such as interpolation,
worsens as more noises are involved, providing further
evidence of the existence of the trade-off. Fig. 13 shows
some reconstruction results as well as the features extracted
by the encoder at the first convolution layer of B-7, which
shows that the very complicated images could be recovered,
including their backgrounds and many other details. This is
sensible since when replacing all noises in the generator, the
encoder will use 181,920 parameters to reconstruct an image
of size 256 × 256, which has 196,608 pixels in total. One of
the possible directions could be image processing since its
U-Net-like architecture could precisely reconstruct the input
but with lower network capacity compared to the original
U-Net [74]. However, we do not discuss this further since
our paper focuses on image editing.

In conclusion, with the improvement of inversion preci-
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TABLE 5
The quantitative results on whether or not to retrain the generator when training the encoder on StyleGAN and StyleGAN2 on FFHQ dataset.

StyleGAN [2] StyleGAN2 [3]

Reconstruction Interpolation Reconstruction Interpolation

Metrics FID↓ SWD↓ MSE↓ SSIM↑ FID↓ SWD↓ FID↓ SWD↓ MSE↓ SSIM↑ FID↓ SWD↓

w/o Retraining 16.08 17.34 0.061 0.551 44.97 25.38 15.30 9.28 0.049 0.575 50.46 29.60
w/ Retraining 15.07 14.95 0.053 0.568 46.56 25.66 14.93 8.37 0.036 0.585 52.52 36.71

TABLE 6
Comparison results on replacing the noise in the generator at different

blocks on the FFHQ dataset.

B-1 B-2 B-3 B-4 B-5 B-6 B-7
MSE↓ 0.068 0.065 0.047 0.025 0.010 0.004 0.00038
SSIM↑ 0.495 0.498 0.531 0.634 0.765 0.886 0.989
FID↓ 41.89 43.39 44.29 48.74 49.58 52.89 58.26
SWD↓ 59.91 62.67 65.44 65.48 65.08 65.56 66.49
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Inversion (Ours)

Optimization
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Fig. 15. Results on the inverting face, cat face, and bedroom using
the same face synthesis model. From left to right: target images,
reconstruction results with the outputs from the domain-guided encoder,
reconstruction results with the proposed in-domain inversion, recon-
struction results by directly optimizing the latent code w/o considering
domain alignment [16].

sion, the editing quality tends to decrease. This is normal
because the generator cannot synthesize an image that
perfectly matches the real images from the latent space.
Therefore, with the improvement of the reconstruction
precision on real images, some extra information needs to
be borrowed or activated, such as noise in our case, which
plays an assistant role when synthesizing an image but
plays an essential role in reconstructing a real image per-
fectly. Thus, when reusing the knowledge learned by GANs
on real images, an apparent deterioration emerges. Hence,
a trade-off must exist between reconstruction precision and
editing quality.

7 DISCUSSION AND CONCLUSION

In this work, we explore the semantic property of the
inverted codes in the GAN inversion task and propose
a novel in-domain inversion method. To the best of our
knowledge, this is the first attempt to invert a pre-trained
GAN model explicitly considering the semantic knowledge
encoded in the latent space. We show that the code simply

recovering the pixel value of the target image is not
sufficient to represent the image at the semantic level. For
example, in Fig. 15, we invert different types of image
instances (i.e., face, cat face, and bedroom) with the face
synthesis model. The last column shows the results from
Image2StyleGAN [16], which recovers a cat or a bedroom
with the domain knowledge learned to synthesize human
faces. By contrast, the face outline can still be observed
in the reconstructions using our in-domain inversion (third
column). This demonstrates, from a different angle, the
superiority of our approach in producing semantically
meaningful codes. Take inverting bedroom (third row) as
an example. The bedroom image is outside the domain
of the training data, and the GAN model should not be
able to learn the bedroom-related semantics. Accordingly,
reusing the face knowledge to represent a bedroom is ill-
defined. Even though we can always use more parameters
to over-fit the pixel values of the bedroom (e.g., the last
column), such over-fitting would fail to support semantic
image manipulation. From this viewpoint, our in-domain
inversion lands the inverted code inside the original domain
to make it semantically meaningful. In other words, we aim
at finding an adequate code to recover the target image
from both the pixel level and the semantic level. Such in-domain
inversion significantly facilitates real image editing.
Acknowledgement: The project is partially supported by
the Amazon Research Award.
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A1. SEMANTIC DIFFUSION ANALYSIS.
We further studied the impact of crop size on semantic
diffusion. As shown in Fig. 16, we can see that the larger
the crop size is (i.e., the larger reference region from the
target face), the better the identity information is preserved.
For example, on the second column of Fig. 16, even hair
is transmitted from the target image to the context image
since the temples are included in the cropped patch. In
the last column, however, the diffused result is no longer
like the target face at all (e.g., the facial shape and mouth).
That is because, during the process of masked optimization,
only the foreground patch is used as a reference. The
surroundings will adaptively change starting from the
encoder initialization. Even so, thanks to the in-domain
property, our approach is still able to complete the entire
eyeglasses and generate a smooth diffusion result.

Fig. 16. The effect of crop size on semantic diffusion. Top-left corner
shows the context image, while the bottom-left corner shows the target
image. Each remaining column corresponds to a different crop size. The
top row shows the direct copy-paste results, while the bottom row shows
the semantic diffusion results.

A2.VISUALIZING THE INITIAL INVERSION SPACE.
Fig. 17 shows the impact of adding the average latent
code w̄ when training the encoder for StyleGAN [2] and
StyleGAN2 [3]. We observe that, in StyleGAN [2], even
without the average latent code, the initial reconstruction
is a human face, indicating that the initial latent code
produced by the encoder lies in or near the native latent
distribution. When the average latent code is added, the
initial latent code is shifted to another latent code that is
very close to the w̄, which of course, lies in the native latent
distribution. In both cases, the encoder is easy to learn. In
contrast, on StyleGAN2, the initial reconstruction is a non-
human face or even an abnormal image, suggesting that the
initial latent code may be far away from the native latent
distribution and thereby difficulting the learning process.
When the average latent code is added, the initial latent
code is dominated by w̄ and pulled back toward the native
latent space, which eases the process of training.

A3. EXPERIMENTS ON THE ADDITIONAL DATASETS.
Image Interpolation. In addition to the tower interpolation
results presented in the main text, we have included
additional interpolation results for the face and bedroom
datasets, as shown in Fig. 19. For the face dataset, our
method achieves much smoother interpolated faces than
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Fig. 17. The initial reconstruction on the StyleGAN [2] and Style-
GAN2 [3] whether or not to use average value during training. The
images above the average mean the synthesized images concerning
the average latent code on each model.
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Fig. 18. Extreme samples inversion using our method. The first row
shows the input images, while the second and third rows show the
results from our encoder and in-domain inversion, respectively.

Image2StyleGAN. For example, in the first two rows of
Fig. 19, eyeglasses are distorted during the interpolation
process with Image2StyleGAN, and the change from female
to male is unnatural. For bedroom images, the interpolation
results from Image2StyleGAN exhibit artifacts and blurri-
ness. Instead, our inverted codes lead to more satisfying
interpolation.
Semantic Manipulation. In the main text, we have per-
formed experiments to assess the effectiveness of our
proposed method using various datasets, including human
faces, indoor scenes (i.e., bedrooms), and outdoor scenes (i.e.,
towers). In addition to these datasets, we also include results
from the LSUN churches dataset to support our findings
further. The results obtained from this additional dataset,
as shown in Fig. 20, align with the consistent conclusions
drawn from the datasets discussed in the main text.

A4. FAILURE CASE.
Since our assumption is that only good editability can be
achieved when the inverted code lands inside the original
domain, the proposed method has the limitation that only
the images with the same distribution as the training set can
be well inverted and manipulated. For those images with
major differences from the training set, it is hard to invert
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Fig. 19. Qualitative comparison on image interpolation between Image2StyleGAN [16] (odd rows) and our in-domain inversion (even rows).

them well, let alone edit them. Fig. 18 shows some results
using our method, which shows that the reconstruction
performance is not good when the given images are far
away from the training set. For example, the letter on the
man’s hat and the earrings on the woman can not be
accurately reconstructed. Also, the reconstruction results are
poor for the faces with a large pose, as the last two columns
show in Fig. 18.
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Fig. 20. Inversion and editing results on the LSUN church dataset. The first column shows the input images, the second column shows the results
from our encoder, and the rest results are the editing results using the method proposed in [75].

TABLE 7
The quantitative results on StyleGAN [2] and StyleGAN2 [3] on LSUN tower and bedroom datasets with generator retrained.

StyleGAN [2] StyleGAN2 [3]

Reconstruction Interpolation Reconstruction Interpolation

Dataset
Metrics FID↓ SWD↓ MSE↓ SSIM↑ FID↓ SWD↓ FID↓ SWD↓ MSE↓ SSIM↑ FID↓ SWD↓

Tower 12.41 19.50 0.093 0.500 33.02 29.74 8.55 18.60 0.091 0.504 32.19 40.80

Bedroom 9.61 21.93 0.079 0.521 19.63 21.40 6.56 19.73 0.078 0.528 20.13 24.20


