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ABSTRACT 

GUIDING FPGA DETAILED PLACEMENT VIA REINFORCEMENT LEARNING 

Pooria Esmaeili Taheri 

University of Guelph, 2022

Advisors: 

Shawki Areibi 

Gary Grewal 

Field Programmable Gate Array (FPGA) placement is an important optimization step 

within the CAD implementation flow. Several metrics have to be optimized during 

placement including wirelength, congestion, timing, and most important routability. This 

thesis proposes to use Reinforcement Learning to further enhance the solution quality 

provided by the detailed placement stage. We show that a well-trained RL agent can 

capture different characteristics of each circuit placement and use these features in the 

decision-making process. The proposed RL framework targets simultaneously two 

objectives in the form of wirelength and external pin count to further improve circuit 

routability. Results obtained indicate the proposed RL-enhanced algorithm can reduce 

the runtime by 50% while achieving comparable solution quality to the GPlace3.0 

detailed placement. These results can be further improved by refinement of the RL-

enhanced algorithm which motivates further exploration of integrating RL techniques in 

the FPGA CAD flow. 
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Chapter 1

Introduction

A Field Programming Gate Array (FPGA) is an integrated circuit that can be config-

ured to execute a specific computing task. FPGAs introduced in the 80’s filled the gap

between high-performance Application-Specific Integrated Circuit (ASICs) and flexible

General Purpose Processors (GPPs) since designers were capable of programming and

reprogramming them and also mapping algorithms into hardware via Hardware Descrip-

tion Languages. FPGAs are growing in size and architectural complexity as indicated by

Moore’s law, putting pressure on the runtime of FPGA Computer-Aided Design (CAD)

algorithms [3]. FPGAs became widely adopted due to their re-programmability for fast

prototyping and in-system debugging of a hardware design. However, this advantage is

undermined when the CAD flow runtime is excessive or the Quality of Results (QoR)

is poor. Therefore, developing CAD tools that are capable of providing fast and near-

optimal solutions is necessary for the FPGA industry [4].

The FPGA CAD flow consists of several steps including synthesis, placement, and

routing of the design on target FPGA. Each of these steps requires solving a large-scale
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complex optimization problem, known to be NP-hard in which the optimal solution

cannot be obtained in polynomial time. Therefore, modern CAD tools rely heavily on

heuristic approaches to solve these problems with acceptable QoR in a reasonable time.

However, designing such heuristic algorithms requires a huge amount of time as well as

extensive knowledge about the CAD flow and FPGA architecture. Besides, an impor-

tant step in designing these algorithms is parameter tuning which greatly depends on the

designer’s intuition and experience and required extensive experimentation. This tuning

process is so crucial that it can lead to 70% variation in the QoR without changing the

source code or target architecture [5].

Within the CAD flow, placement is a crucial stage since it is usually the most time-

consuming stage of the FPGA compilation flow [6], (taking several hours or even days

for the large designs). Besides, it highly affects the QoR of the entire flow. A poor

placement solution can result in long routing cycles or even unroutability since FPGA

routing resources are pre-fabricated and constrained. Moreover, the maximum frequency

in which the final design can operate is also affected by the final placement solution

provided by the tool.

The placement problem is defined as assigning logic blocks of a circuit netlist to legal

locations on the FPGA while optimizing one or more objectives. Placements are eval-

uated with different metrics such as wirelength (WL), external pin (EP) count, timing,

congestion, and more important routability. The placement procedure consists of two

main stages: Global placement, and detailed placement. During global placement, cells

are spread across the FPGA in a way that an objective like wirelength or circuit delay

is optimized. Then, during detailed placement, local refinements are made to further

optimize the design objectives like timing and routability.
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There are three main approaches to tackle the placement problem: partitioning-based

(PB), simulated annealing (SA), and analytical placement (AP). Partition-based algo-

rithms [7] employ divide-and-conquer techniques to break down the problem into smaller

placement problems. The runtime of these techniques is short, but they suffer from poor

QoR. Simulated annealing placers [8] were widely used due to their robustness and suit-

ability for handling multiple objectives. However, these methods are often very non-

scalable and as the size and complexity of designs are increasing, their runtime is getting

prohibitively long. Analytical-based algorithms, like GPlace3.0 [1] and elfplace[9], ob-

tain the desired locations of logic blocks using mathematical techniques in a way that

optimize an objective like wirelength, or routability under a set of constraints that are

gradually refined. While these methods have high scalability, they typically need a de-

tailed improvement stage to fully optimize an FPGA design. These detailed refinements

are often performed using either low temperature simulated annealing or greedy block

moves, as in GPlace3.0 [10] and RippleFPGA [11]. However, these methods do not

take different characteristics of each circuit into the decision-making process and use the

same static flow for different designs.

As mentioned earlier, FPGA CAD flow relies on heuristic algorithms to solve com-

plex optimization problems which necessitate substantial effort and time to manually

tune different parameters. Data-driven algorithms, such as Machine Learning (ML),

can be employed to automate this process. ML is a subset of Artificial Intelligence

(AI) that aims to learn the structure and patterns in the data without any hard-coded

program or human intervention where it can generalize what it has learned to a new

problem. These qualities have encouraged EDA researchers to employ ML to over-

come the above-mentioned limitations and challenges. There have been several attempts

3



that adopt ML-based frameworks to create smarter EDA tools and achieve better perfor-

mance, [5, 12, 13].

More recently, a branch of ML known as Reinforcement Learning (RL) has received

more attention. In Reinforcement Learning frameworks, an agent learns the optimal

behavior through experience to optimize an objective by taking different actions in inter-

acting with its environment and receiving feedback about its performance via a reward

signal. The RL agent’s goal is to maximize its cumulative reward. RL can be used to

solve a wide range of problems that are involved with making a sequence of decisions,

such as robotics [14] and chess [15]. Because the placement problem can be formulated

as a sequence of cell moves to explore a large solution space, it is a good candidate to

benefit from RL.

Several stages of the FPGA CAD flow have suffered from traditional static imple-

mentations. These implementations do not take the different characteristics of the cir-

cuits into account and go through the same flow for all circuits, resulting in sub-optimal

solutions or long design cycles. In addition, the circuit is constantly changing during the

flow and a dynamic implementation can help to reach an optimal solution. Recent works

presented at [4] and [16], integrated RL in a Simulated Annealing based FPGA place-

ment algorithm to enable it to dynamically adapt to the specific problem being solved as

the optimization progresses. Work in [17] targets another stage of FPGA CAD flow. It

uses the RL technique to speed up the routing process in FPGA design flow. However,

none of these works has attempted to integrate RL in the detailed placement stage of the

FPGA CAD flow.

In this thesis, we propose to integrate an RL framework into the detailed placement

phase of state-of-the-art GPlace3.0 [1]. We then develop several RL models to cap-
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ture the different characteristics of each circuit placement and use them in the decision-

making process. Our goal here is to attain a smarter placement flow by considering the

attributes of each placement solution to guide the placer to produce a better sequence of

moves as it goes through the placement instead of following a static flow.

1.1 Motivation

There are several motivations and advantages for integrating reinforcement learning into

the static GPlace3.0 detailed placement flow:

1. In the current static flow, the optimization technique is performed across the whole

placement with the same objective and it overlooks the different characteristics

of each part of the placement. Moreover, the order of objectives and number of

iterations the optimization technique is applied for each objective are statically

defined a priori before the placement process.

2. This same static flow is applied to the different circuits which may not be the best

flow for each one of them as they have different attributes. Therefore, the ability

to dynamically identify the best optimization strategy during the placement can

improve the QoR.

3. As the size and complexity of FPGA grows, placement runtime is exceedingly

increasing. Using an intelligent algorithm rather than a static flow with a fixed

number of iterations can guide the placer tool to achieve the same QoR in less

runtime.
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1.2 Contributions

The main contributions of this thesis are:

1. We integrate an RL framework into the GPlace3.0 detailed placement phase to

dynamically choose the best optimization strategy during the detailed placement.

We propose to divide the placement into a grid of regions in order to capture the

different characteristics of each part of the placement.

2. We develope several RL models including Tabular Q-Learning, Deep Q-Learning,

and Advantage Actor-Critic to select the most effective move type as optimization

progresses.

3. The proposed RL framework is able to reduce the CPU time by 50% while ob-

taining QoR comparable to the state-of-the-art GPlace3.0 across the 2016 ISPD

benchmark suite [18].

1.3 Thesis Organization

The reminder of this thesis is organized as follows: Necessary and relevant background

that is necessary to understand the thesis is introduced in Chapter 2. This includes the

description of the FPGA placement problem and objectives, the target FPGA architec-

ture, GPlace3.0 flow, the benchmark used, and necessary background on Reinforcement

Learning. In chapter 3, we present the previous approaches for using reinforcement

learning in CAD flow. The proposed methodology is described in Chapter 4. We first

present the GPlace3.0 detailed placement flow. Then describe how we integrate RL in the

detailed placement. Finally, we introduce several RL models investigated in this thesis.
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In chapter 5, we present the result of each RL model and compare them to the GPlace3.0

detailed placement. Chapter 6 summarizes the results obtained and gives different direc-

tions that can be persued in the future.
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Chapter 2

Background

In this Chapter, the necessary background for understanding this thesis is introduced.

Section 2.1 explains the FPGA placement problem and its constraints in detail alongside

the performance metrics of placement including wirelength and external pins. In section

2.2, we describe the FPGA device architecture we are targeting in this thesis. GPlace3.0

and its flow are presented in section 2.3. In section 2.4, we present the benchmarks that

were used to evaluate our proposed RL frameworks. Finally, Reinforcement Learning

concepts and techniques are introduced in section 2.5.

2.1 FPGA Placement

Within the FPGA CAD flow, placement is one of the most important and time-consuming

step. Having a good placement is crucial as it affects the QoR of the entire flow. A bad

placement solution can put lots of pressure on the router. Moreover, the clock frequency

of the final design is highly dependent on the quality of placement. FPGA Placement
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problem is defined as assigning logic blocks of a netlist to legal locations on the FPGA

while optimizing one or more objectives like estimated wirelength, timing, or routability.

Wirelength is usually the most important objective for a placement problem as smaller

wirelength can lead to less circuit delay and fewer wire resources consumption which

has a great impact on placement routability. This importance motivated the exploration

of new methods for FPGA placement that lead to using analytical-based approaches.

Analytical-based placement is an important class of placement algorithms that obtain the

desired locations of logic blocks using mathematical techniques in a way that minimizes

an objective like wirelength, or circuit delay while it ignores non-overlapping constraints.

Analytical methods are widely used in ASIC placement because the solutions produced

by analytical placers are non-integers which are acceptable in ASIC placement as cells

can be placed anywhere across the die. However, using analytical placers is more chal-

lenging in FPGA placement due to FPGAs pre-fabricated and discrete architecture that

imposes the placement solutions to be integers. Analytical placement procedure consists

of three stages: Global placement, legalization, and detailed placement. During global

placement, cells are spread on the chip in a way that an objective like wirelength or

circuit delay is optimized. During this step, overlaps are permitted, therefore an addi-

tional legalization step is necessary. The objective of legalization is to produce a legal

and non-overlapping solution while minimizing the total displacement between the orig-

inal placement and legal placement. During detailed placement, some other optimization

techniques are used to further optimize placement objectives.
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2.1.1 Half-Perimeter Wirelength (HPWL)

There are many different metrics to evaluate FPGA placements such as wirelength (WL),

congestion, and routability. Among these metrics, WL is usually the main objective of

the placers. However, there are different models to calculate WL. HPWL is one of the

models that is widely used. The HPWL of a circuit is calculated by measuring the HPWL

of all the nets of the placement and then summing them up. The HPWL model of a net

is defined by the width and height of the smallest rectangle enclosing all nodes in the

net [19]. To calculate the HPWL, we just need to add the width and the length of the

rectangle together.

2.1.2 External Pins

The FPGA architecture has a limited amount of global resources for routing the wires in

the circuit. It is therefore beneficial to limit the congestion of these resources by grouping

together LUTs and FFs that have many connections to each other. This helps to ensure

that the placement can be successfully routed. External Pins (EP) is a metric that can

be used to measure this degree of clustering. When LUTs and FFs are grouped into the

same CLB their connections can be made internally. External pins measure how many

connections need to be made to resources outside of each CLB, and therefore how much

demand is placed on the global routing resources. As a result, the number of external

pins used by a CLB is an indirect measure of local congestion. By moving FFs and

LUTs to new locations, it is possible to reduce the number of external pins used by CLBs

and, in turn, improve congestion. Figure 2.1 is an example of external pins optimization.

Figure 2.1a is showing two connected logic blocks that are placed in different CLBs and
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they are utilizing a switch block to make the connection. Figure 2.1b shows the logic

blocks after external pin optimization. Both of the logic blocks are placed within the

same CLB and therefore, there is no need to utilize a switch block anymore.

(a) External Pins Before Optimizing. (b) External Pins After Optimizing.

Figure 2.1: External Pins Optimization Example.

2.2 FPGA Architecture

In this thesis, we target the modern Xilinx Ultrascale VU095 FPGA device architec-

ture [20] shown in Figure 2.2a. This is a heterogeneous architecture which means

there are different types of logic blocks such as Slices, Random Access Memory Blocks

(BRAMs), Digital Signal Processing blocks (DSPs), and I/Os. Each Slice in this architec-

ture contains one Configurable Logic Block (CLB). Architecture of a CLB is illustrated

in Figure 2.2b. Each CLB can have up to 8 Basic Logic Elements (BLEs). BLEs consist

of 1-2 Lookup Tables (LUTs) and 2 Flip Flops (FFs) to enable the implementation of

both combinational and sequential circuits. A LUT is a memory that maps input values

to output values and is used to implement simple operations. FF is a register that is used
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to store data. Logic blocks are surrounded by prefabricated routing segments in both

vertical and horizontal directions. In addition to these routing segments, there are pro-

grammable switches that can be configured to connect different logic blocks across the

FPGA chip by forming a path of routing segments.

(a) UltraScale Layout. (b) Tile Architecture of Slice Type.

Figure 2.2: Xilinx UltraScale Architecture [1].

2.3 GPlace3.0 Flow

GPlace3.0 [1] is an analytical-based placer targeting Xilinx UltraScale FPGAs that tries

to optimize both wirelength and routability. GPlace3.0 flow has three main phases as is

illustrated in Figure 2.3. In phase I, GPlace3.0 tries to produce a high-quality placement

with minimizing wirelength. It should be noted that GPlace3.0 avoids early packing in

the placement process since initial packing can prevent later optimizations and flexibil-

ities. Instead, it first performs a pin propagation pre-placement (Figure 2.3: step (1))
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to place logic blocks near to their I/Os. Then, several iterations of WL-driven global

placement (Figure 2.3: step (2)) are performed. Each iteration consists of an analytic

flat placement and window-based legalization. During analytic placement, GPlace3.0

employs the Star+ [21] wirelength model to obtain coordinates of each block while it

tries to optimize the wirelength without considering non-overlapping constraints. Then,

during window-based legalization, overlaps are reduced by spreading logic blocks.

N

WL−driven Global Placement

Star+ Jacobi Solver

Window−Based Legalization

LUT Bipartitioning

LUT Sharing

FF Bipartitioning

BRAM Bipartitioning

DSP Bipartitioning
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1

 Pin Propagation
Pre−placement

PHASE I

N

Star+ Jacobi Solver
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LUT Sharing

FF Bipartitioning

BRAM Bipartitioning

DSP Bipartitioning

LUT Bipartitioning
(with LUT Density)

Congestion−driven Global Placement

PHASE II

Congestion Estimation

Cell (LUT) Inflation

3

4

5

M

ISM (min. external pins)

ISM (minimize HPWL)

Detailed Placement (DOISM)

6

PHASE III

Flat Netlist Final Placement

Figure 2.3: GPlace3.0 flow [1]

Although the placement produced at end of phase I is optimized for wirelength and

satisfies all hard constraints, there is no guarantee that the placement is free of conges-

tion or even routable. Therefore, in Phase II, an efficient global routing is performed to

identify congested regions (Figure 2.3: step (3)) and then LUTs are inflated (Figure 2.3:

step (4)). Followed by these steps, a congestion-driven placement is performed which

shares the same framework with the WL-driven global placement except that LUTs are

inflated and bi-partitioned based on their densities during legalization.

In phase III, GPlace3.0 employs a detailed placement algorithm (Figure 2.3: step (6)),

13



called DOISM, to further optimize the placement in terms of wirelength and external pin

count. DOISM is based on Independent-Set Matching (ISM) [22] that uses bipartite

matching to improve the wirelength. GPlace3.0 employs the same idea to reduce the

external pin count to improve the routability. We describe this phase in more detail in

section 4.1

2.4 Benchmarks

To test our proposed frameworks, we used the 12 benchmarks from ISPD 2016 placement

contest [18], shown in Table 2.1.

Benchmark #LUTs #FF #BRAM #DSP #CSeta #IO R.Eb

FPGA-1 49K 55K 0 0 12 150 0.4
FPGA-2 98K 74K 100 100 121 150 0.4
FPGA-3 245K 170K 600 500 1281 400 0.6
FPGA-4 245K 172K 600 500 1281 400 0.7
FPGA-5 246K 174K 600 500 1281 400 0.8
FPGA-6 345K 352K 1000 600 2541 600 0.6
FPGA-7 344K 357K 1000 600 2541 600 0.7
FPGA-8 485K 216K 600 500 1281 400 0.7
FPGA-9 486K 366K 1000 600 2541 600 0.7
FPGA-10 346K 600K 1000 600 2541 600 0.6
FPGA-11 467K 363K 1000 400 2091 600 0.7
FPGA-12 488K 602K 600 500 1281 400 0.6

Table 2.1: ISPD 2016 Placement Contest Benchmark Statistics

a#CSet: Combination of reset and control-enable signals in the benchmark
bRent Exponent (RE)

The range of key features for these 12 benchmarks is shown in Table 2.1. These
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features vary in a wide range, providing us with a rich set of benchmarks. All of the

figures presented in the Result chapter of this thesis belong to FPGA-10 to keep things

uniform across different models. The reason for choosing this benchmark is that this

benchmark has a rich set of logic blocks as well as control signals.

#LUTs #FF #BRAM #DSP #CSet #IO R.E

44K-518K 52K-603K 0-1035 0-620 11-2684 150-600 0.4-0.8

Table 2.2: Range of Key Circuit Features

2.5 Reinforcement Learning

Reinforcement Learning (RL) is a branch of machine learning that can be applied to

a wide variety of problems that are associated with sequence decision making such as

robotics [14], Chess [15], and real-time strategy games [23]. RL problems are formalized

as a Markov Decision Process (MDP), consisting of four key elements:

• State space (S): a set of possible states of the environment and agent;

• Action Space (A): a set of actions that agent can take;

• Transition Probabilities (P): the transition probability between states under ac-

tions;

• Reward (r): the immediate reward for taking an action in a state;

In RL problems, an agent learns through experience by interacting with an environ-

ment to maximize its cumulative reward. An overview of the RL problem is depicted in
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Figure 2.4. At time step t, the agent interacts with the environment by taking an action at

from the set of possible actions A. Then, at the next time step t + 1, the agent interprets

the reaction of the environment and determines the reward of its action rt+1 and the next

state st+1 from a set of available states S. Based on the previous experiences, the agent

selects a new action at+1 to perform to maximize its cumulative reward over time. An

RL agent may include one or more of these components:

Agent

St+1

Rt+1

Reward

Rt

State

St

Action

At

Enviroment

Figure 2.4: Reinforcement Learning Problem

• Model: agent’s representation of the environment;

• Policy π: agent’s behavior function;

• State Value function V(s): how good is each state;

• Action Value function Q(s, a): how good is each state-action pair;

RL can be mainly divided into Model-based and Model-free methods. Model-based

RL methods, such as dynamic programming, assume that the transition probabilities of

the states are known. The agent then can calculate the optimal actions using the model

directly. However, model-based methods are not practical as the state and action space

grow. Model-free RL, such as Temporal Difference (TD) learning, learns directly from
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experience and does not care about the inner dynamics of the environment. So it does

not need to store all the states and actions combinations.

Model-free RL methods can be divided into two categories: 1. Value-Based RL,

2. Policy-Based RL. Value-based methods learn the state or state-action values. With

having these values, the agent can derive the optimal behavior in every state, known

as optimal policy, to maximize its cumulative reward. The policy-based methods learn

directly the policy function that maps state to action instead of learning a value function

and choosing the action based on it.

We first introduce the main components and concepts of reinforcement learning through

section 2.5.1 to 2.5.5. Then, we introduce a well-known value-based method in section

2.5.6 as well as a policy-based method in section 2.5.7. In section 2.5.8, we introduce the

advantages and disadvantages of both value-based and policy-based methods. Finally, in

section 2.5.9, we discuss the potential challenges in incorporating RL in optimization

problems.

2.5.1 Discounted Expected Return

As we said before, the objective of the RL agent is to find a policy that maximizes its

cumulative expected (discounted) reward, known as return Rt. The return Rt is defined

as the sum of the rewards from the current state st up to the terminal state at time T .

Equation 2.1 shows how the return is calculated where γ is the discount factor and rt is

the immediate reward at time step t. The discount factor determines the importance of

the immediate reward versus the future reward. Higher values of γ emphasize the future
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rewards, whereas the lower values care more about the immediate reward.

Rt =
T∑
τ=t

γτ−trτ (2.1)

2.5.2 Policy and Value Functions

The policy function π determines how the agent should behave given a state. It produces

a probability distribution π(a|s) over the actions in state s and then the agent samples the

next action from that probability distribution.

The value function V (s) defines how good it is to be in state s. The Vπ(s) estimates

the expected discounted return starting from state s, and then following policy π(s),

equation 2.2.

Vπ(s) = E[Rt|st = s] (2.2)

The action-value function Q(s, a) defines how good it is to take action a in state s.

TheQπ(s, a) estimates the expected discounted return starting from state s, taking action

a, and following policy π, equation 2.3.

Qπ(s, a) = E[Rt|st = s, at = a] (2.3)

2.5.3 Temporal Difference (TD) Learning

Temporal difference learning is a model-free reinforcement learning method that updates

its policy at every time step t in contrast to Monte Carlo methods which update the policy

at the end of the episode where the true return is known. In TD methods, the true return
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is unknown and is approximated with the TD-target, equation 2.4. Therefore, there is

no need to wait until the end of the episode. The TD-target is the sum of the immediate

reward and discounted expected value of the next state. In this technique, we use the

estimated value of subsequent states to determine the value of the current state, which is

known as bootstrapping.

TD-target = rt+1 + V (st+1) (2.4)

Algorithm 1 [2], presents the TD-method. In each iteration of each episode, an action

at is sampled according to policy π (line 6). The action is performed and the agent

receives the immediate reward rt+1 and transitioned to new state st+1 (line 7). Then,

the value-table V is updated with the difference of the TD-target and V (st), known as

TD-error (line 8).

Algorithm 1 TD Learning
1: Algorithm parameters: step size α ∈ (0, 1]
2: Initialize V (s), for all s ∈ S, arbitrarily except that V (terminal) = 0
3: for each episode do
4: Initialize St

5: while S is not terminated do
6: At ← action given by π for St

7: Take action At, observe Rt+1, St+1

8: V (St)← V (St) + α[rt+1 + γV (St+1)− V (St)]
9: St ← St+1

10: end while
11: end for

2.5.4 Policy Gradient Methods

Policy Gradient methods directly parameterize the policy π(a|s, θ) instead of learning

the value function. The quality of each policy can be evaluated by the policy’s score
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function J(θ), equation 2.5. The objective is to learn a policy that maximizes the scalar

value of J(θ), equation 2.6.

J(θ) = E
[∑

τ

R(τ)πθ(τ)

]
(2.5)

θ∗(s) = arg max
θ

J(θ) (2.6)

The policy’s parameters θ are updated using the gradient ascent. The gradient ascent

is similar to the gradient descent but, it takes the direction of the steepest increase in the

score function, equation 2.7. The derivative of J(θ) can be determined by applying the

Policy Gradient Theorem that has been derived in [2], equation 2.8.

θt+1 = θt+1 + α∇θJ(θt) (2.7)

∇J(θ) = E
[∑

τ

R(τ)∇θlogπθ(at|st)
]

(2.8)

2.5.5 Exploration vs Exploitation

Model-free RL algorithms need to establish a balance between exploration and exploita-

tion. Exploration is more of a long-term benefit concept where it allows the agent to

improve its knowledge about each action which could lead to long-term benefit. Ex-

ploitation basically exploits the agent’s current estimated value and chooses the greedy

approach to get the most reward. A stochastic policy allows the agent to explore the

state space without always taking the same action. As a consequence, it handles the ex-
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ploration/exploitation trade-off without hard coding it. However, deterministic policies

require an exploration mechanism. One such method is ε-greedy. In this method, the

agent takes the greedy action (exploit) with probability 1− ε, and takes an action at ran-

dom (explore) with probability ε. ε can be either a fixed parameter or can be adjusted

according to a schedule.

2.5.6 Q-Learning

Q-learning is a model-free, value-based RL algorithm that seeks to learn the optimal

Q-values for each state-action pair by iteratively improving the estimated Q-function.

The Q-learning algorithm is built upon the TD learning method and used the TD-target

concept to improve its estimates. The action-value update rule of Q-learning is illustrated

in equation 4.7. The Q-learning uses the same algorithm presented at 1, but the update

rule (line 8) is replaced by the equation 4.7.

Q-learning is known as an off-policy algorithm (Sutton & Barto, 1998) since the

target can be computed using the experience collected by following a different policy.

Q(st, at) = Q(st, at) + α[rt + γmax
at+1

Q(st+1, at+1)−Q(st, at)] (2.9)

2.5.7 Actor-Critic

Actor-Critic models are policy gradient methods that make use of the value function to

learn the policy parameters θ. The actor-critic algorithms have a hybrid architecture that

combines policy-based and value-based RL methods into a single model. Figure 2.5

shows the architecture of the Actor-Critic Models. There are 2 interacting models in

21



this architecture. An Actor (policy-based) decides which action should be taken given a

state as well as a Critic (value-based) who evaluates how good was the selected action.

The Critic estimates the value function. This could be the action-value function, Q(s, a),

or state-value function, V(s). The Actor updates the policy distribution in the direction

suggested by the Critic. As we train our model, the actor learns to take better actions

from critic feedback, and the critic learns to provide better feedback.

Figure 2.5: Actor-Critic Architecture [2]

Actor-Critic models use the TD-error to update both networks. The critic learns the

Q-values by parameterizing the Q-function Qw(s, a) and estimates the expected value of

the current state and the next state that contributes to the TD error, equation 2.10. Then

the critic’s output drives all the learning in both actor and critic. The actor uses the critic’s

output as an estimate of the total return R(τ) and as a result, the R(τ) in equation 2.8

is replaced by Qw(s, a). The critic and the actor update rules are presented in equations

2.11, and 2.12, respectively. In the actor-critic models, learning is on-policy meaning
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that the critic learns the value function for one policy while following it.

TD-error(δt) = rt+1 +Qw(st+1, at+1)−Qw(st, at) (2.10)

wt+1 = wt+1 + αδt∇wQw(st, at) (2.11)

θt+1 = θt+1 + αQw(st, at)∇θlogπθ(at|st) (2.12)

2.5.8 Policy-Based vs Value-Based

One advantage of policy-based RL is that the policy is directly updated at each time

step leading to smooth improvement of policy. However, In value-based RL, the value

function is updated at each time step and thus a small change in the value function can

make a significant change to the policy. As a result, the policy-based methods usually

have a more stable convergence property.

Another advantage of the policy-based methods is their effectiveness in high-dimensional

or continuous state-action space. Since the action can be estimated directly, there is no

need to identify the Q-value for each possible discrete action.

Furthermore, the policy-based RL can learn stochastic policies whereas the value-

based methods usually come up with a deterministic policy. A deterministic policy can

lead to a sub-optimal solution, especially in partially observable environments.

The main disadvantage of policy-based RL is that they usually converge to a local

rather than the global optimum [2]. Besides, the policy-based methods usually suffer

from high variance returns.
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2.5.9 RL Challenges

In real-world problems, the agent cannot have a complete perception of the environment,

known as partial observability which makes the learning process difficult. Moreover, a

realistic environment can be non-stationary which means that an action can be rewarding

in a particular state while it can be diminishing later on. It is hard for the agent to keep

track of all these changes. Besides, to solve an optimization problem using RL, differ-

ent methods can be employed and each of them is associated with a set of parameters.

Choosing the right method and parameters configuration is usually very challenging and

requires lots of trial and error.

One crucial part of each RL method is defining the reward function as it is the only

feedback that the environment gives to the agent. Reward function becomes more impor-

tant as the number of objectives arises, especially when these objectives have conflicts

with each other. Another challenge that we already described is exploration vs. exploita-

tion. To build an optimal policy, it is necessary to balance the exploration-exploitation

trade-off which is different based on the problem.

2.6 Summary

In this chapter, we first introduced the FPGA placement problem and its challenges.

Then, we described target FPGA architecture and its constraints. Besides, we presented

the GPlace3.0 flow in detail. Finally, we introduced Reinforcement Learning concepts

and models that are used in this thesis. In Chapter 3, several works that have tackled

different steps of the FPGA and ASIC CAD flow are discussed.
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Chapter 3

Literature Review

In this chapter, we first discuss the works that attempted to apply RL techniques in dif-

ferent steps of FPGA CAD flow in section 3.1. Later, in section 3.2, we cover the works

that target improving ASIC CAD flow using RL-based methods.

3.1 RL in FPGA CAD Flow

Machine Learning and specifically supervised and unsupervised learning have been inte-

grated within several FPGA CAD flows including [24], [25], and [26]. However, only a

few papers have proposed the integration and usage of RL within the FPGA CAD flow.

In this section, we describe the different papers that used RL in both the FPGA placement

and Routing problems.
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3.1.1 RL In FPGA Placement

The work in [16] targets the global placement stage of FPGA CAD flow. It is built upon

the VTR [27] in which they use a Q-learning method combined with ε-greedy strategy

to choose the best move among random moves for Logic block, RAM, DSP, and IO. The

reward is given after each move as the amount of improvement in HPWL. In this work,

they only have a single state as their state space. Their results show they could achieve

the same quality of results as VTR in 50% less time.

The work in [4] is built upon [16] with more actions and states. The current work has

two states, exploration and exploitation, and the actions space now has seven directed

moves and random moves. This time they use a softmax function for action selection

which enables exploitation of multiple move types. They could achieve a 5-11% reduc-

tion in wire length and a 33-50% reduction in runtime compared to VTR.

3.1.2 RL In FPGA Routing

Work [17] targets FPGA routing problem. Their results show that their RL-based tech-

nique can obtain similar QoR compared to the conventional negotiated congestion-driven

routing technique [24] with 30% speed up. Their objective through routing is to mini-

mize the number of resource conflicts and to guide the agent towards this objective, they

define their reward signal as the change in the number of conflicts. To train the agent,

they use an action-value estimation method. They maintain a table of action values for

each node and update this table after making each move. However, they do not give any

explanation about their state and action space.
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3.2 RL in ASIC CAD Flow

Various works aimed to employ machine learning in the ASIC CAD flow. Work [28]

trains a model to predict the number of Design Rule Check (DRC) violations for a given

macro placement. Works [29], and [30] use supervised learning techniques to predict the

detailed routing routability and the detailed routing congestion, respectively. Recently,

some works proposed to apply RL within the ASIC CAD flow to improve the QoR and

runtime. In this section, we present the works that are integrating and using RL tech-

niques in ASIC placement and routing problems.

3.2.1 RL In ASIC Placement

The work in [31] focuses on the ASIC placement and, specifically, the global placement

phase. In this work, all the possible placements during the flow are a state of the agent.

The agent uses an Asynchronous Advantage Actor-Critic (A3C) algorithm to choose the

best action. Actions space is defined as the direction of the moves in the placer and

parameters in the objective function. The reward is given to the agent when the target

density is reached as the amount of improvement in HPWL. They were able to improve

HPWL by 1% compared to the traditional flow.

The work in [32] focuses on the ASIC chip placement. The RL agent sequentially

maps the macros of a netlist while trying to optimize wirelength, congestion, power,

timing, and area. They train a deep neural network using Proximal Policy Optimization

(PPO) to estimate the actions based on the current state. Each possible partial placement

of macros is defined as a state while the actions involve moving macros. After each

action, the reward is given to the agent as the weighted sum of reduction in wirelength
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and congestion. The RL agent could achieve 10X less runtime compared to the manual

flow.

The work [33] is another work that targets ASIC placement. They propose to train

an RL agent to optimize the placement parameters in order to minimize wirelength. In

this work, each netlist and its current parameter set is considered to be a single state.

Therefore, they first encode the netlist information using a mixture of graph handcrafted

features and graph neural network embeddings. This information can help the agent to

generalize the tuning process. Moreover, a change in a subset of parameters is considered

an action, and the wirelength improvement is the reward associated with that action.

Their result shows that a trained RL agent can improve wirelength up to 11% and 2.5%

on unseen netlists.

3.2.2 RL In ASIC Routing

The work in [34] targets the global routing in the CAD flow. The problem is stated as

a Markov decision process, and they use a deep Q-learning algorithm to train the agent.

As they are training the network, state transitions are stored in a replay buffer to be used

for updating the network weights through back-propagation. In this work, the state is

defined as a 12-dimensional vector. This vector shows the location of the agent, distance

to the target pin, and information of all edges that the agent can cross. The actions are

the direction of the moves from the current place. The reward is a strongly positive value

when finding the shortest path and is -1 when failed.

[35] tries to use RL in the detailed routing stage to find optimal net ordering. In

this work, a state is represented by collective features of all nets, and an action is shown

with a real number vector which each number in the vector is defining an ordering score
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of a net. Reward signal is the subtraction of the total cost achieved by the traditional

approach from the total cost achieved by the agent’s action. They train multiple A3C

agents in parallel so they can explore the environment with different policies and then,

these agents update the global network asynchronously. They have shown using this

approach, the number of DRC violations is reduced by 14% and 0.7% less total cost

compared to Dr.CU 2.0 [36] detailed router

The work presented in [37], targets standard cell routing. They first generate an initial

routing candidate and then using RL, design rules violations are fixed incrementally. In

this work, the environment provides the agent about the violations and the agent learns

how to fix them. To train their network, they use PPO which is a policy gradient-based RL

algorithm. The state of the environment is represented by the multi-layer grid space of the

sticks and action is choosing one of the grids to be routed. The environment provides the

agent with two rewards. The first one is a negative reward associated with the number

of steps that force the agent to finish the job as soon as possible. The second one is

associated with the number of DRC improvements, encouraging the agent to reduce the

number of DRC violations as much as possible. Using this approach, they were able to

route a cell that was considered to be unroutable manually, reducing the cell size by 11%.

To Rip or not to Rip [38] is another work that focuses on global routing in integrated

circuits. In this work, they first create an initial routing solution. Then, they use the rip-up

and reroute (RRR) scheme to reduce the number of overflows in the whole design. Their

idea is to use an RL agent to decide whether it should rip and reroute a net or not. They

use an actor-critic based PPO method to train their agent since training an action-value

function is tedious due to the high dimensionality of action space. States are represented

with a feature vector of the net n including wirelength of the net, overflow degree, and
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competition degree. Possible actions for each net are to rip-up and reroute it or skip it.

The reward function is a linear equation of improvement in wirelength, via numbers, and

short areas before and after the action. Using this method, they were able to reduce the

number of rerouted nets effectively. However, they have not reported the runtime for

different methods.

3.3 Summary

In this chapter, we presented previous attempts of improving FPGA and ASIC CAD flow

using RL approaches. None of the above works target the detailed placement phase of

FPGA placement. Moreover, they mainly focus is only on one objective while we try to

benefit from RL in a multi-objective problem. In Chapter 4, we first present the detailed

placement flow of GPlace3.0. Then we describe our proposed framework for using RL

algorithms. Furthermore, we introduce different RL models investigated in this thesis.
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Chapter 4

Methodology

In this chapter, the proposed methodology is introduced and clearly explained. First, the

GPlace3.0 detailed placer ISM is presented in section 4.1. In section 4.2, the RL frame-

work that integrates within the ISM detailed placer is introduced. Next, the reinforcement

learning main components are presented in section 4.3. Finally, the RL models that were

investigated in this thesis including Tabular Q-Learning , Deep Q-Learning, and Advan-

tage Actor-Critic are explained in sections 4.4, 4.5, and 4.6 respectively. The result of

each model and comparison will be introduced in the next chapter.

4.1 GPlace3.0 ISM

GPlace3.0 employs a detailed placement technique called Dual Objective Independent

Set Matching (DOISM) [1] to improve both wirelength and external pins. DOISM is an

extension of ISM which was used successfully in UTPlaceF [22] for the first time. The

ISM algorithm uses a bipartite graph matching approach to improve only wirelength.
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Figure 4.1 shows an example of an ISM bipartite graph. In this graph, there are two dis-

joint sets. The first set consists of logic blocks while the second set contains the current

locations of logic blocks as well as some free spaces called White-Space. Each logic

block in the first set is connected to all of the locations in the second set by a weighted

edge. The weight of each edge is determined by the change in HPWL wirelength that

would occur if the logic block is moved to the location. A minimum weight matching is

performed to minimize the wirelength. The key concept in ISM is to ensure all the cells

in the first set do not share any nets. Therefore, all cells can be moved without affecting

the wirelength of any of the other cells in the set.

 A

 B

CLB

White−Space

Site

Figure 4.1: ISM Bipartite Graph [1]

DOISM leverages the idea of ISM, but it also employs this technique to reduce the

number of external pins to improve the routability. An overview of the DOISM frame-

work is presented in Figure 4.2. ISM minimizes wirelength by moving logic blocks

within a specified window. DOISM uses the same algorithm but applies it to optimize

different objectives. It alternates between optimizing wirelength and reducing external

pins to improve both wirelength and routability. DOISM has an iterative flow. During

each iteration, one objective is optimized while having a threshold on the amount of
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degradation on the other objective.

Minimize
External Pins

Minimize
Wirelength

LUT Move
FF Move

LUT Move
FF Move

Figure 4.2: Dual-Objective ISM

4.1.1 The DOISM Flow

Algorithm 2 describes DOISM in more detail. The DOISM can optimize either wire-

length or external pins by changing the weights in the independent set-matching graph.

The main loop (lines 1-11), iterates over every node (LUTs, FFs) in the placement until

the improvement drops below a threshold Ith. In each iteration, a node that has par-

ticipated in DOISM the fewest number of times is selected and a window (local neigh-

borhood) is created around that node (line 2). The objective (which is improving either

wirelength or external pins) is defined by the static flow. This window includes all other

nodes and white-spaces within a distance Dis of the chosen node. Using the nodes that

are within the window, an independent set is generated (line 3). Then, each of these nodes

and their locations on the FPGA is used to create a bipartite graph (line 4). The cost of the

edge connecting each node to its location is calculated and added to the bipartite graph

(lines 5-8). A min-cost bipartite matching is then performed using the Hungarian method

(line 9). Consequently, the location of each node is updated (line 10). An important point
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about the ISM actions is that a move is accepted if at least one objective is improved. Be-

sides, the ISM action space includes actions that limit the amount of degradation on one

objective while it optimizing the other objective. As we go through the ISM flow, the

possible amount of degradation is gradually reduced to not allow the deterioration of the

objectives too much at later iterations. This is also defined by the static flow provided in

the GPlace3.0 [1] at the beginning of the detailed placement phase.

Algorithm 2 Dual-Objective Independent Set Matching (DOISM) [1]
Require: Maximum independent set size Nis, maximum independent set radius Dis, required improve-

ment threshold Ith
1: while improvement > Ith do
2: Select a window W with a radius of Dis nodes
3: S ← GenerateIndependentSet(W )
4: Add the nodes in S and their locations to bipartite graph g
5: for each pair (n, l) with n ∈ node set of g, l ∈ location set of g do
6: cost← GetMovingCost(n, l)
7: Add the edge (n, l, cost) to g
8: end for
9: Perform min-cost bipartite matching on g

10: Update the location of each node in g
11: end while

4.2 Proposed Framework

Figure 4.3 shows an overview of our proposed framework that integrates the RL models

into the detailed placement of GPlace3.0. In this framework, we propose to divide the

FPGA chip into a grid of regions. The UltrasScale FPGAs have a width and height of 180

CLB, and 480 CLB, respectively. In the proposed framework, the FPGA is divided into

regions with a size of 21 * 21 CLB leaving us with 184 regions. Partitioning the FPGA

fabric to different regions enables the framework to capture the different characteristics

of each region and dynamically adjust the optimization strategy. Our goal here is to
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improve wirelength and external pins in local neighborhoods. Moreover, with this grid

of regions methodology, we can provide the agent with more training samples after each

iteration. The justification for using a grid size of 21 CLB is that this represents the same

window size utilized in GPlace3.0 ISM. With bigger region sizes, we will provide the

agent with less training samples after each iteration. One the other hand, smaller region

sizes will lead to runtime overhead since state features need ot be caculated frequently.

In the next step, for each region, several features are extracted. These features are used

to describe the placement within each region. The extracted features are then fed into

the RL agent. The agent would select an action for each distinct region based on its

features. By executing an appropriate action, a new placement will be produced. The

simulated environment provides the RL agent with different solutions so that the agent

produces new actions. Once the placement solution has converged (i.e. there is no further

improvement) the RL model terminates the optimization process.

Figure 4.3: Proposed Framework

Algorithm 3 describes the RL-ISM algorithm in detail. The main loop (lines 1-24),

iterates over every node (LUTs, FFs) in the placement until the improvement drops below
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an improvement threshold Ith. In each iteration, RL-ISM is performed across all of the

grid regions (lines 2-22).

Algorithm 3 RL ISM
Require: Maximum independent set size Nis, maximum independent set radius Dis, required improve-

ment threshold Ith, Iterations per Action IpA
1: while improvement > Ith do
2: for each region P ∈ grid do
3: Extract features S of region P
4: Action A← RL-AgentGetAction(S)
5: NumActions = 0
6: for Num Actions < IpA do
7: Select a random location X in region P
8: Select a window W with a radius of Dis and X as the center
9: T ← GenerateIndependentSet(W ) with respect to A

10: Add the nodes in T and their locations to bipartite graph g
11: for each pair (n, l) with n ∈ node set of g, l ∈ location set of g do
12: cost← GetMovingCost(n, l)
13: Add the edge (n, l, cost) to g
14: end for
15: Perform min-cost bipartite matching on g
16: NumActions = NumActions + 1
17: end for
18: Update the location of each node in g
19: Calculate reward R of action A
20: Extract new features S′ of region P
21: Save (S,A,R, S′) transition into Replay Memory M
22: end for
23: RL-AgentTrain(M )
24: end while

For each region, placement features are extracted (line 3). These features are then

passed to the RL agent and it will specify the next action for that region (line 4). An ac-

tion counter is set to 0 (line5). It counts how many times the selected action is performed

in that region. Then, the selected action is performed IpA times in that region before

going to the next region (line 6-17). A random location is selected in that region and a

window (local neighborhood) is created around that random location (line 7-8). Based

on the action type selected by the RL agent, this window includes all nodes that have the
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same type and white-spaces within a distance Dis. Using the nodes that are within the

window, an independent set is generated (line 9). Then, each of these nodes and their

locations on the FPGA is used to create a bipartite graph (line 10). The cost of the edge

connecting each node to its location is calculated and added to the bipartite graph (lines

11-14). A min-cost bipartite matching is then performed using the Hungarian method

(line 15). The action counter is also updated (line16). Consequently, the location of each

node is updated (line 18). The amount of improvement in both objectives is calculated

and used as the reward signal for the RL agent’s action (line 19). The new placement

features are calculated to identify the next state(line 20). All of the transitions are saved

in a replay memory (line 21). Finally, we use the replay memory to train our agent (line

23).

4.3 RL Components

A general overview of the RL framework is illustrated in Figure 4.4.

Agent

St+1

Rt+1

Reward

Rt

State

St

Action

At

Placement

Enviroment

1

2

3

Figure 4.4: RL Framework

The figure highlights three main components in the RL frameworks including the
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Environment, Agent, and Reward signal. The agent takes different actions as it interacts

with the environment and in return, it receives an immediate reward for each action. The

Agent’s objective is to maximize its expected cumulative reward. In the following sub-

sections, we will delve into more details about each of these components in the detailed

placement problem.

4.3.1 Agent

The RL agent is composed of two main components. The first component in the form of

”Action Space” represents the actions that the agent can take in each state. The second

component is the selection criteria used to select an action from the action space.

The action space in this problem is illustrated in Table 4.1. Each action consists

of two parts. The first part is concerned with the optimization objective i.e. either wire-

length or external pins. The second part relates to the type of logic block used to optimize

the objective function. In this specific problem, logic types are either Look-Up-Table

(LUT) or FlipFlop (FF). For example, LUT WL translates to moving LUTs to optimize

Wirelength. Therefore we will have 4 actions in total.

PPPPPPPPPPPPPPP
Cell Type

Objective
Wirelength External Pins

LUT LUT WL LUT EP

FF FF WL FF EP

Table 4.1: Action Space
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4.3.2 State Space

In any RL setup, the environment is usually represented with a set of states. Each state

should be able to fully describe the current status of the environment. In this thesis, the

state of the environment is represented by the current placement solution of the circuit

netlist on the FPGA fabric. To identify different states, we capture several features of the

placement in our target region. Our features are based on the features that were used in

the work [39] described below.

1. Estimated Local HPWL: This feature represents the estimated wirelength (HPWL)

in each region. HPWL within each region is directly correlated with the wirelength

of placement which we want to optimize in this problem. The local HPWL of each

region is equal to sum of the HPWL of all the nets within that region, Equation 4.1

Region(i)HPWL =
∑

∀net∈Region(i)

HPWL(net) (4.1)

2. Local External Pins: This feature represents the number of external pins within

each region. The total external pins of the placement are directly correlated with

the external pins of each region. Besides, external pins is also a measure of local

congestion which can help the agent in the decision making process. The local

external pins number is calculated by sunmming up all external pins withing each

region.

3. LUT density: This feature is calculated by dividing the number of utilized LUTs

by the number of available LUTs in each region, Equation 4.2. This feature can

assist the agent to decide which cell type it should choose to optimize its objective.
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Moreover, this feature also shows how congested each region is to aid the agent in

selecting the right optimization strategy.

Cell Density =
#utilized cells

#available cells
(4.2)

4. FF density: This feature is calculated by dividing the number of utilized FFs

by the number of available FFs in each region, Equation 4.2. This feature can

assist the agent to decide which cell type it should choose to optimize its objective.

Moreover, this feature also shows how congested each region is to aid the agent in

selecting the right optimization strategy.

5. Mean Wire Congestion: This feature represents the mean wire congestion in each

region. This feature is calculated using the work in [40]. The wire congestion is

calculated by dividing the wirelength by the available routing channels. In other

words, this feature can be another representation of the wirelength in each region.

6. Global Wirelength Improvement Rate: This feature represents the wirelength

improvement rate across the whole FPGA. The above-mentioned features cannot

provide the agent with any information about the big picture of wirelength opti-

mization. Moreover, this feature will change in a bigger range, despite the local

features, which can help the agent to distinguish between different stages of the

placement. The global improvement rates are calcualted using Equation 4.3

Improvement Rate =
4cost

previous cost
(4.3)
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7. Global External Pins Improvement Rate: This feature, similar to the Global

Wirelength Improvement Rate, can aid the agent to capture the information related

to external pins optimization across the whole FPGA and differentiate between

different stages of the placement. This feature is also calcualted using the Equation

4.3.

All features are normalized to be between 0 and 1 using the statistics of that feature

during the baseline run. In each RL model, we used a subset of these features to describe

our states. In the following sections, we describe the state features of each model.

4.3.3 Reward

The detailed placement is a multi-objective optimization problem in which both wire-

length (HPWL) and external pins (EP) need to be optimized. After each action, we

produce an immediate reward based on the amount of improvement. In this thesis, we

have explored 2 different reward functions. Equation 4.4 present our first reward func-

tion. The reward associated with each action is equal to the linear combination of the

normalized improvement of both objectives. The improvements of both objectives are

negative, (i.e. decrease in WL, #pins). Therefore we multiply each by negative one to

produce a positive reward.

Equation 4.5 illustrates the second reward function explored in this experiment. In

this function, if both objectives are improved more than a predefined threshold, we use

the same reward signal as Equation 4.4. However, if the amount of improvement in either

of the objectives drops below the threshold, we generate a constant negative reward.
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R(s, a) = −[λ(∆HPWL) + (1− λ)(∆EP )] (4.4)

R(s, a) =


−[λ(∆HPWL) + (1− λ)(∆EP )] Otherwise

−C if ∆HPWL < T1 or ∆EP < T2
(4.5)

In the Tabular Q-Learning and Deep Q-Learning models, we only explore the reward

function presented in 4.4. In the Advantage Actor-critic model, we investigate both of

the reward functions.

4.4 Tabular Q-Learning (TQL) Model

The first model that was investigated is a tabular Q-learning model. This model uses

a table, known as Q-table, to store state-action values. A Q-table for N states and M

actions is presented in Figure 4.5. In this table Q(S, A) corresponds to the value of the

state-action pair and it is used to estimate the quality of each action given a state. First,

based on the values of the state features, we determine the state of each region. Next,

given the current state, we find the value of each action using the Q-table. By using an

action selection strategy, the best quality action is selected and performed and the Q-

table is updated with respect to the reward that is received from the environment. In this

model, we use the reward function introduced in Equation 4.4. Figure 4.6 presents an

overview of this model. A description of the different modules of this model will also be

presented.
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Q-Table A1 A2 AM

S1

S2

SN

Q(S1, A1) Q(S1, AM)

Q(SN, A1) Q(SN, AM)

Actions

St
at

es

Figure 4.5: Q-table Example

Figure 4.6: Q-Learning Model

4.4.1 State-Action Space

The tabular Q-Learning model can only be used in discrete state-action spaces. the action

space here is the same as the action space described in section 4.3.1, therefore, four

actions will be available in every state. For the state space, three features will be used

to identify the state of a region. (1.) Mean Wire Congestion (2.) LUT Density (3.) FF

density. To create a discrete state space, each of these features is divided into several

bins. To be more specific, Mean Wire Congestion is divided into six bins while FF and

LUT densities are divided into four bins. Therefore, in this model, we will have 96 states

in total. This produces a table with 96 rows and 4 columns.
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4.4.2 Softmax Action Selection Strategy

An Action selection strategy is crucial to establish a balance between exploration and

exploitation of the solution space. In this model, a Softmax function is used to choose

between actions. The softmax function takes a vector Z of K real numbers and nor-

malizes it into a probability distribution consisting of K probabilities proportional to the

exponentials of the input numbers whose total sums up to 1. Furthermore, the larger

input components will correspond to larger probabilities which means the most valuable

actions have the highest chance to be chosen. Equation 4.6 demonstrates the nature of

softmax function.

Softmax(xi) =
exi∑
j e

xj
(4.6)

In this strategy, the probability of an action to be selected is very dependent on the Q-

value associated with that action. Therefore, to make sure that every action has a chance

to be selected, we add a parameter, called Minimum Action Probability (MAP). This

parameter ensures that the probability associated with each action does not drop below a

specific threshold even if its Q-value is very small. This can help the RL agent to explore

the environment and learn better about each action in different states. In this thesis, the

Minimum Action Probability for all actions is set to 1%.

4.4.3 Training

In this model, the RL agent is trained online over the course of a single episode (bench-

mark), and all the information is discarded with starting the next episode. For each

benchmark, the RL agent is trained separately. Throughout the episode, in each iteration,

44



184 samples are generated which are associated with the transition in each region of the

placement. Then, these samples are used to train the RL agent. The training process

updates the values in the Q-table after taking each action and receives its associated re-

ward from the environment. The action-value update rule of Q-learning is illustrated in

equation 4.7.

Q(st, at) = Q(st, at) + α[rt + γmax
at+1

Q(st+1, at+1)−Q(st, at)] (4.7)

4.4.4 Model Parameters

Table 4.2 shows the parameters associated with the Tabular Q-Learning model. Below,

we describe each parameter in more detail.

1. Learning Rate (α): Learning Rate defines the rate at which new data modify the

Q-values in the training process. Setting the learning rate to 0 means that the Q-

values are never updated. While setting it to higher values like 1 means that the

learning should occur as quickly as possible.

2. Discount Factor (γ): Defines how much the RL agent cares about the immediate

reward versus the rewards in the distant future. Higher values mean that the RL

agent will value the future and give higher rewards for actions that take the future

into account. With the lower discount factor, the RL agent will care more about

the short-term rewards in a greedy manner.

3. Minimum Action Probability: This parameter makes sure that the probability

associated with selecting an action does not become very small. Higher numbers
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will help the agent to explore the environment better in different states. However, it

can lead to poor quality of results since the more valuable actions will be selected

fewer times.

4. Iterations per Action (IpA): Defines the number of times that the selected action

will be performed before getting back to the RL agent for the next action.

5. Objective Weights (λ): This parameter determines the importance of each objec-

tive by assigning a weight to each. Setting this parameter to 0 means that we only

care about the external pins while λ equal to 1 means the wirelength is the sole

objective.

6. Batch Size: It is the number of transitions samples used to train the RL agent in

each iteration.

Parameter Acceptable Range

Learning Rate 0 - 1

Discount Factor 0 - 1

Minimum Action Probability 0% - (100/Nactions)%

Iterations per Action 1 - 50

λ (Objective Weights) 0 - 1

Batch Size 184

Table 4.2: Tabular Q-Learning Model Parameters.

46



4.5 Deep Q-Learning Model (DQL)

One of the main limitations of the Tabular Q-learning model is that it best suits problems

with a small discrete state space. However, in the detailed placement problem, there

can exist many possible placement solutions which are best represented by continuous

features. A small discrete state space will often fail to capture the gradual changes in the

placement. To address this issue, we propose to investigate a Deep Q-Learning model

where the states are defined by a set of continuous features.

Deep Q-Learning models employ Artificial Neural Networks (ANN) as a function

estimator to estimate the Q-values instead of storing them in a Q-table. An overview of

the Deep Q-Learning model is depicted in Figure 4.7. In this model, we pass the state

features of each region as input to an ANN. The ANN estimates the value of each action

based on the state features. These values are then passed to an action selection function

to find the most suitable action for that region. The selected action is performed and a

reward is generated by the environment transitioning to a new state (new state features).

Then, the entire transition including state, action, reward, and next state (st, at, rt, st+1)

is stored in a replay buffer. This process is repeated for all the regions within the FPGA

grid. For the DQL model, the reward function described in Equation 4.4 is used. In the

next few subsections, different parts of the DQL model will be explained in detail.

Figure 4.7: Deep Q-Learning Model
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4.5.1 The State-Action Space

In this model, the action space is the same as the action space presented in section 4.2.1.2.

For the state space, five features are proposed to be used as the state features vector to

identify the state of each region at each time of the placement process. The state features

are as follows (1.) Mean Wire Congestion (2.) LUT Density (3.) FF density (4.) Local

HPWL (5.) Local External Pins. The term ”local” here indicates that the wirelength

(HPWL) and External pins are calculated within a region.

4.5.2 The ANN Architecture

In the DQL model, the agent relies on an Artificial Neural Network to estimate the state-

action values. The input to this network is the state features describing the current state of

the environment. The output of this network is the Q-value associated with each action

given the current state. The architecture of the ANN used in this thesis is illustrated

in Figure 4.8. The input layer of this ANN has five inputs which are associated with

the five state features described earlier in the previous section. The ANN has a single

hidden layer with fifty neurons. This layer uses a Relu function as the activation function.

Finally, the output layer of the ANN has four outputs with a linear activation function

corresponding to one of our four actions. The output value of each neuron in the output

layer is the estimated value of each action given the state features vector.
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Figure 4.8: ANN Architecture

4.5.3 Action Selection Strategies

In this model, we have explored two different action selection strategies. Below, we

describe each strategy in more detail highlighting the advantages and disadvantages.

4.5.3.1 Epsilon-Greedy Selection Strategy

ε-Greedy is an exploration strategy widely used in reinforcement learning problems to

handle exploration-exploitation trade-off by choosing between exploration and exploita-

tion randomly. In this strategy, ε refers to the probability of choosing to explore the

environment while 1-ε is the probability of choosing a greedy action to maximize the

cumulative reward. Equation 4.8 has illustrated how an ε-greedy function looks like.
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Action(a) =


random action (a) with probability ε

arg max
a

Q(s, a) with probability 1− ε
(4.8)

ε usually starts with higher values to make sure that the RL agent explores the envi-

ronment and learns about the value of each action in different states. As we go through

the episode, the ε is reduced with a decay rate and actions with higher rewards will be

chosen more often. Using this strategy, the actions associated with higher rewards in the

early stages of the episode will be more likely to be selected later while other actions

have a very small chance to be selected. Consequently, this strategy will lead to a de-

terministic behavior policy when ε is small enough. The deterministic policies can lead

to a sub-optimal solution in the problems we need a combination of different actions to

achieve the optimal solution. Another disadvantage of this method is that it only explores

the environment at the early stages of the episode while actions may have different values

in the later stage of the episode.

4.5.3.2 Softmax Selection Strategy

The Epsilon-greedy strategy is a popular means of balancing exploration and exploitation

in the reinforcement learning problems as it has shown effectiveness in a wide range of

problems. However, a problem with this strategy is that it chooses equally among all the

actions when it explores the environment. In other words, the worst-appearing action has

the same chance as the next-to-best action. Another problem, as we stated earlier, is that

when the agent decides to exploit what it has learned, it always chooses the action with

the highest Q-value. This can be undesirable when there are actions with the Q-value

very close to the optimal action.

50



A solution to this problem is to vary the action probabilities as a graded function of

the estimated value. The action with the highest will still have the highest chance to be

selected, but all the other actions are ranked according to their estimated Q-values. This

approach is called the softmax action selection strategy. We have already discussed the

functionality of this approach in section 4.4.2. The DQL model architecture using the

softmax strategy is illustrated in Figure 4.9.
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Figure 4.9: DQL Architecture with Softmax

One problem with the softmax selection strategy is the following: If there is a large

enough error in Q-value estimates, it can get stuck as the exploration could heavily favor

a current best value estimate. For instance, if one estimate is accurate and relatively high,

but another estimate is much lower but in reality would be a good action choice, then the

softmax probabilities to resample the bad estimate will be very low and it could take a

very long time to fix.

A more serious problem is that the differences between optimal and non-optimal Q
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value estimates could be at any scale, maybe just a 0.1 difference in value, or maybe 100

or more. This makes softmax a poor choice as it might suggest a near-random exploration

policy in one problem, and a near deterministic policy in another, irrespective of what

exploration might be useful at the current stage of learning.

4.5.4 Training

In the traditional tabular Q-learning approach, a memory in the form of a Q-table is

built to store Q-values for all possible combinations of states and actions. However, this

method can only be used in environments with discrete state-action space. To overcome

this limitation, an ANN is proposed to approximate Q-values. With the DQL model,

we generalize the approximation of the Q-value function rather than remembering the

solutions. However, employing neural networks and training them adds more challenges

to the reinforcement learning problems. Fortunately, there are some tricks that help us to

overcome these challenges. Below, we introduce two major challenges in training DQL

models and their associated solutions.

4.5.4.1 Replay Buffer

In the DQL model, we try to estimate a nonlinear function, Q(S, A), with a neural net-

work. One of the most fundamental requirements for training such networks is that the

training data should be independent and identically distributed. However, in the naive

deep Q-learning models, the network is trained with a sequence of experience tuples

which are highly correlated making the model oscillate by the effect of this correlation.

To prevent this oscillation, it has been proposed to store previous experiences in a re-

play buffer and sample training data from it, instead of using the most recent experience.
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The replay buffer contains a collection of transition experience tuples (State, Action, Re-

ward, Next State) which are added to the replay buffer as the RL agent interacts with the

environment.

In this thesis, we use a fixed size (10K tuples) replay buffer in which the new data

is added to the end of the buffer pushing the oldest experience out of it. For training,

we use a batch of previous experiences sampled from the buffer to update the Q-network

rather than using just the most recent experience. This should help in breaking the cor-

relation between consecutive transitions. Moreover, this buffer allows the reuse of past

experiences to avoid catastrophic forgetting. This is a common problem training ANNs

when prior knowledge is unlikely to be kept intact. In this thesis, a batch of 736 samples

is used to train the agent in each iteration.

4.5.4.2 Target Network

Equation 4.9 below illustrates how the Q-values are updated generally in the Q-learning

models. The TQL and DQL models use the same equation for learning the optimal

Q-values. However, the main difference between them is that the exact value function

(Q-table) is replaced with a function approximator in the latter one (DQL). As a result, in

the DQL model, both the current value, Q(st, at), and the target value, Q(st+1, at+1) are

calculated using the same network. Therefore, with updating the network weights, the

target value will also change in the same direction. This will make the training process

very unstable

Q(st, at) = Q(st, at) + α[rt + γmax
at+1

Q(st+1, at+1)−Q(st, at)] (4.9)
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To overcome this problem, it is proposed to use a target network for calculating the

target Q(st+1, at+1) values and use these values for training the main Q-network. The

target network is basically a copy of the main Q-network with the same architecture.

The weights of the target network are not trained but periodically synchronized with the

parameters of the main Q-network.

In this thesis, we use the same ANN architecture illustrated in Figure 4.8 as our target

network. Weights of this network are replaced with the weights of the main Q-network

every k step. In our case, the k parameter is known as Target Frequency Update and it is

set to 1000. It means the target network’s weights are updated when the main Q-network

has been trained 1000 iterations.

The proposed agent is trained throughout a single episode, and the weight of the

Q-network and replay buffer transitions are discarded with starting the next episode.

4.5.5 Model Parameters

Table 4.3 shows the parameters associated with the Deep Q-Learning model. We already

covered most of these parameters in section 4.4.4. Below, we describe the parameters

introduced in the DQL model.

• Target Update Frequency: This parameter controls how often the weights of the

target network are synchronized with the weights of the Q-network.

• Epsilon: This parameter controls the amount of exploration versus exploitation in

ε-greedy strategy. It starts with 100 which means all the actions have the same

chance to be selected. It gradually decays to 1 which means 1% of the time a ran-

dom action is selected and 99% of the time, the most rewarded action is selected.
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• Epsilon Decay Rate: It defines the rate that the Epsilon parameter decays during

an episode. This value is deducted from the Epsilon after each action selection.

Parameter Acceptable Range

Learning Rate 0 - 1

Discount Factor 0 - 1

Target Update Frequency 1000

Epsilon Decays from 100% to 1%

Epsilon Decay Rate 0.0000099

Iterations per Action 1 - 50

λ (Objective Weights) 0 - 1

Batch Size 736

Table 4.3: Deep Q-Learning Model Parameters.

4.6 Advantage Actor-Critic (A2C) Model

The Advantage Actor-Critic [41] is a variation of the actor-critic model where the critic

model learns the Advantage value (A-value) function A(s, a), instead of Q-values. Equa-

tion 4.10 shows how the Q-value is decomposed into a V-value, and A-value. The state

value function calculates how good is to be at state s, while the advantage function cal-

culates how the goodness of an action is compared to the others at a given state s. To

calculate the advantage function, two functions are required. The action-value function

Q(s, a), and the state value function V(s). Fortunately, we can use the TD error as a
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good estimator of the advantage function and rewrite the equation 4.10 as equation 4.11.

Therefore, the update rule of the actor will change accordingly, equation 4.12. In this

equation, the Q-value is replaced by A-value. If the advantage is positive, the actor will

update its parameters θ in a way that it is more likely to choose action at in state st.

Otherwise, the probability of taking action at in state st will be decreased. The main

benefit of the advantage function is that it reduces the high variance of policy networks

and stabilizes the model.

A(st, at) = Q(st, at)− V (st) (4.10)

A(st, at) = r + γV (st+1)− V (st) (4.11)

θt+1 = θt+1 + αA(st, at)∇θlogπθ(at|st) (4.12)

In this model, we explore both reward functions presented in section 4.3.3. Besides,

both the actor and critic models are parameterized using artificial neural networks. The

architecture of these networks is described in subsection 4.6.2.

4.6.1 State-Action Space

The action space of the A2C model is similar is to the action space presented in section

4.3.1. For the state space, six features are proposed to identify the state of each region

at different times during the placement process. The state features are as follows: (1.)

LUT Density (2.) FF Density (3.) Local HPWL (4.) Local External Pins (5.) Global
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Wirelength Improvement Rate, (6.) Global External Pins Improvement Rate. The global

HPWL and global External Pins improvement rates were added to assist the agent to dis-

tinguish between different stages of the placement. Also, these new features can provide

the agent with global information related to the optimization of objectives. Moreover,

the Mean Wire Congestion is eliminated in this model since the experiments from pre-

vious models showed that this feature changes in a very small range within each region

which cannot be captured by the agent. On the other hand, calculating this feature is very

expensive in terms of CPU time. Therefore, the runtime of this model can be improved

significantly while the same QoR obtained.

4.6.2 Actor-Critic Networks Architecture

Advantage Actor-Critic (A2C) models need to parameterize 2 functions: (1.) Policy

function (Actor), (2.) State Value function (Critic). These two functions can be pa-

rameterized using 2 artificial neural networks which can share some parameters or be

completely independent. Sharing some parameters has advantages and disadvantages.

On the one hand, sharing parameters between two networks reduces the total number of

trainable parameters which increases the sample efficiency of the model. Especially in

Actor-Critic methods, the actor is reinforced by a learned critic. Therefore, using sepa-

rate networks, the actor may not learn anything until the critic learned enough. However,

with shared parameters, the actor can benefit from what has been learned by the critic

thus improving the sample efficiency. Additionally, learning in both policy and value net-

works is associated with learning how to cluster similar states together. Therefore, both

networks can benefit from sharing the lower-level learning related to the state space.

On the other hand, sharing parameters between two networks tend to make the learn-
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ing process unstable. This is because two gradients are now being back-propagated

through the network simultaneously. The two gradients may have different scales which

need to be balanced to have a stable learning process.

In this thesis, a shared architecture for the Advantage Actor-Critic (A2C) model is

proposed. An overview of this architecture is depicted in Figure 4.10. The A2C model

uses the same base network with two output heads. One will produce a probability

distribution over the actions for the current state and the other will calculate the value of

that state. The input layer of the base network has six inputs which are the state features.

Fifty neurons are deployed in the hidden layer with Relu activation functions. The actor’s

output layer has four outputs which are the 4 possible actions and the output of each

neuron is the probability of the associated action to be selected. A softmax function is

used as the activation function in this layer to generate the probability distributions over

the action space. The critic has a single output with a linear activation function that will

determine the value of the current state.
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Figure 4.10: Actor-Critic Networks Architecture

58



4.6.3 Actor-Network: ”Selection Strategy”

The policy network, (Actor), outputs a probability distribution corresponding to each ac-

tion. Actions from this probability distribution are sampled with respect to each action’s

probability.

The difference between a policy network used in this model and the value network

used in the DQL model is that the Q-values produced by the valued network have an

inherent meaning based on summed rewards. While in the policy network, the probability

of each action indicates the preference to choose that action given a state.

4.6.4 Training

In the DQL model, a replay buffer was proposed to be used to break the correlation of

consecutive inputs. However, this technique cannot be used in the A2C model since it is

an on-policy algorithm. The on-policy means that we are learning the value function for

the policy we are following right now. However, if we sample past experiences from the

replay buffer, we are using the information that is gathered by following another policy.

Therefore, in the A2C model, we train the RL agent at every time step with the samples

that are generated in that time step rather than sampling past experiences from the replay

buffer.

When TD learning is combined with function approximation, updating the value at

one state creates a risk of inappropriately changing the values of other states, including

the state being bootstrapped upon. This is not a concern when the agent updates the

values used for bootstrapping as often as they are used (Sutton et al., 2016). However,

if the agent is learning off-policy, it might not update these bootstrap values sufficiently

59



often. This can create harmful learning dynamics that can lead to divergence of the

function parameters (Sutton, 1995; Baird, 1995; Tsitsiklis and Van Roy, 1997). The

combination of function approximation, off-policy learning, and bootstrapping has been

called the deadly triad due to this possibility of divergence (Sutton and Barto, 2018).

To prevent model parameters from divergence, we employed a target network that is

periodically synchronized with the main Q-network in the DQL model. However, the

A2C model is on-policy, and therefore the target network is not needed for this model.

In this model, we propose to train the RL agent in two ways. First, the agent is trained

online over the course of a single episode. Besides, for the different benchmarks, the

agent is trained separately. Then, to further improve the learning process in this model,

we propose to train the RL agent throughout several episodes on the same benchmark.

After finishing each episode, all the networks’ parameters are saved and then, with start-

ing the new episode (same benchmark), these parameters are loaded into the RL model.

In this model, we use a batch of 184 samples generated at each time step.

4.6.5 Model Parameters

Table 4.4 shows the parameter associated with the A2C model. We already covered these

parameters in the previous RL models.
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Parameter Acceptable Range

Actor Learning Rate 0 - 1

Critic Learning Rate 0 - 1

Discount Factor 0 - 1

Iterations per Action 1 - 50

λ (Objective Weights) 30

Batch Size 184

Table 4.4: Advantage Actor-Critic Model Parameters.

4.7 Models Comparison

In this section, the different models investigated are compared. Tables 4.5 indicates the

main similarities and differences between the three models introduced in this chapter. All

three models are Model-Free Reinforcement Learning algorithms that use TD learning

to train their agents. The TQL and DQN model are off-policy values-based models while

the A2C model is an on-policy policy-based RL method.

TQL DQL A2C

Model-Free Model-Free Model-Free

Value-Based Value-Based Policy-Based

Off-policy Off-Policy On-policy

TD Learning TD Learning TD Learning

Table 4.5: Models Comparison.

61



4.8 Summary

In this chapter, we introduced the proposed framework in the thesis. Moreover, we pre-

sented all the different models investigated along with the possible drawbacks and limi-

tations of each model. In the next chapter, we present the results produced by each model

and analyze the results carefully.
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Chapter 5

Results

In this chapter, we first introduce the experimental setup used to perform our experi-

ments, section 5.1. Then, we present the results of the Tabular Q-Learning model, Deep

Q-Learning Model, and Advantage Actor-Critic model in sections 5.2, 5.3, and 5.4, re-

spectively. Additionally, we discuss the results of each model, along with the model’s

limitations. Finally, in section 5.5, we compare all of the models to each other and to

GPlace3.0 ISM.

5.1 Experimental Setup

All of the RL models were developed using the Keras Deep Learning Library in python

[42]. The analytic-placer that was used in this thesis, Gplace3.0 [1], is implemented using

the C programming language and compiled using gcc 4.4 (Red Hat 4.4.7-18) compiler.

All experiments are performed on a Linux machine (CentOS release 6.9) running on an

Intel (Xeon CPU E3-1270 V2 @ 3.50GHz) processor.
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5.2 Tabular Q-Learning Model (TQL) Results

In this section, we present the results of the tabular Q-learning model. We first introduce

the initial results of the model. Then, we describe the different experiments that have

been done to explore the effect of each parameter on the model’s performance. Table 5.1

shows the model’s parameters as well as their associated values during this experiment.

Parameter Value

Learning Rate 0.01

Discount Factor 0.5

Minimum Action Probability 1%

Iterations per Action 1

λ (Objective Weights) 0.5

Table 5.1: Tabular Q-Learning Model Parameters.

Table 5.2 shows the average improvement in terms of wirelength and external pins

over the 12 ISPD benchmark suite. This table indicates that the tabular Q-learning model

was able to obtain 3.11% improvement in wirelength as well as 20.7% improvement

in external pins. Figure 5.1 presents how the objectives are improving throughout the

episode, optimizing FPGA-10. Figure 5.1a shows that the wirelength improvement rate

decreases in the early stages. The reason behind this is that the external pin moves can

deteriorate wirelength and reduce the improvement rate. Figure 5.1b shows the external

pin improvement throughout the episode. External pins have a smoother improvement

rate since wirelength moves are also helpful for external pins optimization.
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Objectives WL% EP% Total

Average Improvement 3.11 20.7 23.81

Table 5.2: Tabular Q-Learning Model Performance.

(a) Wirelength (b) External Pins

Figure 5.1: Objectives Improvement During Episode

Figure 5.2 illustrates the action selected by the agent, optimizing FPGA-10. At the

beginning of the episode, the external pin moves (LUT Pin, FF Pin) are selected more

frequently. That is why the wirelength improvement rate is reduced at the beginning of

the episode. In this model, we are using a softmax strategy to choose between different

actions. This strategy is very dependent on the Q-values. It means that if the Q-values

are very close to each other, e.g. 0.1 difference in value, the RL agent will follow a near-

random policy. However, if the Q-values are very different, the probability associated

with the action that has the highest Q-value will dominate other actions’ probability
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leading to a deterministic policy.

Figure 5.2: TQL Actions with Softmax Strategy

Below, we explore additional experiments to see the effect of individual parameters

on the model’s performance.

5.2.1 Effect of Iterations per Action (IpA):

In this experiment, the objective is to determine how the number of iterations associated

with a specific action affects QoR. After calculating the state features of each grid across

the FPGA and sending those features to the RL agent, the agent determines the best

action for each grid with respect to the state of the grid. Iteration per Action is associated

with the number of times that the chosen action is performed within the grid before

getting back to the RL agent for the next move. The intuition behind this experiment is

that during the detailed placement stage, we are making small changes to the placement

within each grid. These small moves cannot change the state of the grids significantly

and, therefore, the RL agent is more likely to choose the same action in the next iteration.
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To have a better understanding of the role of IpA, we carry out this experiment with

different numbers of IpA, including 1, 10, 20, 30, 40, and 50, while other parameters

are fixed. Table 5.1 shows other parameters along with their associated value during this

experiment. Moreover, we are using the tabular Q-Learning Model introduced in chapter

4 to train our RL agent. To evaluate this experiment, we used ISPD benchmark suite

which includes 12 benchmarks with a wide range of features.

Table 5.3 shows how the objectives are affected by the IpA. The average improve-

ment of wirelength and external pins associated with each IpA is presented. This table

indicates that with increasing IpA from 1 to 20, the wirelength and external pins have

improved 22%, and 27%, respectively. This is because, with increasing IpA, the vari-

ance of the reward signal is reduced significantly. As mentioned in section 4.1.1, each

move is accepted only at least one of the objectives is improved, or nothing will move.

Therefore, lots of actions will be associated with a reward equal to 0. With IpA equal to

1, the high variance of reward signal gets the RL agent into trouble learning the good-

ness of each action in a specific state. However, with higher IpAs, the reward variance is

reduced effectively and can help the agent to learn more meaningfully.

On the other hand, Figure 5.5 also shows that with increasing IpA to 30 and more,

the objectives start to deteriorate. This is because with increasing IpA, we will provide

the model with fewer transition samples which can adversely affect the learning process

and performance of the model. Besides, optimizing an objective too frequently can be

harmful to the other objective.
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IpA 1 10 20 30 40 50

WL % 3.11 3.65 3.8 3.51 2.83 -2.24

EP % 20.7 26.32 26.35 24.84 21.65 18.65

Total 23.81 29.97 30.15 28.35 24.48 16.41

Table 5.3: Effect of IpA in Tabular Q-Learning Model

5.2.2 Effect of Learning Rate:

In this experiment, our objective is to explore the effect of Learning Rate (α). Learning

rate determines the speed at which the model learns. Setting the learning rate too high

will make the model jump over minima, while a very low learning rate will either take

too long to converge or get stuck in an undesirable local minimum.

To find a good trade-off between large and small learning rates in this problem, we

repeated the same experiment using different learning rates ranging from 0.001 to 1.

Besides, the IpA is set to 20 which has proven to improve the solution quality. Except

for the IpA and learning rate, the rest of the parameters in Table 5.1 remain the same. To

evaluate this experiment, we used the 12 benchmarks from ISPD benchmark suite.

Table 5.4 presents the average improvement in the objectives for 12 benchmarks. The

results show that the tabular Q-learning model can generally obtain better QoR using

smaller learning rates. However, setting it too low like 0.001 can lead to slightly worse

results. This mainly happens for the smaller benchmarks since the episode length is

shorter and we do not provide the agent with enough transition samples which adversely

affect the solution quality.
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α 0.001 0.01 0.1 0.5 0.9 1

WL % 3.7 3.8 3.51 3.34 2.83 2.74

EP % 25.8 26.35 24.84 24.53 21.33 21.17

Table 5.4: Effect of LR in Tabular Q-Learning Model

5.2.3 Effect of Discount Factor:

The last experiment for the tabular Q-learning model is investigating the effect of the

Discount Factor (γ). Table 5.5 illustrates the effectiveness of different γ values. The

discount factor determines the importance of future rewards versus immediate rewards.

A discount factor equal to 0 means that the RL agent will only consider the immediate

rewards similar to a greedy approach. In this case, the Q-values are representing the

immediate reward. While setting the discount factor to a higher number will result in the

Q-values representing the cumulative discounted future reward the RL agent expects to

receive.

To see how the agent’s performance is influenced by the discount factor, we repeat

the same experiment a while different γ value is assigned. We change the value of γ from

0 to 1. The rest of the parameters are shown in Table 5.1, except for the IpA which is set

to 20.

The result of this experiment is presented in Table 5.5. This table shows the average

performance over the 12 ISPD benchmarks. The result shows the RL agent has better

performance when the discount factor is set to the lower values. However, with increas-

ing the γ to values more than 0.95, the agent’s performance starts to deteriorate.
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This shows that the agent has trouble accurately estimating the future rewards and

this will mislead the agent during the episode. This is because the state features used in

this model do not change significantly and meaningfully in different stages of placement

leading to very slow state transitions. Therefore, one state-action that was associated

with a high reward at the beginning of the episode where there are lots of room for

improvement is expected to be highly rewarded in the later stages too. However, in

practice, the reward associated with these state-action pairs is significantly reduced but

the RL agent is not able to capture that. Second, the agent has trouble learning the effect

of individual actions.

γ 0 0.1 0.5 0.9 0.99 1

WL % 3.73 3.74 3.74 3.51 2.2 1.96

EP % 26.3 26.36 26.35 24.84 17.45 16.11

Table 5.5: Effect of γ in Tabular Q-Learning Model

5.2.4 Model Evaluation

Conceptually, the tabular Q-learning model is one of the fundamentals for understanding

reinforcement learning models. Moreover, it has the most straightforward implementa-

tion compared to other RL models. Another advantage of tabular Q-learning is that it

can compare the expected reward of the available actions without requiring a model of

the environment. On the other hand, one of the limitations of the tabular Q-learning is

that it fits problems with discrete state-action space. This is problematic in the detailed

placement problem, where the state features change slowly. In the detailed placement
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stage, the placement solution is modified gradually resulting in small and slow changes

in the state features. Furthermore, the Q-learning methods learn deterministic policies,

while in lots of problems, a mixed strategy is needed to reach the optimal solution. An-

other disadvantage of this implementation is the sample inefficiency. In each iteration,

samples are used to train the agent, and then all of them are discarded making the agent

forgetful about the past experiences.

5.3 Deep Q-Learning Model (DQL) Results

In this section, we introduce the results of the Deep Q-Learning model. We first present

the initial results of the model. Then, we describe different experiments that have been

performed to explore the effect of different parameters on the model’s performance. Ta-

ble 5.6 illustrates the model’s parameter and their correlated values during the initial

implementation of the DQL model.

Parameter Value

Learning Rate 0.01

Discount Factor 0.95

Target Update Frequency 1000

Epsilon Decays from 100% to 1%

Epsilon Decay Rate 0.000099

Iterations per Action 1 - 50

λ (Objective Weights) 0.5

Table 5.6: Epsilon-Greedy Parameters
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Table 5.7 presents the average improvement of the objectives over the 12 ISPD bench-

marks. The DQL model was able to improve wirelength and external pins 5.3%, and

22.5%, respectively.

Objectives WL% EP% Total

Average Improvement 5.3 22.5 27.8

Table 5.7: Deep Q-Learning Model Performance.

Figure 5.3 illustrates how the objectives are changing during the episode, optimiz-

ing FPGA-10. Figure 5.3a shows wirelength throughout the episode, while Figure 5.3b

shows the number of external pins. The actions selected by the RL agent are depicted in

Figure 5.4. Here we are using ε-greedy strategy as our action selection function. With

this strategy, all the actions have the same chance to be selected at the early stage of the

episode. However, ε is decayed gradually as we go through the placement and the agent

is more likely to select the action with the highest Q-value. At some point, when the ε

is small enough, the agent will always choose the most rewarded action resulting in a

deterministic policy. Figure 5.4 shows that the DQL model sticks to the actions that are

optimizing wirelength and completely ignores the actions associated with external pins.

The reason behind this is that the moves that optimize wirelength are also improving

external pins but external pin moves usually deteriorate wirelength. As a result, the ac-

tions that optimize wirelength are more rewarded and the agent will stick to those actions

when exploration is finished.
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(a) Wirelength (b) External Pins

Figure 5.3: Objectives Improvement During Episode

Figure 5.4: DQL Actions with Epsilon-Greedy Strategy
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5.3.1 Effect of Iteration per Action (IpA):

In this experiment, the objective is to determine how the number of iterations associated

with a specific action affects QoR and runtime. We already explained this experiment in

section 5.2.1. Table 5.6 shows other parameters along with their associated value during

this experiment. Moreover, we are using the Deep Q-Learning Model with an ε-greedy

strategy. To evaluate this experiment, we used the ISPD benchmark suite which includes

12 benchmarks with a wide range of features.

Effect on Objectives: Table 5.8 shows how the objectives are affected by the number

of IpA. In this table, the average improvement in wirelength and external pins associated

with each IpA is presented. Figure 5.5, shows how the objectives are changing with

increasing IpA from 1 to 50. Figure 5.5a shows that increasing IpA from 1 to 30 helps to

improve wirelength. External pins also start to improve when IpA is changing from 1 to

higher numbers. This happens because with increasing the number of IpA, the variance

of reward signal is reduced substantially.

On the other hand, Figure 5.5 also shows that with increasing IpA to 40 and 50,

the objectives start to deteriorate. Since with increasing IpA, we will have fewer sam-

ples which will hurt the learning process. Besides, executing an optimization move too

frequently can deteriorate the other objective.
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IpA 1 10 20 30 40 50

WL % 5.3 5.7 6.4 6.4 6.34 5.8

EP % 22.5 22.93 23.56 23.8 23.6 23.17

Total 27.8 28.63 29.96 30.2 29.94 28.97

Table 5.8: Effect of IpA on Objectives in DQN Model.

(a) Wirelength (b) External Pins

Figure 5.5: Effect of IpA on Objectives in DQL Model

Effect on Runtime: In the proposed RL framework, all the state features need to

be calculated when the RL agent performs an action. Specifically, the congestion calcu-

lation is very expensive in terms of CPU time especially when it needs to be calculated

very frequently. Additionally, the RL agent is trained in Python while GPlace is devel-

oped using C language. The interface between these two modules also introduces some

runtime overhead to the whole flow.
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Consequently, we propose to increase the number of Iteration per Action to reduce

the runtime. Increasing IpA from 1 to higher numbers helps to reduce the runtime, as we

need to re-calculate the state features every n iterations instead of every single iteration.

To be more clear, with IpA more than 1, lines 5 - 13 of Algorithm 3 will be performed

|IpA| times, and the rest of the algorithm is performed only once. As a result, the total

number of iterations (solved bipartite graph) will increase, while the main loop (line 1

- 24) is executed fewer times. Figure 5.6 shows that runtime is improved tremendously

with increasing the number of IpA. Moreover, Table 5.9 presents the average runtime of

the RL ISM with different IpAs over the 12 benchmarks. This table shows with increas-

ing IpA to higher numbers like 40 and 50, the runtime improvement is decreased. With

higher IpA, the objectives will improve at a slower rate and as a result, the terminating

condition will be met later in some of the benchmarks (Algorithm 3, line 1).

IpA 1 10 20 30 40 50

Runtime

(s)

50321 6512 4696 4256 3830 3665

Table 5.9: Effect of IpA on Runtime in DQN Model.
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Figure 5.6: Effect of IpA on Runtime

5.3.2 Effect of Objective Weights:

In this experiment, the objective is to determine how the model’s behavior is influenced

by the objective weights λ. λ defines that the RL agent should put more effort towards

which objective. When λ is set to 0, it means that our sole objective is external pins while

λ equal to 1 means that we are only optimizing for WL.

We carried out this experiment with different numbers of λ while other parameters

are fixed. Table 5.6 shows other parameters along with their associated values except for

the IpA which is set to 30. Besides, we used ε-greedy strategy for action selection. Here

again, we used 12 ISPD benchmarks to evaluate this experiment.

Table 5.10 shows the model’s performance with different λs. When λ is increased

from 0 to 1, wirelength is constantly improving which is desirable since we are putting

more emphasis on this objective. However, with decreasing λ from 1 to 0, external pins

first increase but as we continue decreasing the λ, external pins also start to deteriorate.

This is because with increasing the weight of external pins in the reward function, the

agent will choose wirelength actions less frequently while these moves can help to im-
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prove external pins too. In other words, the agent has not learned about the future reward

of each individual action in different stages of the episode. This is due to the fact that

with the current ε-greedy strategy, the agent only explores different actions at the early

stages of the episode, and afterward, it will follow a deterministic policy. So, it has never

seen the benefits of selecting WL moves. Therefore, an RL model that explores the envi-

ronment throughout the whole episode is needed. Figure 5.7 shows how the total reward

changes with increasing λ. It shows that putting more emphasis on wirelength can lead to

better total reward since wirelength moves are also helpful for optimizing external pins.

λ % 0 10 15 30 50 65 80 90 100

WL % -9.8 1.8 3.2 5.4 6.4 6.8 7 7.3 7.8

EP % 20 20.1 20.8 23.1 23.8 23.6 22.4 21.9 18.4

Total 10.2 21.9 24 28.5 30.2 30.4 29.4 29.2 26.2

Table 5.10: Effect of λ in DQN Model.

Figure 5.7: Effect of λ on Total Reward

78



5.3.3 Softmax Action Selection:

In this experiment, we want to investigate how the action selection strategy affects the

model’s performance. Table 5.6 shows the set of parameters used in this experiment

except for the IpA which is set to 30. The other difference here is that we use a softmax

strategy instead of ε-greedy. The objective is to determine if the softmax strategy can

help the agent to explore the environment in different states during the whole episode.

Table 5.11 compares the amount of improvement in wirelength and external pins us-

ing different action selection strategies. This table shows that using the softmax strategy,

external pins have improved by 1.3% while wirelength has deteriorated by 2%. Selected

actions using the softmax strategy are depicted in Figure 5.8. This figure shows using

the softmax strategy, all the actions have more chance to be selected in different states

which helps the agent to explore the environment more effectively. On the other hand, a

softmax strategy may fail to exploit what it has learned as this strategy is very dependent

on the Q-values.

Figure 5.8 shows that actions that optimize external pins are selected more frequently

compared to the ε-greedy strategy. This can justify why this strategy obtains better im-

provement in terms of external pins. On the other hand, wirelength moves are selected

less frequently which can explain why the wirelength got worse using this strategy.

79



RL ISM Epsilon-Greedy Softmax

WL % 6.4 4.4

EP % 23.8 25.1

Total % 30.2 29.5

Table 5.11: Epsilon-Greedy vs Softmax

Figure 5.8: DQL Actions with Softmax Strategy

5.3.4 Model Evaluation

The Deep Q-Learning model was able to overcome the limitations of the Tabular Q-

Learning where it can interact with an environment with continuous state-space. More-

over, using a replay buffer helps us to reuse past experiences which will help the DQL

model to have a better sample efficiency. On the other hand, establishing a good balance

between exploration and exploitation is a major problem of the DQL model. Besides,
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this model is only able to learn deterministic policies which can lead to a sub-optimal

solution in this problem. Moreover, the DQL model introduces more parameters to be

configured. Tuning these parameters is a very challenging task as they can highly affect

the training stability and QoR.

5.4 Advantage Actor-Critic (A2C) Model Results

In this section, we present the results of the Advantage Actor-critic model. First, we de-

scribe the initial result of this model. Then, we perform different experiments to explore

how each one of them affects the model’s performance. Table 5.12 shows the model’s

parameters and their associated values for the initial results presented in this section.

Besides, we are using the reward equation 4.4 to generate our rewards and the agent is

trained throughout a single episode for each benchmark.

Parameter Value

Actor Learning Rate 0.01

Critic Learning Rate 0.01

Discount Factor 0.95

Iterations per Action 30

λ (Objective Weights) 0.5

Table 5.12: Actor-Critic Model Parameters.

Table 5.13 presents the average improvement of the objectives over the 12 ISPD

benchmarks. The A2C model was able to improve the wirelength by 6.07% and exter-
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nal pins by 24.61%. Figure 5.9 shows how the objectives are changing throughout the

episode, optimizing FPGA-10. The actions selected by the model in this episode are

illustrated in Figure 5.10. This figure shows that at the very beginning of the episode,

the probability associated with external pin moves is higher than the wirelength moves

which leads to a slow improvement in wirelength. However, around iteration 100K, the

wirelength moves selection frequency start to increase which accelerates the wirelength

improvement rate. This can be observed in Figure 5.9a. External pins, Figure 5.9b, have

a smoother improvement rate since wirelength moves can also help to optimize external

pins.

Objectives WL% EP% Total

Average Improvement 6.07 24.61 30.68

Table 5.13: Actor-Critic Model Performance.

(a) Wirelength (b) External Pins

Figure 5.9: Objectives Improvement During Episode
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Figure 5.10: Actor-Critic Model Actions

The A2C model produces a probability distribution over the actions in different stages

of the placement. Using this model, we can make sure that all of the actions are explored

in different stages of the episode. This was one of the main reasons for migrating from

value-based models to an actor-critic model.

5.4.1 Extending the Learning Process:

In this experiment, we propose to train the agent over the course of several episodes. The

objective here is to see if the agent can utilize what it has learned in the previous episodes

to achieve higher improvements. In this experiment, we reduced the learning rates of the

actor and critic to 0.001. This is because now we can train the agent throughout several

episodes so, we can provide the agent with more transition samples and we do not worry

if the agent is not able to learn fast enough in a single episode.

In the previous experiments, all the weights in the value network and policy network
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are discarded after finishing an episode, and the next episode starts with new random

weights. However, we propose to save the weights that we obtained from placing one

benchmark and use them as a starting point in the next episode (same benchmark). Our

objective here is to see if the agent can make more smart decisions when it starts a new

episode. Saving the model includes saving the Actor and Critic networks as well as the

model’s parameters like loss functions and the model’s optimizer.

Figure 5.11 shows the training history of the Actor-Critic model optimizing FPGA-

10. The blue line shows the total reward obtained in each episode and the orange line

is the smoothed reward. In the training history, we cannot see a steady upward trend in

the reward over 50 episodes where there is a high variance in total reward. However,

when we look at fewer consecutive episodes, the agent is able to increase its total reward

but then we see a sudden drop in the total reward. This is due to a phenomenon called

catastrophic forgetting in which the agent forgets past states and needs to relearn patterns

again. This is because the actor-critic algorithms are on-policy methods in which the

agent is trained after each step with the samples produced at that step and all the previous

samples are discarded. These samples are highly correlated which adversely affects the

training process. Another reason is that we are using function approximation (Critic) for

the target values. Using more robust target values similar to the target network used in

the DQL model can help to stabilize the learning process but then again there will be a

new parameter to be tuned.

84



Figure 5.11: A2C Training History

5.4.2 Alternative Reward Function

In this experiment, our objective is to see how the model’s behavior is influenced by

the reward function. The reward function is a very important part of the RL methods

in which we define our objectives. A clear reward signal can help the agent to reach

the optimal solution faster while a vague reward signal can stop the agent from learning

anything meaningful.

Here, we keep all the parameters the same as Table 5.12, except for the learning rate

which is set to 0.001. We also propose to use the reward equation 4.5 to produce the

reward signal. This reward function penalizes the agent if the improvement in either

of the objectives drops below a specific threshold. With the previous reward function,

equation 4.4, the agent receives either a positive reward or zero rewards. Our objective

was here to create a clearer difference between rewards in different states during the

episode to help the agent distinguish better between these states and avoid the states that
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can potentially reduce the total reward.

Figure 5.12 shows the training history of the A2C model optimizing FPGA 10. The

blue line shows the total reward obtained in each episode and the orange line is the

smoothed reward. Here, There is still a high variance in the total reward which is due to

the reasons explained in the previous experiment.

Figure 5.12: A2C Training History with Reward Equation 4.5

Table 5.14 presents the average improvement in wirelength, 6.03%, and external pins,

21.45%, over 12 benchmarks in which each of the benchmarks is trained 50 episodes.

This model was able to improve the wirelength very similar to the initial result of the

A2C model. However, it could not improve the external pins that well. This happens

because the external pin is usually improved at a higher rate compared to the wirelength.

Therefore, the reward associated with external pin moves becomes negative faster, and

as a result, the agent is less likely to choose these actions in later stages of the episode. A

more general problem with the proposed RL framework is our action space. The actions
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that we have in the detailed placement stage, change the placement very slowly and their

outcome can be similar in terms of state transition. Therefore the agent will get into

trouble learning how each action takes us from one state to another which can hurt the

learning process.

Objectives WL% EP% Total

Average Improvement 6.03 23.45 29.48

Table 5.14: Actor-Critic Model Performance with Reward Equation 4.5

Figure 5.13 shows the distribution of the action in episode 50. The agent starts by

exploring all the actions. However, as it goes through the episode, the probability associ-

ated with external pin moves is decreased and these actions are less likely to be selected.

This can explain why the external pins improvement is worse than the result introduced

in Table 5.13.

Figure 5.13: Action Distribution with in Episode 50
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5.4.3 Model Evaluation

The Advantage Actor-Critic model was capable of exploring the environment through

the whole episode by producing a probability distribution over the action space. Besides,

this model was able to establish a balance between optimizing wirelength and external

pins by following a stochastic policy rather than a deterministic policy.

However, this model suffers from catastrophic forgetting. In this model, we train the

agent using the most recent samples. Therefore, as we go through the episode, the agent

gradually forgets what it has learned at the early stages leading to an unstable learning

process. Additionally, another problem with the proposed RL framework in this thesis

is that the outcome of each action is not very clear in terms of the state transition since

each individual action changes the placement solution very slowly. As a result, the agent

can capture which actions are more rewarded, but it gets into trouble learning how each

action will take us from one state to another.

5.5 Comparing GPlace3.0 ISM vs RL ISM Models

In this section, we are going to compare our RL models to each other and GPlace3.0

ISM in terms of QoR, and Runtime. Here we compare the results of each model with

its best configuration. Table 5.15 presents the parameters associated with each model.

To have a fair comparison, we use the result of the A2C model which is trained over

a single benchmark like the other models. Moreover, to be able to compare different

models in terms of runtime, we report the runtime of each model without calculating

Mean Wire Congestion as a state feature. Eliminating congestion does not affect the

QoR. In addition to the RL ISM models and GPlace3.0 ISM, we compare our models
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with a Random ISM model too. The Random ISM model has the exact same flow as the

RL ISM models except that the RL agent is bypassed and actions are selected with equal

probabilities. The Random ISM model is a better baseline compared to the GPlace3.0

ISM because the GPlace3.0 ISM has a quite different flow from RL models.

Below, we first compare different models in terms of wirelength improvement, sec-

tion 5.5.1. Then, the External Pins improvements are compared in section 5.5.2. In

section 5.5.3, the runtime of different models is presented and discussed. Finally, we

evaluate the total performance of each model in section 5.5.4.

Parameter TQL DQN A2C Random ISM

Learning Rate 0.01 0.01 0.01 N.A

Discount Factor 0.5 0.95 0.95 N.A

Iterations per Action 20 30 30 20

λ (Objective Weights) 0.5 0.5 0.5 N.A

Table 5.15: Model’s Parameters for Comparison

5.5.1 Wirelength Comparison

Figure 5.14 presents the wirelength improvement of different models throughout a single

episode. This figure shows that the DQL model outperformed the other RL models in

wirelength improvement. The A2C model has the next best performance and the TQL

model obtained the least amount of improvement among the RL models. Moreover, all

the RL models significantly outperformed the Random ISM. The GPlace3.0 ISM has still

the best performance among the models presented in this section.
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Table 5.16 presents the amount of wirelength improvement for all 12 ISPD bench-

marks using different models. On average, the DQL, A2C, and TQL models improved

the wirelength by 6.4%, 6.07%, and 3.8%, respectively. Our results show that these RL

models model outperformed the Random ISM by 284%, 270%, and 168%. Besides,

these models could achieve QoR comparable to the GPlace3.0 ISM. The GPlace3.0 ISM

still outperforms the DQL, A2C, and TQL models by 3%, 8.7%, and 173%, respectively.

Figure 5.14: WL of each model during placement
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Benchmark GPlace3.0 Random TQL DQN A2C

FPGA-1 15.46 6.54 3.55 13.10 13.50

FPGA-2 8.84 4.84 5.20 7.82 7.7

FPGA-3 5.44 2.2 3.23 4.77 4.3

FPGA-4 5.85 0.66 3.07 4.51 4.2

FPGA-5 5.28 0.40 2.03 3.24 3.29

FPGA-6 9.35 -0.14 3.2 6.48 6.68

FPGA-7 6.84 0.38 3.53 5.3 5.02

FPGA-8 4.14 0.73 2.17 3.55 3.32

FPGA-9 5.11 0.37 2.59 4.38 3.94

FPGA-10 11.67 5.28 8.31 11.35 8.97

FPGA-11 5.33 1.38 2.68 4.11 4.02

FPGA-12 9.62 4.45 6.17 8.36 7.96

Average 6.60 2.25 3.8 6.40 6.07

Table 5.16: Wirelength Improvement (%) in Different Models
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5.5.2 External Pins Comparison

Figure 5.15 presents the external Pins improvement of different models throughout a

single episode. This figure shows that the TQL model outperformed the other RL models

in external pins improvement. The A2C model has the next best performance and the

DQL model obtained the least amount of improvement among the RL models. Besides,

all the RL models significantly outperformed the Random ISM. The TQL model even

outperforms the GPlace3.0 ISM, but the GPlace3.0 ISM outperforms the A2C and DQL

models.

Table 5.17 presents the amount of external pins improvement for all 12 ISPD bench-

marks using different models. On average, The TQL, A2C, and DQL models improved

the external pins by 26.35%, 24.61&, and 23.8%, respectively. Our results show that

these RL models model outperformed the Random ISM by 207%, 193%, and 187%.

Besides, these models could achieve QoR comparable or even better than the GPlace3.0

ISM. The TQL model outperformed the GPlace3.0 ISM by 5.9% while the GPlace3.0

ISM outperforms the A2C and DQL models by 1%, and 4.5%, respectively.
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Figure 5.15: EPs of each model during placement
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Benchmark GPlace3.0 Random TQL DQN A2C

FPGA-1 26.84 20.14 17.83 25.92 26.20

FPGA-2 24.49 16.00 26.36 22.15 23.69

FPGA-3 22.26 10.18 24.86 21.48 23.09

FPGA-4 24.73 8.90 27.5 24.66 25.47

FPGA-5 24.52 7.61 26.75 25.05 26.36

FPGA-6 23.05 10.87 26.38 21.82 22.66

FPGA-7 24.35 9.23 26.83 25.45 24.9

FPGA-8 25.38 7.41 27.99 24.99 24.14

FPGA-9 22.00 9.64 25.1 21.65 21.39

FPGA-10 27.89 18.54 29.16 21.64 24.16

FPGA-11 23.74 10.20 26.13 22.85 24.92

FPGA-12 29.17 23.53 31.27 23.75 28.33

Average 24.88 12.7 26.35 23.8 24.61

Table 5.17: External Pins Improvement (%) in Different Models
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5.5.3 Runtime Comparison

Table 5.18 presents the runtime of different models for all 12 ISPD benchmarks. On

average, the runtime associated with the TQL, DQL, and A2C models is 188s, 270s, and

325s, respectively. Our results show that all the RL models are slower than the Random

ISM by 37%, 97%, and 237%. However, the RL models significantly outperformed the

GPlace3.0 ISM in terms of runtime. The TQL, DQL, and A2C models improved the

runtime by 71%, 58%, and 50% compared to the GPlace3.0 ISM.
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Benchmark GPlace3.0 Random TQL DQN A2C

FPGA-1 50.34 21.62 28.12 33.34 39.57

FPGA-2 116.97 36.25 65.37 75.53 84.76

FPGA-3 349.47 66.72 96.46 190.19 203.08

FPGA-4 359.02 63.48 78.28 162.84 225.01

FPGA-5 396.44 145.18 125.19 204.30 243.47

FPGA-6 686.94 93.66 165.53 279.91 295.48

FPGA-7 741.45 135.35 248.71 317.15 394.05

FPGA-8 796.46 184.57 281.41 388.32 386.19

FPGA-9 940.06 240.84 340.25 383.18 444.60

FPGA-10 1114.36 195.36 230.76 357.22 458.51

FPGA-11 937.47 200.01 256.45 370.22 737.75

FPGA-12 1313.49 271.43 345.30 489.11 387.39

Average 650 137 188 270 325

Table 5.18: Runtime (s) in Different Models
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5.5.4 Overall Comparison

Table 5.18 presents the average total improvement of different models as well as the

average runtime. The average total improvement is the sum of the average wirelength

improvement and the average external pins improvement. The A2C, DQL, and TQL

models obtained the average improvement of 30.68%, 30.2&, and 30.15%, respectively.

Our results show that these RL models model outperformed the Random ISM by 205%,

202%, and 201%. On the Other hand, the GPlace3.0 ISM outperforms the A2C, DQL,

and TQL models by 2.6%, 4.2%, 4.4%. Among the RL models, the A2C model out-

performs the DQL, and TQL models by 1.5%, and 1.7% respectively. The A2C model,

which has the highest average improvement, reduced the runtime by 50% compared to

the GPlace3.0 ISM while the QoR is deteriorated by 2.6%.

Models GPlace3.0 Random TQL DQN A2C

Average Improvement (%) 31.48 14.95 30.15 30.2 30.68

Average Runtime (s) 650 137 188 270 325

Table 5.19: Average performace of all Models.
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Chapter 6

Conclusions and Future Directions

This chapter concludes this thesis in section 6.1, underlying the achievements of our

proposed framework. In section 6.2, potential directions for future works are proposed.

6.1 Conclusion

In this thesis, a Reinforcement Learning technique was proposed to further enhance the

detailed placement stage of the GPlace3.0 FPGA placement flow. An RL framework

was integrated into the detailed placement stage of GPlace3.0 to dynamically select the

optimization strategies with respect to the different characteristics of each circuit place-

ment. Several RL models were investigated and the advantages and drawbacks of each

model were highlighted. These RL techniques are able to explore and exploit the solution

space compared to the traditional heuristic approaches leading to a significant reduction

in runtime (up to 50%) while preserving the solution quality.
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6.2 Future Works

There are several aspects of the traditional CAD flow that suffer from the static flow

and Reinforcement Learning can be employed to add flexibility and smartness to the

decision-making process. Here we propose some directions for future works to further

improve FPGA CAD flow.

• Using RL for Global Analytical Placement: There are several wire models in-

cluding Star+, B2B, and Quadratic. The RL can be used to determine which wire

model to choose for each benchmark during the global placement to obtain a better

solution.

• Congestion management is another stage of CAD flow that can employ an RL

framework. Mainly, RL can be used to decide whether to increase or not the size of

logic cells during the Cell Inflation to resolve congestion, thus enabling congestion

management to be treated as a dynamic optimization problem.

• The legalization phase is yet another important step of analytical placement that

can be a good candidate for incorporating RL algorithms to enhance solution qual-

ity. The RL algorithm employed can self-learn the best strategy to legalize mod-

ules. For example, the RL algorithm can decide when and where to apply exact

legalization versus rough legalization.
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Appendix A

Glossary

CAD : Computer Aided Design

CMOS : Complementary Metal Oxide Semiconductor

DA : Design Automation

FPGA : Field Programmable Gate Array

HPWL : Half Perimeter Wire Length

ILP : Integer Linear Programming

IP : Intellectual Property

MCNC : Microelectronics Center of North Carolina

NP-hard : Non Deterministic Polynomial Hard

RTL : Register Transfer Logic

SoC : System on Chip

VHDL : Very High Speed Integrated Circuit Hardware Description Language

VLSI : Very Large Scale Integration
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