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Ibrahim N. Hajj, Advisor

With the increase of circuit size and complexity, logic design errors can occur. Logic
design errors are functional mismatches between the specification and gate-level imple-
mentation. Once a verification tool has found that the design is erroneous, logic debug-
ging must be performed. The research presented in this thesis provides a methodology
for multiple design error diagnosis and correction.

To diagnose an erroneous design, two algorithms based on test-vector simulation
are presented. The first algorithm is exhaustive on the error space as it exhaustively
enumerates the set of all possible error lines and returns the lines of this set that a
correction can be applied and rectify the design. The proposed approach exhibits good
run—time performance when the number of design errors is less than or equal to two.

The second diagnosis approach, uses the results of a test—vector simulation procedure
to build a graph. Different operations on the graph allow us to explore the error space
without performing an explicit enumeration of all error candidates. This makes the
metho;i run—time and space efficient for designs corrupted with a larger number of errors.

To correct the design, we propose two techniques, one based on test—vector simulation,

and one based on Boolean function manipulation techniques. Both correction approaches

are based on a design error dictionary which is an extension of the one proposed by Abadir

et al. [2].
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Our experimental results show that our algorithms have good error resolution and
run-time performance as they are able to rectify designs with one, two and three errors
within minutes of CPU time. In addition, our experiments suggest that diagnosis and
correction of multiple design errors with input test—vector simulation is an attractive
alternative to symbolic techniques. This makes our test—vector simulation based methods

applicable to designs where a symbolic representation might not be available.
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CHAPTER 1

Introduction

1.1 Problems Addressed

The process of designing VLSI circuits involves many stages of verification and de-
bugging. Circuit verification is the process of checking if a design meets its specification.
Once a design has been proven to be erroneous by a verification tool, design debugging
occurs so that a correct version that satisfies the desired specifications is obtained. With
the increased emphasis on product quality, reduction of manufacturing cost and improved
yield for semiconductor circuits, antomated design verification and debugging remains a
significant research area.

Although existing research has focused extensively on the design verification issue
(logic verification [2] [5] [8] [29] [30] [31] [34], timing verification [24], power estimation
[46], layout verification [18] [49]) little research has been carried on logic debugging which
18 still; in most cases, carried manually by the designer. It has been reported that more
than half of the total design effort of a high-performance microprocessor is devoted to
the verification and debugging process [30]. Therefore, with the increase of both circuit
size and circuit complexity today, there is an urgent need to develop automated methods

that perform debugging. In this thesis, we describe a set of logic debugging tools that



rectify a design at the logic level that has been already proven to be erroneous by a
verification tool.

During the design cycle of a VLSI digital circuit, functional mismatches between the
specification and the gate-level implementation often occur. These mismatches usually
happen when the designer has to manually interfere with thé synthesis process and modify
the netlists in order to achieve different optimization goals. Errors in high level synthesis
can also be sources of errors in a gate-level implementation. Finally, software bugs
in automated synthesis/optimization tools can-also be sources of functional mismatches.
These functional mismatches between the specification and the gate—level implementation
are called design errors hereafter.

Experimental data has shown that the nature of the design errors usually involves the
functional misbehavior of some gate element(s) or some wire interconnection error(s) [1]
[2]. The average number of design errors that usually occur aepends on the amount of
manual resynthesis performed and it has been experimentally observed to be less than
or equal to 2 [1]. In this thesis, we adopt a design error model which is an extension of
the one presented in [2]. This model includes eight commonly encountered design errors.
An experimental study carried in [1], has shown that the model of [2] covers 97.8% of all
design. errors that usually occur during a manual resynthesis procedure.

Once a verification tool has found a functional mismatch between the design and
the specification, Design Error Diagnosis and Correction (DEDC) needs to be
performed. The objective of diagnosis is to identify parts of the circuit that might contain

an error. The quality of diagnosis is determined by its ability to narrow down the potential



error space, that is, its resolution to identify parts of the circuit that contain potential
erroneous signals.

Once the error space has been narrowed down, rectification is performed. The goal of
correction is to suggest the appropriate modifications on the netlist. Modifications are
usually selected from a list of possible modifications also known as design error model.
These modifications will be able to rectify the design and make it functionally equivalent
to the specification. Since verification tools cannot give any information on the location
and type of error(s), it is necessary to develop automatic methods that solve the problem
of Design Error Diagnosis and Correction efficiently.

A problem closely related to Design Error Diagnosis and Correction is the Engineer-
ing Change (EC) one. In a typical VLSI synthesis process, specifications often change.
Since tools used for synthesis and optimization [44] tend to find a minimal representation
of the requested function, engineering changes on the original specification may require
large changes in the existing gate-level implementation if a conventional re-synthesis
procedure is used. This is undesirable since the engineer might have already invested
a lot of effort in synthesizing the existing design. Therefore, in order to preserve most
of the previous engineering effort and re-use as much of the existing design as possible,
efficient algorithms to attack the EC problem need to be developed so that rectification
is performed with as little modifications as possible.

Depending upon the information available, there are two different versions of the
Engineering Change problem. In the first version, a naming equivalence between some
signals of the new and old specification and the existing gate-level implementation exists.

For example, the old and new specification are both in a netlist format before technology



decomposition and the gate-level implementation under rectification is the netlist after
decomposition. Research in this area usually uses this fact of the aforementioned signal
naming equivalence and reuses large parts of the existing design.

In the second version of the EC problem, the specification acts like a “black box”,
that is, it can only provide the correct output responses given some input stimulus. For
example, the specification might be available in a higher level of abstraction model, such
as in a register~transfer level (RTL) format coded in some hardware-description language
(Verilog or VHDL). In such a case, the aforementioned naming correspondence between
the specification and implementation does not exist.

The problem of Design Error Diagnosis and Correction can be also viewed as an
instance of the second EC version [39]. This is achieved if we view the existing netlist
that implements the old specification as the erroneous circuit and the new specification as
the desired circuit. Nevertheless, EC is an inherently more difficult problem than DEDC
as we cannot necessarily expect that a few modiﬁca,tiogs can always provide a solution
as it is usually happens for DEDC.

The importance of this difference comes from the fact that the error space during
diagnosis usually grows exponentially with the amount of erroneous signals [56]. More

specifically, for a brute force diagnosis method, the error space is upper bounded by

(# of circuit lines)# of erroneous lines) (1.1)

while the error correction space is at least as big as the equation above depending on the
design error model that is used. It is straightforward to see that for even small circuits

corrupted with multiple errors, a naive DEDC approach might fail.



In this thesis we present a methodology for combinational circuit ' design error di-
agnosis and rectification when a number of modifications on some lines of the erroneous
circuit are sufficient to correct an erroneous design. We also compare the quality of

test—vector simulation and BDDs [12] for the DEDC problem.

1.2 Problem Formulation

1.2.1 Preliminaries

As explained earlier, the input to the DEDC problem is a functional specification
F¢ and a netlist of an erroneous gate-level implementation G¢. The specification Fg
acts as a “black—box” as it can only provide the correct primary output responses given
some values at the primary inputs. Fp can be given in terms of a truth-table, cubes
etc. Without loss of generality, we assume that both F¢ and G¢ are combinational
circuits, or they are both synchronous sequential circuits with the same state variables
and the same state assignments. In this work, we examine incorrect combinational gate-
level descriptions G¢ with NOT, BUFFER, AND, NAND, OR and NOR gates 2. During the
execution of our algorithm, we introduce one buffer for every fan-out line of a branch.

The functional description Fg¢ of a circuit C with n primary inputs, Plg, =
{PL,PL,,...,PI,}, and m primary outputs, POg,(PI) = {PO;(PI), POs(PI),...,
PO, (PI)}, is a function from a set of input n-tuple values drawn from universe B =

{0,1} to a set of output m-tuple values drawn from B. In other words, the functional

1As explained in [2], a synchronous sequential circuit can be viewed as a combinational circuit if the
inputs and outputs of the flip—flops are considered as pseudo—primary inputs and outputs, respectively.
A detailed discussion on this issue can be found in Chapter 6.

?If XOR gates are present in the circuit, these gates are substituted.



description F¢ of a circuit C' is a function that returns the correct values at each primary
output of the circuit for all values at the primary inputs of C. A gate—level description
Ge of a circuit C designed to realize F¢, is defined along the same lines. G is incorrect
when for the same set of input n—tuples, the return set of G¢ is a set of m—tuples different
than the one returned by F¢. For the DEDC problem, the functional description acts
as a “black box” as it can only provide the correct primary output responses given some
primary input stimulus. The only netlist available is the one of the erroneous Gg¢.

For the purpose of logic verification in our technique, formal techniques [12] [34] or
parallel [66] test—vector simulation [1] [2] can be used. In any case, a set V,. of input
test vectors is obtained each of which activates the inconsistencies of the incorrect
design, that is, each such vector produces a different response at the primary outputs of
Fg and G¢. In our experiments, we compile V,.; by simulating vectors for stuck-at faults
and random test—vectors. The size of V, in our experiments is usually less than 100
input vectors. In Section 4.3.3 we explain how we can use symbolic techniques to derive
vectors for V..

We say that a line [/, fan-in to an AND or NAND (OR or NOR) gate, has controlling
value for input vector v if the value of [ is 0 (1). If [ drives a NOT or a BUFFER it always
has controlling value. A line whose value changes during simulation under the presense
of some fault(s) is called a sensitized line and a path of sensitized lines is called a

sensitized path [10].

Example 1 Fig. 1.1 shows an ezample of a design specification and its respective correct

gate-level implementation. The circuit has four primary inputs, namely I, I, Is, I, and



one primary output O. The implementation is simulated for input vector (0,0,1,0) and

lines I, G1, Buf fer,, Buf fer,, Is have controlling values.

O =1L+ LI+ 1,

(a) Functional Specification

0
I1 1
1 G3
——
Buffer 1
0 Gt 1 1
I2 G4 o
Buffer 2 1
[
3 _ ! )Gz\ 1
14— J

(b) Gate Level Implementation

Figure 1.1 Example of Input Specification and Implementation

The following terminology is used during error correction. Underlined values denote

vector values.

Let Boolean functions f and g, defined over the n~input vector space X = {z1,2z2,...,Zn}-
We say that f(X) < g(X) if and only if f(X)g(X) = 0. Following this terminology, we
say that function h(X) is in the interval of [g(X), f(X)], denoted as k(X)) € [¢(X), F(X)],
if and only if g(X) < A(X) < f(X). It can be proved [11] that h(X) € [¢(X), f(X)] if

and only if g(X)h(X) + h(X) f(X) = 0.



1.2.2 Design Error Model

In this thesis, we use an error model which is an ertension of the one proposed in
[2]. An experimental study described in [1] has shown that design errors as defined in [2]
cover 97.8% of all design errors that usually occur during a manual resynthesis procedure.

Fig. 1.2 contains the simple logic design error model of [2]. Boxes with indexed
letters stand for simple AND, OR, NAND, NOR gates. This model includes eight commonly
encountered design errors [1]. On a theoretical basis, Abadir et al. [2] proved that a
complete set of test vectors for stuck-at faults for the erroneous circuit guarantees to
detect the majority of the design errors of their model (types a, b, ¢, d, e, and ) and has
a very good chance of detecting the remaining ones (types g, h, i, and j). This result is
experimentally confirmed in [5]. In the same work [5] the authors develop a test vector
generator for design errors.

We now proceed to the definition of our design modification model. Throughout this

thesis, the words correction and modification are used interchangeably.

Definition 1 With respect to Fig. 1.2, we define a modification to be one of the fol-

lowing three types:
e Wrong Gate , namely types a, b, c, ¢, f, or1.
e Wrong Wire , namely types d, g, or h.

e Wrong Gate/Wrong Wire, an occurrence of both previous errors on the gate

driving a single line.

Definition 2 We define an N—error line tuple L = {l3,15,...,In}, N > 1, to be a set

of N distinct circuit lines. We also define an N—correction tuple Corr = {c1,¢2,...,¢en}, N >
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Typea

Single Gute
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Typeb
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Missing Wire
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(Complex Case)

Typej
Missing Gate
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Figure 1.2 Abadir et al. design error model




1, to be a set of N modifications from Def. 1. We say that Corr is applied on L when
we replace the existing function of Go on the gate driving l; with the function performed

by c;, Vi, 1 <i < N.

Definition 3 An incorrect gate-level description Gg of a circuit C' is N-source cor-
rectable if there exist an N—error line tuple L and an N-correction tuple C that when
it is applied on L, it makes the functions implemented at respective primary outputs of

Fo and G¢ agree.

Example 2 Applying C = { gate replacement AND } on L = {Gz} for the circuit
of Fig. 1.1 we get a new circuit where Ga has been replaced by an AND gate. Applying
C = { missing wire Iy, extra wire I4} on L = {Gs, Gy}, we get a new circuit where

primary input Iy is disconnected from G5 and connected to Gs.

Comparing the modification model of Def. 3 to the one proposed in [2] we observe
that it covers all types of design errors except type j. This is because a single design
error of type j can propagate to the primary outputs either through G; or G, (Fig. 1.2)
and the design is modeled as 2-source correctable. In addition, the Wrong Gate/Wrong
Wire error is an extension of the error model of [2].

It should be noted that the set of modification types of Def. 1 is not a mandatory
set for the execution of the diagnosis algorithms presented in this thesis. In contrast to
most of the previous work for DEDC, the algorithms presented here can work under any
modification set as long as this set is known beforehand, and eacﬂ candidate modification

applies to only one line so that the modification respects the N-source correctability of

Def. 3.
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For the correction phase of our approach, we choose to use the design error model of
Def. 3 because of its simplicity. A desirable solution to the DEDC problem must keep
the structural differences between the initial and final implementation minimal so that it
preserves most of the previous engineering effort which may involve many synthesis and
optimization steps. If we use a conventional re-synthesis approach [44] for correction,
there might be a large number of structural differences.

We should emphasize the fact that the rectification problem discussed here is based
on the type and number of modifications needed to correct the erroneous implementation
and 1t is not based on the number and type of actual design errors. As explained in
Chapter 4, since there might be more than one way to synthesize a particular function
there can be more than one way to correct an erroneous design. This explains the
existence of equivalent corrections.

Therefore, the output of our DEDC methodology is a set of N—correction tuples that
correct the design. This set might contain the actual and some equivalent corrections.
Throughout this thesis, we will refer to an actual or an equivalent modification tuple as
a valid modification tuple.

The above discussion gives rise to the following definition.

Definition 4 Given a design error model, a diagnosis method is exact on the error
space if every error line tuple it returns is a set of lines of some valid modification tuple.
A DEDC method is exhaustive on the error space if it guarantees to return all set

of lines of all valid modification tuples.

Definition 5 Given a design error model, a DEDC method is exact on the correction

space if every modification tuple it returns is a valid modification tuple. A DEDC method
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is exhaustive on the correction space if it guarantees to return all valid modification

tuples from the design error model used.

In our presentation throughout this thesis we make the following assumption:

Error Assumption: For every line [ that is in some valid set of modification locations

there exists a vector v € V,« that produces a sensitized path from [ to some primary

output.

In Section 3.5, we relax this assumption and discuss its implications.

1.3 Previous Work

In this section we will briefly review previous work for the DEDC and EC problems.
Most of the previous methods for the DEDC problem have adopted the design error
model of Abadir et -a,l. [2]. Methods for DEDC can be divided in two categories with
respect to the underlying technique used for error location (diagnosis) and error correc-
tion: (1) the ones based on Boolean function manipulation techniques [20] [22] [23]
[25] [38] [39] [40] A[54] [62] and (2) the ones based on Test Vector Simulation [27] [28]

32] [37] [50] [51] [53] [56] [64] [65].

1.3.1 DEDC Symbolic Methods

The work of [38] and [40] applies to single design errors. In [40], formal verification
is based on Typed Decision Graphs (TDG) and Boolean equations guide the error loca-

tion process. Once an erroneous gate with % inputs is found, 2% new variables need to
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be introduced to the TDG for correction, which make the proposed approach imprac-
tical. Liaw et al. [38] improved upon the method of [40] by introducing the concept
of dominators during error location and by providing a better gate correction process.
The experimental results of both papers are based on small circuits and the error model
contains only gate changes.

[54] introduces an algorithm where the functional description is partitioned into con-
trol and data—path circuits and rectification of each of them is carried out separately, but
correction has to be done manually. In [20] and [62], extra circuitry derived by Boolean
comparison methods is added at the primary inputs and outputs of the existing imple-
mentation. This extra circuitry rectifies the design but it can increase the circuit area
and circuit delay.

The work in [22] is exact and exhaustive on the error space for single design errors
and the work in [23] considers certain classes of fnultiple design errors. Verification
is performed with the use of BDDs and error location is carried at the intersection of
the backtrace cones of the erroneous primary outputs. An error equation with a single
unknown [22] is formed at candidate lines of the circuit and lines that give no solution
to this equation are deleted for the purpose of error location. The results of the error
equation also drive the correction procedure for single errors in [22] but the method does
not guarantee to return a solution for multiple errors [23].

The work in [39] is also based on Boolean comparisons. It applies to multiple errors
and no error model is assumed. For locating potential modifications an error equation is
formed in a way similar to [22] and heuristics on individual erroneous primary outputs

of G¢ are employed if this error equation does not provide enough information for error
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location. For correction, a combination of existing correction and logic minimization syn-
thesis tools are used [15] [16] [45], which means that the differences between the original
and final design may not be minimal. In [25] a novel technique for dynamic support for
constructing BDDs on equivalent signals is presented so that the BDD memory explosion
problem is eliminated. The technique of [25] borrows from existing synthesis algorithms
for engineering change [8] and a mapping of equivalent signals between the specification
and the incorrect design is established. This method is independent of any particular

error model.

1.3.2 DEDC Test—Vector Simulation Methods

The work of Tomita et al. in [55] and [56] is based on simulation of IPLDEs (Input
Patterns for Locating Design Errors) drawn from the set of values {0, 1, X'}. These vectors
produce erroneous responses at the primary outputs of the circuit and they are generated
with the use of BDDs [57]. In [55], single output circuits with single design errors are
examined and the gates where the X/X values stop propagating give information on
potential error locations. The method of [37] is along the same lines, but the test vectors
are generated with a method similar to the one in [21]. The work in [56] applies to circuits
with multiple primary outputs and multiple design errors but uses a subset of the error
model of [2]. Based on simulation of the IPLDEs, an error possibility index on every line
in the circuit is used to reduce the number of potential candidates. A unique six—valued
simulation reduces this set further.

[27] [28] use the results of an iterative stuck-at fault simulation procedure to reduce

the space of potential candidates for multiple design error diagnosis. Observations on
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doﬁinating signals of the circuit, similar to those presented in this thesis and in [22] [23]
[38], speed up the proposed approach that can perform diagnosis with good resolution,
but the method does not perform rectification. In [28] the authors extend the results so
that they diagnose sequential circuits that one-to—one flip—flop correspondence between
the implementation and the specification does not exist. In such a case, combinational
approaches cannot be used.

Wahba and Borrione in [64] [65] propose an exhaustive on the error space diagnostic
algorithm for single design errors based on a backward—-propagation ‘procedure, but the
error model is restricted to three types of errors only. Moreover, the method does not
work on circuits corrupted by multiple design errors. In [65] the concept of possible next
states is defined so that the method can diagnose sequential circuits. Kuehlmann et al.
[32] propose a modified critical path tracing algorithm [3] that starts from failing primary
outputs and identifies suspicious areas in the circuit. The algorithm has good performance
for single errors but the resolution diminishes as the number of errors increases.

Finally, [50] and [51] present two different test simulation-based approaches. In [50],
the minterm differences at the output of the circuit under consideration are used to de-
vise a correction hardware at the primary outputs and rectify the design. Multiple gate
type only changes are then applied and retained if they reduce the size of the hardware.
The method is not exhaustive on the error space as it is based on an experimental obser-
vation that minterm differences at the primary outputs usually increase monotonically
with the number of injected errors. The work of [51] applies to macro-based circuits and
guarantees to return a solution for single macro errors as long as there are vectors that

propagate the error to some primary output(s). Two different types of errors are consid-
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ered: (1) input combination errors, where a macro produces erroneous responses for some
input combinations, and (2) line interconnection errors. Test—vectors are applied and,
for every macro, four different counters are updated. The values of these counters are
used to screen out macros that are not suitable for correction. The experimental results

of [50] and [51] are available only for small circuits and the run times are not available.

1.4 Thesis Outline and Contribution

In this work we develop a diagnosis and correction method that applies to a wide
variety of design errors [2]. The method detects and corrects multiple errors and is time
efficient for one, two and three design errors. We actually approach the problem from
two different points of view and develop a symbolic (BDD based) method and a method
based on test—vector simulation.

We also examine the quality of test—vector simulation for design error diagnosis and
correction. We compare the results with those obtained by BDDs [12] and conclude that
a test-vector simulation method is an attractive alternative to methods based on global
BDDs.

The importance of test—~vector simulation for multiple design error rectification comes
from t‘he fact that for some circuits we cannot obtain their global BDD representation.
Some circuits, like the ISCAS’85 benchmark multiplier C6288, require exponential size
BDDs [13]. This makes methods based on global BDDs not applicable to some circuits
due to their exponential memory requirements. Test—vector simulation has been also

experimentally proven to be a run—time efficient approach for the problem of multiple

DEDC [27] [28] [55].
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Our work for error location falls along the lines of the work of [27] [28] [32] [51] and
[56]; it uses test—vector simulation of stuck-at fault vectors [47] together with random
vectors. This approach has been experimentally proven to provide good and fast design
error isolation [2] [5] [27] [28] [32] [51] [56].

For correction we propose two methods. The first method ﬁses test—vector simulation.
In the second method we extend the results of the symbolic method in [22] [23] so that
we correct multiple errors.

Unlike most of the previous methods for the problem of multiple DEDC, our diagnosis
algorithms are independent of the design error model used during correction. Moreover,
no information on the correct gate level description of the design is required and, as
explained earlier, the design error model used for correction is an extension of the one in
[2]. Finally, the run-time performance and error resolution returned by our approach, is
better than previous methods proposed for this problem.

An overview of the proposed methodology appears in Fig. 1.3. The input to the
method is Fp, G¢, Ve, and an initial estimate (or guess) for the desired number of
modifications N. The output of the algorithm, as shown in Fig. 1.3, is a set of N-
correction tuples. If the test—vector simulation based DEDC method is used, this set of
N-correction tuples is subsequently filtered by a verification tool [12] [9] [25] [34] [36]
[31] [41]). The output of this verification process is the final set of valid corrections. If
the method fails to return a valid correction then it is repeated for a higher value of N.

In detail, Chapter 2 proposes a two step error location method. The first step of the
method does an explicit enumeration of error tuples. This makes the method exhaustive

on the error space which means that it guarantees to capture all erroneous lines. On the
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other hand, as is the case with other methods that use explicit error tuple enumeration
[27] [28] [55] [56] [51], the method is not efficient on circuits with a large number of
design errors because the error space grows exponentially to the number of design errors
according to Eq. 1.1. Nevertheless, the method exhibits good run—time performance for
single and double errors as long as the set V. is not empty. A proof of the correctness
of the ‘method, which we believe it is interesting on its own, is also included in Chapter
2.

In Chapter 3, we propose a test—vector simulation procedure that does an implicit
enumeration of error tuples. The procedure is not exhaustive on the error space but we
develop techniques to make it behave exhaustively throughout our experiments. This

method returns a diagnostic solution in a short computational time for one, two, and
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three errors. In the same chapter, the implication of error masking {10] [51] on the
problem of DEDC is discussed.

In Chapter 4 we present our correction procedures. First, an algorithm based on
test—vector simulation is developed. This algorithm is robust and run-time efficient. We
then proceed by describing a symbolic correction approach that is exact on the correction
space but uses global BDDs. Both approaches are exhaustive on the correction space.

Chapter 5 contains the experimental results that show the efficiency and robustness
of the proposed methodology. The experimental results also suggest that test simulation
1s an attractive alternative to Boolean function manipulation for multiple DEDC.

In Chapter 6 we describe applications of this research in different VLSI CAD areas.

The same chapter contains the conclusion of this thesis.
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CHAPTER 2

Multiple Design Error Diagnosis With Explicit
Enumeration of Error Tuples

2.1 Introduction

In Chapter 1 we defined the problem of Design Error Diagnosis and Correction
(DEDC). In this chapter, we will describe an effective multiple design error diagnosis
method that is based on test vector simulation. In Section 2.2 we prove a theorem that
shows that the proposed method is ezhaustive on the error space, that is, the method
guarantees to return all lines of the circuit where a rectification can be applied and rec-
tify the design. In addition, the proposed diagnosis methodology is independent of the
design error model used, and does not require a netlist representation of the specification.
Finally, since it is based on simulation of test vectors, it is applicable to large circuits
where methods based on BDDs might fail.

The proposed approach includes two error location steps (Figure 2.1)‘. The first step of
error diagnosis method is Total Observability Measure. Recall that IV is the number
of required modifications that we suspect can rectify the erroneous implementation and
Vaet is a set of vectors that produce erroneous primary output responses. During this
step, for each vector v € V,u, all N—error line tuples are ezplicitly enumerated and

disregarded from subsequent iterations of the algorithm if they do not meet certain
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requirements. The number of N—error tuples at the beginning of the algorithm is equal
to (# of circuit lines)™ and at every step of the algorithm this number is decreased.
The main objective of Total Observability Measure is to reduce the initial error space
significantly in an efficient and fast manner.

Next, another explicit test vector simulation procedure is introduced, Inverted Sim-
ulation. In Inverted Simulation, each remaining error tuple is examined separately and
disregarded if it cannot correct the circuit for the test vectors that produced erroneous
‘ primary output responses. Inverted Simulation is based on a novel simulation procedure
of every design error excitation scenario at the fan-out cones of the error lines under
consideration. Inverted Simulation is used as part of the diagnosis algorithm presented
in Chapter 3 as well.

Observations on the dominance relation of the lines of the circuit allows us to speed
up both aforementioned error location steps considerably. The experimental results in
Chapter 5 show the effectiveness of our diagnosis methodology by providing sufficiently

good error resolution.

2.2 A Necessary Condition for Circuit N-Source Cor-
rectability

In this section we present an exhaustive on the error space test—vector simulation
procedure that performs design error diagnosis with explicit enumeration of error tuples.
The method borrows from [56], but unlike the work of [56] it only takes into account

lines under simulation with well specified values 0 and 1, ignoring the ones with unknown
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value X. In addition, a formal proof of its correctness is presented. This proof is of
combinatorial nature and it is interesting on its own.

Finally, the proposed method does not require the need of BDDs to compile the input
test vector set Vo;. In our experiments, V,. is compiled from input test—vectors for
stuck-at faults [47] and random test—vector simulation. Abadir et al. [2] proved that
a complete (that is, 100% error coverage) test set for stuck-at faults for the incorrect
circuit is guaranteed to detect errors from a to f (Fig. 1.2) and has a high probability
of detecting the remaining ones. In addition, [2] contains a proof that the substitution
of a gate with a unate function (and vice versa) will always be detected with a complete

stuck-at fault test set. The experiments in [5] confirm the above claims.
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On the other hand, random test—vector simulation has been used for design error
verification and diagnosis in the past [27] [51]. For these reasons, we choose to verify
the design with vectors for stuck-at faults along with random test—vector simulatioﬁ
and compile the set V. from all those vectors that produce erroneous primary output
responses. The size of V. throughout our experiments is less than 100 vectors, on the
average.

We are now ready to establish the theoretical foundation of our approach.

Definition 6 Let vector v € V,; and let PO; € POg, with incorrect output value under
v. We define the observability measure, OM;, of a line | for vector v and over PO;

recursively as follows:
(a) If 1 is a primary output, then:
— OM} =1 ifl = PO;.
— OM} =0 ifl # PO;.
(6) if 1 is fan-in of a gate G and U is the fan-out of G then:
— OM} = 0, if | has non-controlling value and some other fan-in of G has

controlling value.

— OM} = OM;,, if | has non-controlling value and all fan-ins of G have non-

controlling value.

;  OM} . . . .
— OM; = —*=, if | has controlling value, where cv is the number of fan-ins of

G with controlling value.
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(c) if l is a fan-out stem, then OM} = min(l, S, OM}), I drives a buffer at the

fan-out branch of [.

Definition 7 We define the accumulated observability measure AOM} of a line [
over a wvector v € Vot to be the sum of the observability measures of | for all erroneous

primary outputs PO; for v, that is:

AOMY = Y. OM;
err. PO; for v

Intuitively, the observability measure, OM;}, of a line | of G¢ over an erroneous
primary output PO; for v € V,.; denotes the potential of [ to change PO; into its correct
value (for v). Similarly, the accumulated observability measure, AOM}, indicates the
potential of [ to change all erroneous primary outputs (for v). The recursive definition
of both quantities result in efficient ways for their computation with minimal memory
requirements.

Theorem 1 that follows is essential for the correctness of the error location procedure
presented in Section 2.3. Before we state and prove this theorem we need to prove the

following lemma.

Lemma 1 Let v € Voo, PO. € POg, erroneous for v, and let L, = (l1,...,0) be a
minimal set of lines such that when their values are complemented, PO, turns into its
correct value. If I is a line such that there exists at least one sensitized path from I to

each member of L., then:

oM; > 3 OM;

i=1...k
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Proof. The proof of the lemma is by induction. Let a k-cut on G¢ be the set of all
lines of G at level k. In this proof, we define the level of the members of L, to be 0,
their immediate fan-ins 1 and so on. The level of a fan-out stem is equal to the maximum
level of its branches plus one. The level of all lines not in the backtrace cone of some
member of L, need not be defined. Observe that under this definition, the level of [ is
bounded by the primary input with the minimum such level. Let 7 be the level of [, and
let M S; be any minimal set of lines I’ of the ¢-cut, 7 < 7, such that for every member of
L, there exists at least one sensistized path from some member of M S;. We claim that
Lrems; OM; 2 37 cr, OMY . Proving the claim proves the lemma.

To prove the claim, we use induction on the level of cuts starting from the members
of L, towards [. For the base case, the claim obviously holds since the members of L, are
a minimal set. Assume it is true for k, we prove that it holds for all minimal sets of the
(k+ 1)-cut. Let M Sgy1 be any such set. Let Si be the set of lines of the k-cut compiled
as follows: for every set of lines of M Si.; that drive the same gate GG, Si contains the
output of G and for every line I’ € M Sy, that drives a branch, Si contains all fan-out
branches of I’. It is straightforward to see that Sy contains at least one minimal set of
lines M Sy (otherwise M Si4; is not minimal). Moreover, if I is a line of MSy driven
by gate G, then by Definition 3(b) the minimal set of lines fan-in to G that belong in
M Si41 should have a sum of observability measures equal to OMf. If they don’t, they
will not be able to complement the value of I'. If ” is a fan-out stem of M Si41, then
by Definition 3(c) I” will have an observability measure value equal to the sum of the

observability measure values of all of its branches (or 1). By the pigeonhole principle,
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the sum of the observability measures of all lines of M Sy+1 should be greater or equal to

that of the M .Sy ones. This proves the claim and completes the proof.

Theorem 1 Let L = {ly,l2,...,1,}, n > 1 be a set of valid modification locations for an

incorrect Gg. If v € Voo then:

Z AOM;, > # erroneous POs for v
Lel

Proof. To prove the theorem it suffices to show that if PO, is an erroneous primary
output for v then > ., OM} > 1. To prove this, we use induction on the number of
modification locations n. For the proof of this theorem, the level of the primary outputs
is 0, their immediate fan-ins 1 and so on up to the primary inputs. The level of a
fan-out stem is equal to the maximum level of its branches plus one. The base case,
n = 1, holds if we let L, in Lemma 1 be the singleton PO, and [ be the only member
of L. If it is true for n, we show that it holds for a set [ with n + 1 elements. Let
L' =L — {l € L with mazimum level}. Let also I’ be the line of L' with maximum
level k and let' M Sy, be a minimal set of lines, as defined in Lemma 1, that contains
" and there exists at least one sensitized path from [ to every member of MSy — I’
It is straightforward to see that such a minimal set exists because L is a set of valid
modification locations. Let pseudo primary input PI, drive all lines of MS;. By the
induction hypothesis

>, oM >1 (2.1)

1" e{PI,L'—I'}

Using Lemma 1 and Equation 2.1 the induction step follows and completes the proof.

The significance of Theorem 1 lies in the fact that it provides a tool to screen out can-

didate modification locations that have an accumulated observability measure less than
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the total number of erroneous primary outputs for some vector v € V.. and, therefore,
cannot be a set of valid modification locations. Further observations on the structure
of the circuit, presented in Section 2.3.4, allow us the speed the above computation fur-
ther more. Observe that the theorem is one way only; L might satisfy the condition of
Theorem 1 but not be a set of valid modification locations.

The initial set of potential modiﬁcgtion locations, Cerpor, for a N-source correctable
Gc¢ is upper bounded by the number of all lines of G to the power of modifications N.
By applying the results of Theorem 1 repeatedly on the reduced set Ce,r,, for each vector
of Ve, we are able to reduce the size of Cerror and guarantee that we do not delete any

valid candidate lines. The following example illustrates the above results.
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Figure 2.2 Erroneous circuit for Example 3

Example 3 Fig. 2.2 shows the incorrect implementation of a circuit and the values of

the circuit lines when input vector V = (PI,PI,PI;, PI;) = (0,0,1,0) is applied.
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The correct implementation of the circuit is obtained if G5 ts replaced by an AND gate,
therefore, G¢ is 1-source correctable. Vector V activates this difference and the tuples on
the lines are pairs of correct/incorrect simulation values. The AOM values of the lines
are in circles. Since there is only one primary output, and this output is erroneous, the
OM and AOM valﬁes coincide.

Because of OM’s recursive definition, the values are computed from primary outputs
towards the primary inputs. Although the circuit of Fig. 2.2 is 1-source correctable observe
- that AOM¥, = 1, but no single modification, from the modification model of Def. 3, can
apply on Gy and correct it. Location Gy is screened out from Copror if we simulate input

vector V' = (1,1,1,0) and apply Theorem 1. In this case AOM};/; is computed to be 0.

2.3 Error Location

The error location procedure with explicit enumeration of error tuples consists of two
steps, Total Observability Measure and Inverted Simulation (Fig. 2.1). These two
steps screen out elements of Ce,,,r where no modification can be applied and rectify the
design.

During Total Observability Measure, the accumulated observability measure value of
each line of G¢ is evaluated for all erroneous outputs and all vectors of V,; according to
Def. 7. In Section 2.3.1 we introduce a technique, based on properties of the observability
measure concept, and prune the search-space dynamically during the computation.

The next step of the error location algorithm is Inverted Simulation where every error

tuple of potential modification locations is examined separately and disregarded if it does
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not meet certain criteria. Finally, in Section 2.3.4, observations on the structure of the
circuit allows us to speed up both error location steps.

In the following discussion, machine —word is an integer value equal to the computer
machine word length used. Every line [ of G¢ is considered to be a data object with four
variable fields: [ — level, [ — Vgroup, | = Fgroup and [ — Tgroup. level is an integer
value that denotes the level of [ in the combinational circuit G¢, where the level of the
primary inputs is equal to 0 and the level of a gate in the circuit is equal to the maximum
level of its fan-ins plus one. I — Vgroup is an array of float numbers with cardinality
| Vaer | that keeps the AOM values of [ for the vectors of V.. The last two fields are lists
of bit—vectors used during the Inverted Simulation and Correction procedures. We will
explain the use of these lists later. Initially, the value of all entries of Vgroup are zero

and the Fgroup, Tgroup linked lists point to NIL for all lines of the circuit.

2.3.1 Total Observability Measure

The pseudocode that implements the theory presented in Section 2.2 is the Total
Obseérvability Measure(TOM) procedure and it is shown in Fig. 2.3.

The inputs to the algorithm are Fg, G¢, a set of lines C, the set V,.; and the number
of modifications N. At the end of this section, we explain how the algorithm can be
modified to return all modification tuples of cardinality N or less. Evaluation of the OM
values takes place in a backward fashion, i.e. from primary outputs towards primary
inputs. First, all vectors of V,.; are simulated in parallel [66], machine — word vectors at

a time, and the Vgroup|k] fields of the respective erroneous primary outputs are updated

(lines 1-7).
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ToTAL-OBSERVABILITY MEASURE( Fg, Gg, C, Viu, N)
(* assign POstamps for all vectors of V¢ *)

repeat
Simulate Viechine—wora vectors in parallel from V.
for every vector vx € Voachine—mwords & = 1,-+ .| Vacr |, do

for every erroneous PO; do
PO; — Vgrouplk] + +
total_aomlk] = total_aom[k] + 1
until all vectors of V., are simulated
(* now evaluate OM values for all vectors of V,; and lines C *)
8. for j = (number of levels of G¢) down to 1 do
(* evaluate OM for all j-level lines driven by gates *)

DTS O e b

9. for every line I, driven by gate G, with | — level = j do
10. for every fan-in line I’ of G do
11. for every Vgrouplk] # 0 of | do.
12. evaluate OM;j from OM] as in Definition 3(b)
13. if OM;, # 0 then I' — Vgroup[k] + +
(* evaluate OM for all j — 1-level fan-out stem lines *)
14. for every fan-out stem ! with I — level = (j — 1) do
15. for every Vgrouplk] # 0 of the union of the Vgroups of the branches of I do
16. for every erroneous PQ; for vector vg do
17. OM;} =3, OM;},, I branch of [
18. if OM; # 0 then | — Vgroup[k]+ = min{l,0M}}
19.  for all N-tuples L = {I1,lz,...,InN} € Cerrory li...In € C do
20. if 3. cp Ii = Vgrouplk] > total_aoml[k], for all k, then
21. add L in Cepror

22.  return{ Cerror )

Figure 2.3 Total Observability Measure Procedure

The loop of lines 8-18 propagates this information towards primary inputs. Let
circutt_level denote the maximum level of a gate in G¢. During the z-th iteration of
the loop, the OM values of all gate—driven lines (lines 9-13) and fan—out stems (lines
14-18) of level (circuit level — i — 1) are computed according to Definition 3 (b) and (c),
respectively. Lines with zero AOM values are deleted from the computation since they

have no values to propagate backwards (lines 11 and 15). Theorem 1 is used to screen
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out sets of potential modification locations that have an AOM value strictly less than
the total.aom (lines 19-21).

It can be seen that the time and space complezity of the Total Observability Measure
step is linear to the number of lines in the circuit to the power of required modifications
N. This is because the algorithm has to go through all error tuples and apply the TOM
procedure (Fig. 2.3, lines 19-21). This makes the method not efficient for high values of
N on large circuits, a problem that all exhaustive on the error space diagnosis methods
exhibit [27] [28] [51] [56]-

Observe that the algorithm, with a slight modification, can return all potential sets
of modification locations of cardinality NV or less, if such sets exist. This can be achieved
if we modify the code at lines 19-21 (Fig. 2.3) and apply Theorem 1 on all tuples with

cardinality equal or less than N.
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Figure 2.4 Erroneous Circuit for Example 4
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Figure 2.5 Erroneous Circuit for Example 5

Example 4 Fig. 2./ shows the incorrect gate-level implementation of a circuit where
Gs is supposed to be an NAND gate and the connection from Iy to Gis (dotted line) is
~incorrect. This circuit is a modified version of the ISCAS’85 benchmark C17 circuit.

The vector applied is Vi = (0,0,1,0,1) at primary inputs Iy, I, I3, I4, Is, respectively.
The pairs of incorrect/correct values for input vector Vi are shown above the respective
lines and the total observability measure of each line I, AOM,VI, is m a circle when
nonzero.

The value of total_aom]l] is equal to 2 since Vi propagates the inconsistencies to both
primary outputs. Initially, the size of Cerror is 361. After completion of the procedure
for vector Vi and N = 2, we have that | Cerror |= 109, that is, all pairs of lines with an

AOM sum bigger or equal than 2.
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Example 5 As another example, consider the erroneous circuit of Fig. 2.5 where two
gate replacement errors on (Gs and Gis produce erroneous responses at both primary
outputs for input vector (0,1,1,1,0). The simulation and observability measure values
follow the notation of the previous example.

After completion of the procedure for this erroneous vector, the error set reduces to

| Cerror |= 58 pairs.

2.3.2 Inverted Simulation

The main contribution of the previous step is to reduce the size of Cepror significantly
enough so that a more accurate, but computationally “expensive”, screening process can
be applied. Such a process is Inverted Simulation that uses the information of the
Fgroup fields at each line.

During the simulation of vectors for the initial verification step of G, we create
two bit-vectors at every line [ of G¢, Fgroup and Tgroup. The ¢-th bit of the Fgroup
(T'group) list holds the value of the line when the i—th vector that activates (does not
activate) the inconsistencies is simulated. Inverted Simulation, and the Correction pro-
cedure described later, make use of these lists. These bit-lists are shown in Fig. 2.6 for
two erroneous input vectors of Fgroup and an AND gate.

During Inverted Simulation, shown in Fig. 2.8, every candidate tuple of Ceppor is
examined separately and deleted if it cannot correct the circuit for all vectors of V.
Since the size of Ce,ror has been significantly reduced after TOM, Inverted Simulation is

efficient. The idea behind this process is as follows.
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Figure 2.6 Fgroup Bit—Vector Entries

Let L = {lo,l1,...,IN-1} € Cerror and v € V. If L is a set of valid modification
locations, then there exists at least one line [; € L such that its value is incorrect and this
difference is propagated to some primary output(s) during simulation for v. Let L' C L
be the set of all such lines that the design errors on these lines are excited for v. If the
values of the lines of L’ for v are complemented and this difference is propagated to the

respective fan-out cones of I’ then the primary outputs of Fr and G¢ should agree for

v.
If this is not the case, then it is safe to delete L = {lo, l1,...,Ix_1} from the candidate

error list Cepror as it is guaranteed not to be an valid set of modification locations.

Example 6 The numbers in the bit-lists in Fig. 2.7 are the new values of the lines
at the‘ fan—out cones of G2 and Gis when Inverted Simulation is performed for pair
{G12,G15} € Cerror and input test vector V4 = (0,0,1,0,1) for the erroneous circust of
Ezample 4.

Fig. 2.7(a) contains the erroneous circuit under simulation. Fig. 2.7(b) shows the
Inverted Simulation scenario when the potential error on line Gyo is excited and the one

on Gis is not. For this reason, the value of the faulty bit-list of Gy is complemented while
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the one of Gis s not. Observe that simulation of this potential design error excitation
scenario influences the lines in the union of the fan—out cones of Gz and Gis, namely
{Gi2, Bs, Bs, G1s, G17} and only these lines.

It can be seen from Fig. 2.7(b) that the values at the primary outputs after simulation
of this excitation scenario still differ from the correct ones. This implies that during
stmulation of vector Vi = (0,0,1,0,1) locations G2 and G5 cannot contain design errors
that are and are not excited, respectively.

The remaining two simulations of the potential design error ezcitation scenarios for
Inverted Simulation and vector v are shown in Fig. 2.7(c) and (d). Since none of the sim-
ulations yields a correct response at the primary outputs of Gg, the error pair {G1z, G5}

is guaranteed not to contain a pair of design errors and it should be deleted from Cerror-

Fig. 2.8 outlines the overall procedure. For every set of lines L € Cepror and every
vector v € Ve, 2 — 1 simulations are performed at the fan—out cones of the lines of L
(lines 1-7).

Each such simulation represents a different design error ezcitation configuration sce-
nario for the lines of L where a set L' C L contains lines with excited errors and set L — L’
contains lines with errors that are not excited. The minus one term in 2V — 1 accounts
for the case where no line of L has an erroneous value (for v) and this case should be
obviously excluded.

Inverted Simulation step is carried out efficiently with the use of the Fgroup values
so we need to resimulate only at the fan-out cones of the lines of L'. If L is a set of valid
modification locations then there would be at least one out of the 2V — 1 simulations that

yields correct primary output responses for v. If this is not the case for some vector of
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Figure 2.7 Inverted Simulation Procedure for Example 6

Vaet, L gets deleted from Cerror (line 8), otherwise, as shown in lines 9-11, the entry of L

in Cerpor 1s replaced with tuple(s) of the form:

(lo, lhy ..., In=1, not(k), v)

for each error excitation configuration k, 0 < k < 2V — 2, that rectifies the circuit
during Inverted Simulation at line 7 for input test vector v. The excitation number

not(k) is a O(N) bit number where the value 1 at the i—th position indicates that the
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INVERTED SIMULATION( Fe, Ge, by, Ly ..y In-1)

1. for every vector v € V,; do

2. fori=0to2¥ ~2do

3. i = not(f)

4. for j=0to N—1do

5. if (i AND 29) > 1 then

6. l; = Fgroup(v) = not(l; — Fgroup(v))

7. simulate at fan-out cones of ly, Iy, ..., Iy_g for v

8. delete error tuple (ly, 1, - .., In-1) from Cerrpr

9. forevery k, 0<k<2¥ -2do

10. if simulation of excitation configuration not(k) rectifies C for v at step 7 then
11. add error tuple (lo, ly, -, In—1, nOt(E), v) in Cerror
12. restore Fgroup values and values at I, 1y, ..., Iny—1 fan-outs

Figure 2.8 Inverted Simulation Procedure

value of line /; should be complemented during Inverted Simulation for v and the value
of 0 indicates that it should remain unchanged.

The first reason we add multiple copies of error location tuples with their respective
excitation numbers for the same vector comes from the fact that we need to capture valid
error line tuples of cardinality smaller than N as well. To see this, consider the box in
Fig. 2.9 being a circuit under simulation of vector v with only one failing primary output.
The dptted lines are sensitized paths from locations A and B that merge to some gate G
and then propagate to the failing primary output. Without loss of generality, assume that
G has only two fan-ins and v is the only failing input vector. The Inverted Simulation
algorithm for N = 2 will include four entries for the error tuple (4, .B) and vector v,

one for each design error excitation scenario. This is a desired result because all (G),
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(A), (B), and (A, B) are valid modification locations for N < 2. Observe that the actual
error(s) might or might not be some of the above error tuples.

The second reason of multiple error tuple addition will become evident during error
correction, presented in Chapter 4. However, the example that follows gives the intuition

behind this multiple error tuple addition.

Example 7 Fig. 2.10(a) shows an incorrect design with an eztra inverter Gy on line
I3 and a gate replacement error on line G3. Observe that under simulation of vector
V =(1,0,1,0), the eztra inverter is not observable * at the output O of the circuit. Since
O is erroneous for vector V, Inverted Simulation will return error tuples (G1,Gs,2,v)
and (G1,Gs,3,v) (Fig. 2.10(c) and (d), respectively). Error excitation configurations 2
and 3 together imply that the value of Gy for V is a don’t care (X ). This is expected,

since Gy is not observable for V and it is a fact that will prove useful during correction.

LAn error is observable at a primary output O if there is a vector that causes a sensitized path from
the erroneous line to that primary output.
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Figure 2.10 Recording don't care values

One might argue that Inverted Simulation is an expensive diagnosis procedure since
the time complexity is exponential to the number of desired modifications N. However,
this is not a drawback since the values of N for multiple DEDC are relatively small 2.
Our experimental results suggest that Inverted Simulation is an efficient procedure for
small values of N (< 3). Moreover, since the majority of the machines today use at least
a 32 word bit-length, all 2V — 1 steps of Inverted Simulation for a N-error line tuple L
can be carried efficiently with one simulation at the fan-outs of the lines of L. Finally,
Inverted Simulation works at the back end of the TOM procedure (Fig. 2.1) when the

majority of error tuples have been already eliminated.

?Recall that the experimental results of [1] show that N is usual less than or equal to 2.
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2.3.3 Handling Unknown Values During Diagnosis

The simulation of good and faulty circuits is usually performed using three-valued
logic: 0, 1, X. Therefore, our diagnosis strategy should cover the unknown value X.

In our presentation in Section 2.2, we assumed that the TOM procedure starts from
a failing primary output where the good circuit has a fully specified value (0 or 1) and
the faulty one has the opposite response. Considering how the procedure works, this
failing primary output cannot have the unknown value X. Now observe that a gate
whose output corresponds to the primary output under consideration either has one or
more controlling inputs, or it has all non—controlling values at its inputs 3. Therefore,
we can set the OM value of all lines with unknown value X equal to 0 and Theorem 1
will still hold.

Unknown values present no problem to the Inverted Simulation procedure as the lines

of the candidate error tuple we simulate always have well-defined (0 and 1) values.

2.3.4 Overall Diagnosis Approach

In this Section we describe the overall approach for error location that uses the concept

of checkpoints.

Definition 8 We define a checkpoint B € G¢ to be either a primary output or a fan-
out stem. We also let the clan By, of a checkpoint B be the set of all lines 1, including
B, such that every path from | to some primary output passes through B and B is the

checkpoint with minimum level.

3We assume that the output of an inverter with input X is still X and not X.
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Example 8 The black circles in Fig. 2.11 are the checkpoints for the erroneous cir-
cuit of Ezample 4. We also have that Osy,, = {Is, Bo, B3, Gis,Bs, Gi7} and Giage, =

{Br, Bs, G12}-

It should be noted that our definition and use of checkpoints is different from the one
presented in [68]. Moreover, for a line [ € B, B is a dominator for [ but it is not
necéssarily an immediate dominator [22].

Computing the set of checkpoints for a circuit G¢ takes time linear to the number of
lines of G¢ and can be done easily with an one pass over the circuit lines. The following
theorem, taken from [22] [38] is crucial for the correctness of the overall diagnosis strategy.

Note that the theorem is independent of any design error model.

Theorem 2 Let lines [,I' € G¢ where I' dominates | *. If there exists no modification

on l' that can rectify G then there ezists no modification on [ that rectifies Go as well.

Intuitively the theorem holds because if a line I’ dominates an erroneous line [ then
every sensitized path from [ to the erroneous primary output(s) must necessarily pass
through 7'.

The overall strategy for error location, shown in Fig. 2.12, is as follows: at first, the
procedures of Total Observability Measure and Inverted Simulation are applied to the
set of checkpoints B of the circuit G¢ (lines 1-4). In this manner, the error location
procedure deletes clans of the circuit that do not contain a design error. In this step
of the algorithm we need not save the excitation configuration number during Inverted

Simulation (line 4).

“We say that a line I’ dominates line [ if and only if all paths from [ to all primary outputs pass
through .
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Figure 2.11 Checkpoints and Clans for the Circuit of Example 8

Next, a new set of candidate lines is formed from the lines of the clans of checkpoints

of C!

error

(line 5). Finally, the two steps of the error location procedure are applied to
this new set of lines in order to compile the final Cepror set (lines 6-9). At the end of
the invocation of the Inverted Simulation procedure at line 8 the format of the candidate
list Cepror may contain multiple entries for error line tuples but each of them will have a

different excitation configuration number (or vector) signature.

2.4  Summary

In this chapter we presented an exhaustive on the error space method for multiple
design error diagnosis that is based on test vector simulation. The method is independent
of the design error model used as it identifies lines that can correct a design for a certain
amount of vectors V,.; and regardless of the error model that is used. In addition, the

proposed approach does not require any naming equivalence between the design and the
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ERROR_LOCATION( F¢, Gg, Vi, N)
Beheckpoints = {Bi, ..., B} = checkpoints of G¢
C!.,.r =Total Observability Measure( F¢, G¢, Beheckpoints; Vacts N)
for every error-tuple Ly, ..., Ly-1 € C. . do
Inverted Simulation( Fg, Ge, Lo, ..., Ln-1)
C = union of clans of checkpoints B; € some pair of C. .
(* find the final Ceppor from the checkpoints *)
Cerror =Total Observability Measure( F¢, Gg, C, Vou, N)
for every error-tuple Ly, ..., Ly_1 € Cepror do
Inverted Simulation( F¢, Gg, Lo, ..., Ln-1)

return(Cerror)

Bl el e D e

B B

Figure 2.12 Overall Diagnosis Approach

specification and it is applicable to large circuits where methods based on BDDs might
fail.

The first step of the diagnosis method is Total Observability measure. During this
step, for each erroneous vector v, erroneous tuples of cardinality less than or equal to N,
where N is usually less than or equally to 2, are explicitly enumerated and disregarded
from subsequent iterations of the algorithm if they do not meet the requirements of
Theorem 1. The main objective of Total Observability Measure is to reduce the error
space in an efficient and fast manner.

Next, an efficient test vector simulation procedure is introduced, Inverted Simulation.
In Inverted Simulation, each remaining error tuple is examined separately and disre-
garded if it cannot correct the circuit for the test vectors with erroneous primary output
responses. Inverted Simulation is based on a novel simulation procedure of every design

error excitation scenario at the fan-out cones of the error line tuple under consideration.
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Finally, observations on the dominance relation between lines of the circuit allow to speed

up both aforementioned error location steps considerably.
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CHAPTER 3

Multiple Design Error Diagnosis With Implicit
Enumeration of Error Tuples

3.1 Introduction

In this chapter we describe a diagnosis method for multiple DEDC that does an im-
plicit enumeration of error tuples. Our experimental results in chapter 5 show that the
method is efficient for diagnosis of designs with a large number of design errors (N > 2).
The method is not exhaustive on the error space, however, we develop techniques and
present heuristics that make it behave very close to exhaustive throughout our experi-
ments.

An overview of the proposed methodology is shown in Fig. 3.1. The method described
here is an extension of the work presented in [3] [4] [52] [60] [61]. Instead of explicitly
enumerating the set of all error tuples and reducing the error space from there [27] [28]
[55] [56] [51] [58] [59], we start with an initial estimate of the set of error tuples. This
set is further reduced by Inverted Simulation. If at the end of the procedure the error
set has qualifying candidates, we proceed with correction (Fig. 3.1). If the error list is
empty it means that either the circuit is N-source correctable but the error estimate
was not accurate enough, 6r the circuit is M-source correctable for some M > N.

Assuming that the design is N—source correctable, we repeat the error diagnosis procedure
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Figure 3.1 Overview of Diagnosis With Explicit Enumeration of Error Tuples

with a different estimate. If the error list is still empty after a number of iterations of
the algorithm, usually 3 or 4, then we can conclude that the circuit is not N-source
correctable and we run the algorithm for a higher value of V.

The experimental results in Chapter 5 show that the proposed approach has good
error resolution and it is run—time efficient as it can return results for designs corrupted
with multiple errors within seconds.

Recall from Chapter 1 that a line [, fan—in to an AND or NAND (OR or NOR) gate, has
controlling value for input vector v if the value of [ is 0 (1). If I drives a NOT or a

BUFFER it always has controlling value. Moreover, a line whose value changes during
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simulation under the presense of some fault(s) is called a sensitized line and a path of

sensitized lines is called a sensitized path [10].

3.2 Tracing Backwards from Erroneous Outputs

In this section we describe the path—traceback procedure developed in [60] to diagnose
bridging faults. We also give a proof of correctness of the procedure in the context of
multiple design errors.

Path-traceback borrows from eritical path tracing [3], star algorithm [4], and support
sets [52]. However, there are some subtle differences.

The above procedures were developed for diagnosis of single stuck-at faults. In other
words, the procedures assume that only one line can be the source of error. For multiple
design errors ! the source of failing primary outputs can be more than one line. Addi-
tionally, critical path tracing can result in approximations that will affect design error

diagnosis due to multiple path sensitization and partial self-masking [60].

3.2.1 Critical Path—Tracing

Before we describe the path—traceback procedure, we will give a brief overview of the
critical path-tracing algorithm [10]. In the following discussion, we consider lines with

well specified values (0 or 1).

Definition 9 A line [ has critical value = for vector v if and only if vector v detects the

error stuck-at T. If | has critical value for some vector v then | is a critical line for v.

1A circuit corrupted by a bridging fault can also be viewed as a N-source correctable design for
N <2. N can be 1 for a bridging fault because of the Byzantine Generals problem [42].
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Definition 10 A gate input is sensitive for vector v if and only if changing the value of

the gate input changes the value of the gate output.

The main idea behind critical path—tracing is to identify paths composed by critical
lines starting from primary outputs.

By definition, every primary output is critical under test v. Critical path-tracing
begins at a primary output and marks as critical all the sensitive inputs of a gate with
a critical output [3]. This process is repeated until a primary input is reached. In this
manner, critical path-tracing can identify single stuck-at faults detected by test vector

v.

€ 0
0
b c 0
0
LD
91 k

(b) Approximation Due to Partial Self-Masking

Figure 3.2 Critical Path-Tracing Approximations
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However, critical path tracing can result in approximations that will affect diagno-
sis and, therefore, miss potential error lines. The following example, taken from [60],

illustrates this problem.

Example 9 In Fig. 8.2(a) and (b), bold lines are critical lines. In Fig. 3.2(a), line c
stuck—at 0 is critical but path—trace entering from line j stops at j as none of the fan-ins
h and k of the géte that drive j are sensitive. Thus, path-trace procedure will not include
line ¢ which is eritical. This problem is referred as multiple path sensitization.

A similar problem occurs in Fig. 8.2(b). Line b stuck—at 0 is critical but path-trace
stops at e since line ¢ stuck—at 1 is not critical. This problem is known as partial self-

masking.

Techniques to alleviate the above problems by separate examination of reconvergent
fan—outs have been proposed [43]. However these procedures add to the computational
cost of the algorithm. Further, critical path-tracing was developed for single stuck-at
faults and not for sets of faults.

Critical path—traceback [60], presented in the next section, alleviates these problems

by doing a “conservative” line selection.

3.2.2 Critical Path—Traceback

Critical Path-Traceback [60] starts from an erroneous primary output that marks as
critical. Then it traces backwards towards the primary inputs selecting critical lines as
follows (Fig. 3.3): If the output of the gate G has been marked as critical and G has one
or more fan-in(s) with controlling values then it randomly selects (marks) as critical any

one of them. If G has all fan—ins with non—controlling inputs, then it marks as critical
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all fan-ins. If a branch is critical, then the algorithm automatically marks critical the

stem of the branch.

- G has one or more controlling inputs:
* Select any one of them

OO

} 1

- G has all non-controlling inputs:
* Select all of them

| [ 0
pixE
| —

- A branch has been selected:
* Select stem
L

Non critical line

Critical line

Figure 3.3 Critical Path—Traceback Line Selection Algorithm

Example 10 For the circuit of Fig. 3.2(a), assuming that line j is selected by critical
path—traceback, the algorithm can proceed by selecting lines {j, h,d,e,c,a}. For the circuit
of Fig. 3.2(b) and assuming that line j is selected by critical path—traceback, the algorithm
proceeds by selecting lines {j, h, e, ¢, a,p,b}.

Observe that in both cases, the procedure includes critical lines a and b.

Define Vf to be the set of lines selected by path-traceback when tracing from erroneous
primary output PO; and vector v;. The following theorem, which we prove here, is crucial

for the correctness of our approach.
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Theorem 3 Let N-source correctable design Go and L = {ly,ls,...,In} be any valid
correction tuple. If v; is a vector that activates the inconsistencies, and PO; is an erro-

neous primary output for v;, then Vf contains at least one element from L.

Proof. Let L’ be the minimal subset of lines of L so that when their values get
complemented for v; and this diﬂereﬁce is propagated towards the primary outputs, PO;
returns to its correct value.

Clearly, by definition of L', there is one or more sensitized paths from each member

| of I’ to PO;. We claim that V;f contains some element [ € L.

Let V;’n be the set of all lines selected that far by path-traceback at the n—th step
of the algorithm. For example, for the circuit of Fig. 3.2(b) we have that V;,J;z = {j,h}.
With the use of induction, we will show that for every n, V;in contains a line of some
sensitized path from some ! € L’ to PO;. Proving this proves the claim as the algorithm
will eventually select / in V;,, for some n < maz circuit level.

For the base case n = 1, path—traceback does select the erroneous primary output
PQO;. Let us assume that it holds for n steps, that is, ijn contains line !’ of some sensitized
path from [ to PO;.

To prove that it holds for the next iteration of path—-traceback, observe that if I/ € V;’n
is a br.anch then the stem will automatically be included in V},,, by the algorithm. If
I' is a fan—out of a gate with multiple controlling fan—ins, then observe that all fan—ins
with controlling values need to be changed so that I’ changes its value. Thus, every such
fan-in will belong to some sensitized path(s) from elements of L’ and induction holds for

Vi

7m+1c
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Same reasoning as above shows that induction holds for the case where I is a fan—out
of a gate with all non-controlling fan-ins. This completes the induction and proves the

claim.

3.3 Single Error Location

In this section we describe our diagnosis method for the single design error case. This
case is the simplest one and the method presented here is a direct extension of the results
of Section 3.2.2.

How does Theorem 3 translate under the Error Assumption of Section 1.2.2 for the
single design error case?

Let . be a valid error location. For the single error case, the Error Assumption reduces
to the statement that V. is a non—empty set of vectors that activate the inconsistencies.
Further, according to Theorem 3, critical path—traceback is guaranteed to include /. in
every set V;-i and for all erroneous primary outputs PO; and vectors v; € V,. In other
words, [, will exist in the intersection of lines of all V;-i’s, that is,

l. € N Vi, d=1,.0,| Vaet | (3.1)

7
PO; erroneous for v

This observation is also shown in Fig. 3.4. The box represents the initial error space,

that is, all the lines of the circuit. V;}, V2 and V3? are three sets of lines selected by path—

traceback for 3 different runs of the algorithm. The error set, Cepror, is the shaded area

which also is the intersection of the lines of V3, V? and V? according to Equation 3.1.

Due to Theorem 3, Cerror in the figure above must contain all single valid modification

locations.
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Error Space

Figure 3.4 Space Pruning For Single Error Diagnosis

It can be seen from Fig. 3.4 that every run of path-traceback for a different set of
erroneous primary output and input vector has the potential to reduce the error space
but never increases it. Diagnosis for single design errors with implicit enumeration of
error pairs is shown in Fig. 3.5. Initially, we quickly reduce the error space by applying
path—traceback for the vectors of V,.;. Once the algorithm has deleted the majority of
error candidates, Inverted Simulation is performed (Section 2.3.2) to reduce the error

space further.

3.4 Multiple Design Error Diagnosis

For a design G¢ corrupted by multiple errors, Theorem 3 says that every run of the

path-trace back procedure is guaranteed to include at least one line of each valid error

53



IMPLICIT_SINGLE.ERROR DIAGNOSIS( F, Ge, Vi)
1. Corror = {G¢ circuit lines}
2 for every vector v; € Vo do
3. for every erroneous P0O; do
4. Cerror = CerrorN PATH_TRACE.BACK(v;, PO;)
5 for every tuple (lo, 11, ...y Iy—1) in Cerror do
6 INVERTED_SIMULATION( F¢, Ge, lo, b, -+, In-1)
7 return(Cepror)

Figure 3.5 Implicit Diagnosis for Single Design Errors

tuple. However, since the different V}j sets might contain different element(s) of different
error tuple(s), Equation 3.1 does not hold any longer.

In this section, we define the concept of an Intersection Graph originally presented
in [60] for bridging fault diagnosis. This graph is a data structure useful in keeping track
of the different kind of information that path—trace back has to offer. We also define a
novel concept of a N—graph reduction that will allow us to direct our search for valid

N-error tuples in the potential error space of an N—source correctable design.

Definition 11 The Intersection Graph(IG) G = (V,E) of a G¢ is an undirected
graph where each vertez V; € V contains a set of lines from G¢ denoted as lines(V;).

Edge (V;,V;) is in E if and only if lines(V;) N lines(V;) # 0.

Example 11 The intersection graph of Fig. 3.6 contains 6 vertices Vi, Va,...,Vs. Each
vertez contains some lines from the circuit of Fig. 3.2(b) and two vertices are adjacent if

and only if the intersection of their line sets is non—empty according to Def. 11.
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Figure 3.6 An Example of an Intersection Graph

Definition 12 Let IG G = (V,E) and let Vg = {V1,Vo,...,Vn}, N > 1, be N distinct
vertices of G such that Vi, j,1 <1,7 < N andi+# j, we have that lines(V;) Nlines(V;) =

0. For every V; € Vg let V¥ be the set defined as follows:

V;adj ={V;, : Vi, €V is adjacent to V; and not adjacent to any vertex of Va — Vi}

We define an N—graph reduction that respects Vg on G the new IG G' = (V', E')
that we get if ¥i,1 < i < N, we replace every set VP% = {Vi,,Vi,..., Vi, } with a new
node V; where lines(V,) = lines(V;)Nlines(V, )Nlines(Vi,)N...NIines(V;, ) and compute

the new edge adjacencies of G'.

Definition 13 An IG G = (V, E) is called N-reducible if and only if there ezists an

N—graph reduction on G.
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Figure 3.7 A Reduced Intersection Graph

Example 12 Fig. 8.7 shows the resulting graph when a 2—graph reduction that respects
Vr = {Va,Va} is performed on the IG of Fig. 8.6. In detail, Vi¥ = {Vs} and V¥ = {V5}.
Observe that Vi & V¥ because it is adjacent to Vj.

According to Def. 12 we have that lines(Vy) = lines(V2) N lines(Vs) = {a} and
lines(V]) = lines(Vy) Nlines(V3) = {p}. Notice that the reduced graph of Fig. 3.7 is both

2 and 3 reducible.

3.4.1 Pruning the Error Space Through Graph Reductions

In this section we describe how we can use the concept of a reducible IG so that
we prune the error space. We first give a procedure to construct and process an IG for
an erroneous design G¢ and then we present some interesting properties of this data—

structure.
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Figure 3.8 Erroneous Implementation for Example 13

Definition 14 Let Go be a N-source correctable design. Define IG G° = (V° E°) to
be the initial IG. Every vertex in VO is the set of lines from a run of the path-traceback
procedure for a different erroneous primary output PO; and a different vector v; € V.
Define G' = (V*, E?), i > 0 to be the resulting IG after i consecutive N-graph reductions
on G° where an arbitrary number of verter additions from path—trace back can interleave

the reductions.
The following examples illustrate the construction of the IG for two erroneous circuits.

Example 13 Fig. 3.8 contains the erroneous circuit of Fxample 4 (Section 2.8.1) sim-
ulated for two input vectors (0,0,1,0,1) and (0,0,1,0,0). The values of the vectors at

respective lines are shown within parentheses.
The first vector produces erroneous results for both primary outputs, while the second

vector activates the inconsistencies at primary output Gig. Fig. 8.9(a) contains the initial
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(b) GO after path-trace back for second vector (left) and
d after a 2-graph reduction (right).

Figure 3.9 Example of Circuit Graph Construction and Graph Reduction

IG G° when path-traceback is performed from each of the erroneous primary outputs for
the first input vector. V; is the vertex created when path~traceback originates from output
Gie and Vo when path—traceback starts from Gyr.

The left side of Fig. 3.9(b) contains the situation when path—trace is performed for
the second input vector and erroneous primary output Gy7. Verter Vi is added to G°
and it is adjacent to Vi. The result of this vertex addition is the existence of a 2-graph

reduction that respects Vg = {Vi1, Va} (or, equivalently, V§ = {V5,V2}). The result of this
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reduction is shown to the right of Fig. 3.9(b) where vertices Vi and V3 have been replaced

by Vi where lines(Vy) = lines(V4) N lines(Va).

11 (0,1)

12 (0,0)

Gs (.9 : (1) o1
NAND Gat\ F G16
B5
.' 'S

(1,0) o2

I5
@)
' V2
G16 B5 G12 G17 B6 Gi2
B4 I2 } LB? G9 14

V3

B4 12 G15

G17 B6 G12
BO 12

(b)

Figure 3.10 Erroneous Implementation and IG for Example 14

Example 14 Consider the erroneous circuit of Fig. 3.10(a) where Gi5 is a NAND gate
replacement error and the connection I,—Gqs is an extra wire error. The circuit is sim-
ulated for two input vectors, (0,0,1,1,0) and (1,0,1,0,1) and the values are shown in
parenthesis above each line. The first vector produces erroneous results in both primary

outputs, while the second vector produces erroneous results at O,.
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The resulting IG is a cligue and it is shown in Fig. 3.10(b). Vi and Vs are the resulting
nodes when path—trace back begins from O; and Oy for the first vector, respectively. Va is

the IG node that results from path-trace back for the second vector.

The following theorem is important for the correctness of our diagnosis approach. We
should emphasize the fact that the theorem holds for N-graph reductions on an IG for
an N-source correctable design only (Def. 14). We will have the chance to discuss the

implications of this requirement shortly after the proof of the theorem.

Theorem 4 Let Go be an N-source correctable design. Every vertez of G' = (V*, EY),
where ¢ > 0 contains at least one line from each valid modification tuple. Moreover, G*

can have at most N vertices non—adjacent to each other.

Proof. Initially, we show that if the theorem holds for G* then it also holds after a
vertex has been added to G".

If every vertex of G* contains at least one line from each valid modification tuple,
adding a new vertex from path—trace back will not violate this property (Theorem 3) and
the first part of Theorem refiglthm holds. The second part of the theorem also holds for
suppose, towards a contradiction, that there was a set V4;; of N4k, k£ > 0, non-adjacent
verticés after a vertex addition occurred on G®. Then, since every vertex contains at
least one element of every valid modification tuple and G¢ is N—source correctable, there
should be at least two vertices of Vj;, that are adjacent, a contradiction.

Now we show that the theorem holds for any number of N—graph reductions. We will

prove this with the use of induction on the number of reductions.
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For ¢ = 0 the theorem holds as every vertex in V° contains at least one element of
every valid modification tuple due to Theorem 3. Furthermore, G° cannot have more than
N non-adjacent vertices because assume, towards a contradiction, that there were N +k,
k > 0, vertices V4, Va, ..., VN1 non-adjacent to each other. Let L = {l3,1,,...,In} be a
set of modification locations. Theorem 3 implies that each vertex contains at least one
distinct line of L there should be at least two vertices in V* that contain the same line
and, thus, are adjacent, a contradiction.

Assume that the theorem holds for G*, we’ll prove that it holds for G™*! for a reduc-
tion respecting set V.

To prove that the first part of the theorem holds for G**!, observe that each set
V4 V; € Vg, should contain the same line from each valid modification tuple, otherwise
there would be two vertices V;,V;,7 # j of Vg that are adjacent. Since every vertex
in V% contains the same line of every valid modification tuple, these lines should also
appear in their intersection.

To prove the second part of the theorem, assume that G*** has N + k,k > 1 non—
adjacent vertices V = {V4, Va,..., Vnyi}. Since each vertex contains at least one line from
each valid modification tuple (first part of this theorem proved in previous paragraph)
and the design is N-source correctable, this implies that there would be at least two
vertices in V' that are adjacent, a contradiction.

Observe that the above theorem also gives a lower bound on the number of modifica-
tions needed to rectify an erroneous Gg; if G°, for some 7, has N non—adjacent vertices,
then the design is guaranteed not to be K-source correctable for K < N due to The-

orem 4. However, the design might be M-source correctable for some M > N since,
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Figure 3.11 A 2-Graph Reduction on a 3-Source Correctable Design

according to the theorem above, an M-source correctable design can have at most M
non-adjacent vertices.

It was emphasized earlier that Theorem 4 holds only if we perform N-graph reductions
on an N—source correctable design. What happens if we waive this requirement and allow
a K-graph reduction on an N-source correctable design for K < N? Unfortunately, as
the following example illustrates, Theorem 4 does not longer hold and we may jeopardize

the error resolution.

Example 15 The IG on the left of Fig. 3.11 is an IG for some 3—source correctable
design. Assume that (A, B,C) and (X,Y,Z) are two valid modification location triples.

Suppose we perform a reduction that respects Vg = {V;,Va}. The resulting graph is
shown in the right side of the figure. The reduction on V deletes lines B and C, while

the reduction on V deletes lines Y and Z and Theorem 4 does not longer hold.
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Theorem 5 Let Gt = (V;, E;) for N-source correctable G¢. If we perform a K-graph

reduction, K < N then Theorem / does not necessarily hold.

Proof. Immediate from Example 15.

3.4.2 Implicit Enumeration

In this section we describe our implicit design error tuple enumeration diagnosis al-
gorithm. The question that we address is how to enumerate a set of valid error tuples
Corror given an IG G'.

Given an IG G, the first action is to find the maximum number K of non—adjacent
vertices. As explained in the previous section, K also serves as a lower bound on the
necessary number of modifications to correct the design. However, given G*, the design
can be N—source correctable for any N > K. Therefore, in our discussion and final algo-
rithm, an initial guess IV of the potentially desired number of modifications is required.

This guess N should always be bigger than or equal to K.

Definition 15 Given an IG G* = (V*, E*) we define an n—sample of Vi, n <| V|, to

be the union of lines of n randomly picked vertices of V*.

Depending on the structure of G¢, a different error enumeration technique for Cerror

is used. These techniques are as follows:

¢ K = 0:If K =0 it implies that G® is a clique, that is, there exists an edge between
every two vertices of G?. To compile Cepyor, we pick the vertex V € V? with the
smallest number of lines. Observe that line(V) is guaranteed to contain one line

from each valid modification location due to Theorem 4.
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Figure 3.12 Subgraph of a Clique IG

We then pick an n-sample of V* for some small n. In our experiments, n is usually
less than 10. Finally, we ezhaustively compile N—tuples where the first element of
each tuple is a line from line(V) and the remaining NV — 1 elements are from the

union of the lines in line(V) and the n-sample.

e K > 0: If K > 0 it means that there is at least one set of K non—adjacent vertices
{Vi,Va,...Vx} in Vi. To compile Cerror for this case, we pick an n-sample of V¢
for some small n. Subsequently, we ezhaustively compile N-tuples where the j—th
entry of the first K elements of each tuple is taken from lzne(V;) and the remaining

N — K elements are selected from the n-sample 2.

2QObserve that the n—sample is an empty set when N = K.
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Then for every set of K non-adjacent vertices of G*, {V{,V4,...,Vi}, we delete
the error tuples from C..,.r that don’t have a subset of k lines, each of them in

some distinct line(V}).

Example 16 Implicit enumeration for the IG of Fig. 3.9(b) yields 21 error pairs as
K = N = 2. These pairs are: (Gis, G17), (G, Be), (Gs, Bo),(Ghe, G1s),(Ghe, Gr2),
(Gre; Ba)(Gie; I2),(Gs, Ghr), (Gs, Be),(Gs, Bo),(Gs, Gis), (G, G12),(Gs, Ba),(Gs, 12),
(I, Gv7),(11, Bs),(I1, Bo) (11, G1s),(I1, Gi2),(I1, Bs) and (11, 12).

Equivalently, for the clique of Fig. 8.10(b) we have a total of 40 pairs if we pick as a
1-sample vertex V3 and 80 pairs if the 1-sample is V,. In both cases, the vertex with the

smallest line set s V;.

Assume that G¢ is indeed N-source correctable. Unless K = N, the resolution of
the implicit error enumeration method described above clearly depends on the n—-sample.

The importance of a good n—sample is demonstrated in the example that follows.

Example 17 Fig. 8.12 contains a subgraph of a clique IG for some 3-source correctable
design. Clearly, K = 0. Assume that (A,B,C),(M,N,K) and (X,Y,Z) are three modi-
Jfication tuples. If n =2 and our 2-sample is Vi and V3 (V; is the smallest element) then

Corror Wil not contain none of the above modification tuples. A good 2—-sample is V; and

Va.

How do we know if we picked a good n-sample? Fortunately, Inverted Simulation, an
exhaustive on the error space procedure for the set of vectors Vact, provides an answer to

this question.
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Suppose that we compile C,r,r in the forms of N-error tuples for some erroneous G¢
that we suspect it is N-source correctable as described above. If Ccrpor contains one or
more valid corrections, then these corrections should qualify during Inverted Simulation.

If Cerror 1s empty after Inverted Simulation it means that it did not contain any
valid correction and we repeat the implicit Ce,,,r enumeration process for a different,
and possibly larger, n—sample. If after many iterations of this algorithm Cppyor remains
empty, then we can conclude with high confidence that G¢ is M—source correctable for

some M > N.

IMpLICIT_ERROR-DIAGNOSIS( Fg, Ge, N, n, iters)
1. for every vector v; € V,; do

2. for every erroneous PO; do

3. Place V} = PATH_TRACE_-BACK(v;, PO;) in Vo
4. V;u =V

5. while V/, #0 do

6. Randomly choose VieV) and add it in IG G

7. Delete V; from V),

8. while there are N-graph reductions in G do

9. REDUCE_IG(G, N)

10.  Cerror=IMPLICIT_ERROR_ENUMERATION{N, n)

11.  for every error tuple {lo, ki, ..., Iv—1) in Cerror do

12. INVERTED_SIMULATION(F,, G, ly, ..., In-1)

13.  if Cerror = B goto line 4 unless max # of iterations iters is reached
14.  return(Cerror)

Figure 3.13 Implicit Diagnosis for Multiple Design Errors
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3.4.3 Multiple Error Location

We are now ready to describe the overall error diagnosis approach with implicit enu-
meration of error tuples for N > 1. The case where N = 1 is covered in Section 3.3.

The multiple diagnosis algorithm is shown in Fig. 3.13. The input to the algorithm
are the specification, implementation, a guess IV of the design correctability, a number n
for the random sample and a maximum number of iterations ¢ters the procedure should
be repeated if Cerpor is empty.

In lines 1-3 we compile a set of distinct vertices V,;; from consecutive path-trace back
runs for all vectors of V,.; and all erroneous primary outputs. The IG graph is built in
lines 5-9; vertex insertions (line 6) are followed by N-graph reductions (lines 8-9) until
V. is empty and no more reductions are possible.

The error set Ce,ror is created in line 10 in the way described in Section 3.4.2. Every
invocation of IMPLICIT_ERROR_ENUMERATION() uses a different sample.

If Cerror becomes empty during Inverted Simulation (lines 11-12) then we repeat the
process (line 13) unless we reached the maximum number of iterations iters and we exit
with an empty error set.

In our implementation, the procedure of Fig. 3.13 is applied on the checkpoints of the
circuit G¢. Due to Theorem 2 from Section 2.3.4, the theory developed in this chapter
also holds for the checkpoints of the circuit alone. In our experiments, once the algorithm
of Fig. 3.13 terminates for the checkpoints of G with output the set Ce,,o., We create a
new C,..,. from the clans of the checkpoint of Cerror. Then we run Inverted Simulation

on the elements of C7,, .. so we get the final set of modification tuples.
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3.4.4 Implementation Issues

In this section, we discuss an efficient implementation of the multiple design error

diagnosis algorithm and present heuristics that improve error resolution.

e We represent the IG in an adjacency list format where the set lz’nes(V}i) of every
vertex V;-i is being kept as a bit—vector; the k—th entry of the vector is 1 if and only if
the k-th line of G¢ is contained in V;’ This makes it efficient to perform reductions

and do implicit error enumeration through the use of the bit—wise operations AND

and OR [60].

e The complement G of G is also maintained. This makes it efficient to find the

non-adjacencies used for reduction and implicit enumeration.

e Recall from Section 3.2.2 that path—trace back has sometimes to make a choice on
the line to select for the next iteration. A different selection of lines gives different,

and possibly better, results.

In our implementation, we keep a reference counter on each line of the circuit.
This counter is initially equal to zero. Every time a line is selected by path—trace
back, the respective reference counter is incremented; every time the line is deleted
due to a graph reduction the reference counter gets decremented for all instances
the line is present. When path—trace back has to select from many lines, it selects
the one with the lowest reference—counter. This line is less likely to to introduce

adjacencies into the IG.

68



If all lines have the same reference counters, then the one that is closest to the
primary inputs is selected. This line has the potential to create a shorter path from

the primary outputs to the primary inputs during path-trace back.

Finally, if one of the choices is a branch whose stem has already been selected by

path—trace, we select the branch since it adds nothing to the selected set of lines.

3.5 Error Masking

Consider the simple circuit of Fig. 3.14(a). This circuit is corrupted by two design
errors; (4 should be an OR gate and (3 should be an AND gate. Nevertheless, the error
on (1 is not observable ® at no primary output. However, observe that the error on Gy
is observable when the error on G is corrected (Fig. 3.14(b)). This situation is referred
in the literature as error masking [10][51].

Error masking has not been a problem in our presentation so far because of the Error
Assumption of Section 1.2.2 that required that at least one sensitized path exist from
the error location to some primary output . However, the implication of error masking
on multiple DEDC is important.

Observe that the circuit of Fig. 3.14(a) is 2-source correctable, but every algorithm

that will perform a single rectification will fail because the circuit of Fig. 3.14(b) is still

3See section 2.3.2

*The other implication if we drop the Error Assumption is that Ve might not contain vectors that
activate and propagate all design error to some primary output(s). The experiments in this thesis
and [27] show that a relatively small size of input test vectors used for verification is sufficient for
Error Assumption to hold. However, there is no theoretical foundation to support the argument. For

a discussion of how to have a V. via symbolic methods so that the Error Assumption holds, see
Section 4.3.3.
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Figure 3.14 Example of Error Masking

erroneous. On the other hand, no algorithm, to our knowledge, will try to attack the
design as a 2-source correctable since the error on Gy is not observable.

If a design fails to be N—source correctable for small values of NV it might be because of
error masking. In our experiments, error masking did not occur in 2—correctable designs
and it was rare in 3-correctable design. In less than 10% of the cases for the ISCAS’85
benchmark circuits C3540, C5315, and C7552 it happened for an error to be masked for
all input vectors by some other design errors. Our intuition and experiments suggest

that error masking is more likely to occur as the value of N increases.
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A solution to this problem with our diagnosis methodology is to track the erroneous
primary outputs for each input vector of V,.. Diagnosis is performed as explained in
Chapters 2 or 3 and if some simulation of a vector v € V,.; for Inverted Simulation yields

new erroneous primary outputs, diagnosis is performed for all such new outputs.

Example 18 Line Gy qualifies Inverted Simulation for input vector (0,1) as it corrects
Os. However, Oy will give a new erroneous primary output response for Inverted Simu-
lation on G;. Since there’s no sensitized path when we complement the value of G412 to

O for vector (0,1), the erroneous response on O; should come from an error previously

masked.

Multiple diagnosis steps obviously add to the computational cost of the algorithm

but they are necessary so that we can handle error masking.

3.6 Summary

In this chapter we presented a multiple design error diagnosis approach that performs
an implicit enumeration of error pairs. This eliminates the exponential explosion of
error space (Eq. 1.1) but it does not guarantee, on a theoretical level, to return all valid
modiﬁca,tion tuples, that is, it is not exhaustive on the error space. This happens because
the set of error tuples returned sometimes depends on a random sample.

The algorithm is based on a unique path-traceback algorithm, similar to path-tracing
used for diagnosis of stuck-at faults. The information produced by path-trace back is

used to construct a graph. Different graph operations allow us to process this graph and
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reduce the error space dynamically. Finally, we use the processed graph and the concept
of an n—sample to implicitly enumerate N—error tuples.
In the last part of this chapter, we discuss the implication of error masking in the

area of multiple DEDC and we propose an approach to a solution for this problem.
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CHAPTER 4

Design Error Correction

4.1 Introduction

The purpose of diagnosis is to reduce the number of potential error tuples significantly.
Once this is achieved, circuit rectification needs to be performed. In this Chapter, we
describe two Design Error Correction techniques; the first uses test-vector simulation and
the second is symbolic.

Both methods are exhaustive on the correction space in the sense that they will not
miss a correction if such correction exists in the modification model of Def. 3. This is
because the symbolic method runs over the one based on test—vector simulation which is
exhaustive on the error space by construction.

The symbolic method is also exact on the correction space. This means that thereis a
guarantee that each member of the output list of corrections will successfully rectify the
design; The experimental results in Chapter 5 suggest that test—vector simulation gives
exact on the correction space results too although there is no theoretical foundation
to prove it. Since the simulation results are based on a small fraction of the input
vector space, there is no guarantee that they will correct the circuit for all vectors.
Nevertheless, such a method is still useful and interesting to explore because once the list

of potential corrections has been narrowed down to a very small number, an appropriate
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verification tool can be used to check the correctness of the new implementation for each

such correction.

4.2 Correction with Test Vector Simulation

In this section we describe a run~time efficient and exhaustive on the correction space
test vector simulation technique for multiple design error correction. The technique
compiles ezhaustively the correction list and verifies it with random vectors along with
the vectors for stuck-at faults that did not activate the inconsistencies during diagnosis.

More in detail, a list of all possible corrections from Def. 3 and for every remaining
candidate of Ceprpor is compiled ezhaustively.

Recall that during the Inverted Simulation step we keep track of potential N—error

line tuples in the form of the following equation:
L= {Zo, Zl; ceny IN_l, not(k), 'U}

The above tuple implies that error location tuple {ly, 1, ..., {y—1} can correct vector
v € Vo if the Fgroup bit-list value for v gets complemented (retains its value) for line
I; when the 2°~th bit in the error excitation scenario not(k) is equal to 1 (0).

The main idea behind our error correction scheme is to find all possible corrections
from Def. 3 for each line /; so that when applied, they produce Fgroup values that respect
at least one of the error excitation configurations for every input vector v € Vact.

The theorem that follows formalizes this idea.

Theorem 6 Let input vector v € Ve and let {lo, 11, ..., Iy—1} be a suspicious set

of error lines for error configurations not(k;),not(ky),...,not(ky) of an N-source cor-
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rectable circutt. In other words, the following N—error line tuples are part of the output

of Inverted Simulation:

{lo, l1, ..., IN-1, not(k1), v}
{Zo, Zl, caey lN—l; not(kz), 7)}
{lo, Zl, Weey ZN_l, not(km), ’U}

Let Cy,C1,...Cn_1 be a set of corrections that rectify the design. Then the value of
i, Vo, 0 < ¢ < N — 1, under simulation of vector v when C; is applied should be in the

set:
{2° AND not(k),2° AND not(ky),...,2° AND not(kyn)}

Equivalently, the new value of I; for v can be either a 0, or a 1, or a don’t care (X).

Proof. Immediate from the way Inverted Simulation works (Fig. 2.8).

4.2.1 Wrong Gate Correction

Suppose that we are considering a Wrong Gate type correction for a line I; of some
error tuple and let erroneous vector v € Vo (v € Fgroup, equivalently). The new gate
configuration that will drive /;, when applied, should produce a new value on I; for v that
exists in the union of the excitation configurations that rectify the design according to
Theorem 6. Moreover, this condition should hold for all vectors v € V.

The following example illustrates the above observations.
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Example 19 Correction is applied for the pair of error locations {G1,G2} shown in

Fig. 4.1(a) and error tuples

(Gla G27 17 ’01)
(Gl, Gz, 1, ’02)
(G17 G2> 37 U2)

Fzcitation configuration 1 for vector v implies that v p’r‘oducés correct results at the
primary outputs if the potential error on Gy is activated and the error on Ga is not.
Equivalently, excitation configuration 3 for vector v means that both errors on GGy for this
error tuple during Inverted Stmulation for v are activated.

Assume that the correction pair under consideration is a missing gate for Gy and a
gate replacement error for Go. This is shown in Fig. 4.1(b), where G' # G; and G5 # Gs.
Moreover, assume that when we apply this correction pair and simulate according to the
fan-in values shown in Fig. {.1(a) we get the new fan—out values of the shaded bozes in
Fig. 4.1(b).

We observe that the new values for vy are {G1, G2} = {0,1} and they respect excitation
scenario 1 and Theorem 6 . The same holds for the second vector ve and this correction

pair qﬁaliﬁes; Observe that if the error tuple

(Gl, Gz, 3, ’02)

did not exist in the original list, then the above correction pair would not qualify and

it would have been removed from the list of potential corrections.
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Figure 4.1 Wrong Gate Correction on an Error Pair

4.2.2 Wrong Wire Correction

Wrong Wire Corrections are performed in a similar manner to the one described above
as they also obey Theorem 6. The only additional work for wire related corrections is
that we need to consider wires that do not create combinational loops.

Once we satisfy this requirement for a particular candidate, we proceed exhaustively

to compile the list of Wrong Wire Corrections.

4.2.3 Wrong Gate/Wrong Wire Correction

For corrections of the Wrong Gate/Wrong Wire case, we compile an exhaustive
list of all Wrong Gate corrections from Def. 3 and apply the techniques of the previous

paragraphs on each candidate correction of this list.
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TVS_CORRECTION(Cerrory Vast)
1. for every distinct set of error lines L = {lp, l1,...,Iv-1} € Cerror
2. Let v; be a vector of V,.; and
not(ky),not(ks), . . .,not(k,) all excitation scenarios of L for v;
Corry, = TVS_CORRECT_VECTOR(L, not(ki),not(ks), ..., not(kn), v:)
for every vector v; € Voo, 7 # 1, do
Let not(k1), not(ks),. .., not(k,) all excitation scenarios of L for v;
Corry, = Corr,N TVS_CORRECT_VECTOR(L, not(ky ), not(ks),. .., not(k, ), v;)
Let Corr = UCorry, for every distinct set of error lines ;.
Verify every member of Corr with stuck-at/random vector simulation

N oo e

TVS_CORRECT_VECTOR( ly, h, --., In-1, not(k1), not(ks), ..., not(kn), v)

1 fori=0toN—~1do

2 Apply Wrong Gate correction on I;

3. Compute new_fan—out_value(l;) for v

4 if new_fan-out_value(l;) € {2AN Dnot(k;),2' AN Dnot(k;), ...,
2! AN Dnot(k)} then

5. add correction in Corry,

6. Apply Wrong .Wire correction on I; (when necessary, consider
every line I’ ¢fan—out.cone(l;))

1. Compute new_fan-out_value(l;) for v

8. if new_fan-out_value(l;) € {2° AND not(k,),2° AND not(k),...,
28 AND not(k,)} then

9 add correction in Corry,

10.  Let Corr, be the cartesian product Corry X Corry, X ... X Corryy,_,
11, return(Corr,)

Figure 4.2 Design Error Correction With Simulation

4.2.4 Overall Correction Strategy

Once the list of potential corrections has been compiled exhaustively as described in
the previous three sections, an additional verification step is performed.
This step uses the vectors that did not activate the inconsistencies in the first place

(T'group values, see section 2.3.2). For every set of potential corrections, the corrections
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are applied and simulation is performed at the fan-out cones of the respective lines. This
step can be carried efficiently with parallel bitwise test—vector simulation [66].

The candidate corrections that give an erroneous response at the primary outputs of
the circuit are deleted. The set of N—correction tuples that remain is also the output of
the correction algorithm.

It is straightforward to see that for each error location tuple, the correction procedure
described above, although exhaustive on the correction space, it is an efficient one. Gate
related corrections are performed locally to the line under consideration, while wire related
corrections require a single pass over the circuit lines.

The overall procedure for error correction with test—vector simulation is illustrated
in Fig. 4.2. TVS_CORRECTION is the procedure that performs correction by calling
TVS_CORRECT_VECTOR iteratively for every vector. TVS_CORRECT_VECTOR is the
procedure that returns a set of corrections for an error tuple and a single vector v ac-
cording to Theorem 6. TVS_CORRECTION returns the final set of corrections by taking
the intersection of the sets returned by TVS_CORRECT-VECTOR (Fig. 4.2, line 6) and
verifying them with stuck-at and random vectors. We omit the Wrong Gate/Wrong Wire

Case from Fig. 4.2 since it is a straightforward extension of the pseudocode described.
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4.3 Correction with BDDs

4.3.1 Boolean Equations
4.3.1.1 Forming an Error Equation

In this section, we generalize the results of [22] and [23] and describe a BDD based
method for correction of multiple errors. The method is computationally more expensive
than the one described in the previous section because it involves the invocation, main-
tenance and manipulation of BDDs. However, in comparison to the work of [23] and
[39] that also use similar symbolic techniques, the algorithm described here guarantees
to return all N—correction tuples for NV > 1 that rectify the design, if such modifications
exist in the modification model that is used in the particular run of the algorithm.

First, we need to give some useful definitions and define the concept of an error equa-
tion with multiple unknowns. In the discussion that follows we use the terminology

of Section 1.2.1. When a symbol is underlined it denotes a wvector element.

Definition 16 Let z = {z1,%2,...,2n} be a set of distinct circuit lines of an incorrect
Go and let X = {X1,Xs,...,Xn} be a set of new input variables. The modified
network G% for G¢ is obtained if we replace the set of lines of z with the respective

elements of X.
Definition 17 Let EQ®(PI,X) be the sum of the exclusive-ORs of respective Fo and

G% primary outputs, that is:

EQ°(PL,X)= Y.  PO{Fc)® PO;(GE) (4.1)

VYerroneous PO;

80



We call EQ*(PI,X) = 0 an error equation with unknown vector value X.

ErrorEquation(PI,X) = 0

X={X‘1’X|2’ ...7X'N} 96
POy
PIl %;< K< P02
P12 ® X0
Jo x>
° N |po,
e| ~X
Py @ I ———]xox
L PO,
POy
(Black Box) e
[ 3
Fc FOm

Figure 4.3 Circuitry of an Error Equation

The concept of an error equation can be clearly explained if we describe the circuitry
that forms an error equation for a network G¢. This is shown in Fig. 4.3 where the upper
box represents G¢ and the bottom box Fp.

In the same figure, we observe that the signals of z = {z;,%2,...,zx} in G¢ have
been disconnected from their original functions and they have been connected to the set
of new input variables X = {X3,X,,...,Xy}. This also creates the modified network
G’g of Def. 16. Originally, the primary outputs of both G¢ and Fy are functions of

the (common) primary input variables PI = {PI;, PI,,...,PIy}. Once the modified
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network is formed, the primary outputs of G% become a function of PI and the set of
variables X.
The XOR operations at the primary outputs of Fp and G% is also known in the
literature as the mitter [9]. The operation of the XOR operation between POf¢ and
x

PO? C is equal to zero if and only if both outputs produce the same boolean function.

The following Example illustrates the above concepts.

Example 20 Fig. 4.4 shows the circuitry that forms an error equation for the modified
network G}Ci, shown in the dotted boz.

The two design errors injected in G¢ are on gate Gy, an extra inverter error, and gate
Gs, an AND gate replacement error. The function implemented at the primary output of
the specification, POp,, is PI;PI, and the function implemented at the primary output
of Go is PIPIs + PI,. The error equation of Fig. 3.3 is equal to EQ*(PI,X) =

(X1 + PI3)X, ® PLLPI2.

4.3.1.2 Solving an Error Equation

What can we say about the solution of an error equatibn? Intuitively, a solution
for an error equation EQ*(PI,X) = 0 is such a set of N functions for the elements of
X that depend on PI and when implemented on the respective lines of z, they make
respective primary outputs of Fo and G¢ implement the exact same functions. Simply
put, every solution to an error equation is a valid set of circuit corrections.

An error equation does not always have a unique solution. As explained shortly after,
there can be cases that an error equation has a set of solutions [11]. The fact that there

can be more than one set of lines where the respective error equation has a solution in
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PI,

. /

PI, ——:—-{>O* » AND gate PO
L/
Extra Inverter X
i G2
[XOR[- (X #PL) X ) ® (PIy PL)=0
\V
PI; Error Equation
FC PO 4
PIL,
PI,

Figure 4.4 Error Equation Circuitry for Examples 20 and 22

addition to the fact that an error equation can have multiple solutions even for the same
set of lines, justifies the existence of equivalent corrections for an erroneous Gg.

Finally, if an error equation EQ%(PI,X) = 0 does not have a solution for the ele-
ments of the vector set X, it simply means that the circuit cannot be rectified with any
modifications on the lines of X regardless the design error model that is used.

The following theorem [11] provides a necessary and sufficient condition for a solution
to an error equation to exist and also describes a recursive way to find such a solution. It
is based on successive elimination of variables where the problem of solving a single

N-variable equation is transformed to that of solving N-single variable equations. Under
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this approach, the solution of the i-th equation depends on the solutions assigned to the

previous ¢ — 1 equations.

Theorem 7 Let EQ*(PI,X) = 0 be an error equation and let the function fi be defined

as follows:
o fn(X)=EQ"(PI,X)
@ fz'_l(Xl,Xg, «es 7—Xi—1) - fi(Xl,Xg, e 7Xz'—1, O)fi(Xl,Xz, e 7X'i—17 1), 1 S Z S N

The error equation has a solution if and only if fo = 0 and the solution interval !

for the i-th variable, 1 <: < N, is:

fi(XhX27 ren ’X‘i—lyo) S -Xz S fi(Xh X27- . 7Xi——171) (42)

The example that follows, taken from [11], illustrates the application of Theorem 7

on an error equation.

Example 21

Equation:  f(a, b, z1, T2, z3) = bz + bzjzs + bzjzs + d'zhzl + d'zzh+
+a'zize + abzez3 =0

Variables: PIL = (a, b).

Unknowns: X = (zi1, z2, z3), N = 3.

Successive Variable Elimination:

'Recall that f(z) < g(z) for boolean functions f, g if and only if f(z)g(z) = 0.
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fs = formula for f

fo = by + Vaizs + d'zyaly + d'zizs + a'bz), (eliminate z3)
fi = bzy + a'bzy (eliminate z3)
Jfo = a'b (eliminate z1)

Condition for a EQ solution to exist:

{l
o

fo = a'b

If a’b = 0 then solution intervals are:

a’b

IN
A

L1 b
a'b+a'zi+bzy < zp < Vo +abz)

a'zy + bz + Wiz, +d'zy, < x5 < Vaizh, + abzizs + ab'zh + a'bVzyizs

It can be seen from Theorem 7 that an error equation does not necessarily have one
unique solution, if such a solution exists. This is because a solution interval can some-
times allow a variable to have more than one valid values within the interval. Moreover,
successive elimination requires that the solution interval of X;, 1 <4 < N, be dependent
on the value of all variables X;,Vj < 7. Nevertheless, the order of variable elimination

does not change the solution interval for the variables [11].

Example 22 With respect to the erroneous circuit of Ezample 20 we have that EQ*(PI, X) =
fo(X) = PLX, Xy + PLXoPIs + PLX: X, + PLX,PIs+ PLLX,PL,PI; + PLPLX,,
fi(X1) = PLXiPLPI;, and fo = 0. The latter implies, due to Theorem 7, that the

error equation has a solution.
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The solution interval for variable Xy is PI;PI,PI; < X; < 1. If we let X; take the
constant value of 1, we have that fo(X; = 1,X2) = PLX, + PILLX, + PLPI, X, and
the solution interval for X, becomes PI1Ply, < X, < PI}PI,. It can be seen that this

interval contains only one solution for X, that s, P11 PI,.

4.3.2 Symbolic Diagnosis and Correction

In this section we describe the overall approach for DEDC with the use of BDDs. The
modified algorithm for error diagnosis and correction with the use of BDDs is shown in
Fig. 4.5.

Diagnosis is performed in a way similar to the one presented in Chapters 2 and
3 (Fig. 4.5, lines 2 and 9) with the exception of lines 57 where the error equation is
built for the qualifying checkpoints from Inverted Simulation. Since, by definition, the
checkpoints dominate over the lines of their clans, if the union of clans for a set of
checkpoints contains a set of valid modification locations for G¢, then the error equation
will have a solution for the checkpoints as well [17]. This observation along with the code
in lines 5-7 allow us to speed up the diagnosis procedure and disregard at an early point
of the algorithm clans that guarantee not to contain any valid modification locations.

Omnce diagnosis has been performed for the circuit (lines 1-11), an exhaustive list
of corrections is compiled from the results of test vector simulation according to the
procedure described in Section 4.2 (line 12).

Subsequently, each correction tuple CT = {CTi,CTz,...,CIn} € Ceorrections Of this

list is examined separately and disregarded if some correction C'T; violates the correction
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BDD_D1AGNOSIS_CORRECTION( F¢, G¢, Viu, N)

build error equation EQ(PI, X)
delete Ly from C..,. if EQ(PI,X) has no solution

C = union of clans of checkpoints B; € some pair of C'

error

1. Beheckpoints = {B1, ..., B} = checkpoints of G¢

2. Cerror =Implicit.or Explicit_Error_Enumeration( Fr, Go, Bereckpoints, Vacty V)
3. for every error-tuple Ly, ..., Ly-y € C.,,. do

4, Inverted Simulation( F¢, Ge, Lo, ..., Ln-1)

5. for every error-tuple Ly = {Lo, ..., Ln-1} € C’ .. do

6.

7.

8.

(* find the final Cyrror of checkpoints *)
9. Cerror =Implicit_or_Explicit Error Enumeration( F¢, Ge, C, Vou, N)
10.  for every error-tuple Ly, ..., Ly-1 € Cerror do
11. Inverted Simulation( F¢, Ge, Lo, ..., Ln-1)
12. CTcarrections = TVS—COTTeCtiOn(CaTroﬁ I/a.ct)
13.  for every correction tuple CT € CT.orrections dO

14. form error equation by composing resp. checkpoint error equation
15. Check solution intervals for each member of CT
16. If CT violates some solution interval delete from CTorrections

17. return(ccarreciions)

Figure 4.5 Symbolic Design Error Correction

interval given by Theorem 7 (lineé 13-16). As mentioned earlier, the correction interval
for each variable remains the same regardless of the order the variables are eliminated.

Finally, we should mention the fact that the error equation for CT can be easily con-
structed from the error equation of the checkpoints (lines 5-7) of the diagnosis algorithm
(line 14). This can be achieved with the bdd_compose command which is available in most
BDD packages. This observation allows us to save time and reuse parts of the previous
computation. |

The list of corrections that qualify the solution interval checking of lines 13-16 is also

the output of the algorithm (line 17).
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4.3.3 Producing Vectors With Erroneous Responses

Lets return to equation 4.1 in Def. 17. Observe that if the set X is the empty set,
that is, G¢ and Gé(" coincide, then equation 4.1 can be used to provide input test vectors
with incorrect primary output responses for an erroneous Ge.

All these vectors are exactly the ones that give such a primary input assignment so
that 4.1 gets a true value. Intuitively, such an assignment of input values is the one that
produces at least one different primary output response in G¢ and Fg. Returning to

Example 20, we observe that an input vector with erroneous primary output response is

any vector that makes (PI,PI; + PL;) ® (PI;PI,) equal to 0.

4.4 Summary

In this chapter, we described two procedures that perform design error correction
once diagnosis is completed. Both of them are ezhaustive on the correction space, that
is, they will return all apiolicable corrections that rectify the design if such corrections
exist in the modification model that it is used. The modification model we used is the
one of Def. 3 (Chapter 1 which is an eztension of the one described in [2].

The first correction approach is based on test vector simulation and it exhaustively
produces a list of potential corrections from the results of the stuck-at vectors that
activate the inconsistencies. Verification with random test vector simulation is performed
as a last step so that potential corrections with erroneous primary output responses are

deleted from the correction list.
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Next, we described a symbolic approach for correction that uses the concept of an
error equation with multiple unknowns. The symbolic approach works on top of the test
vector simulation correction procedure. Although it is not a run-time efficient procedure
since it involves the use of BDDs, it is exact on the correction space as it guarantees to
return all and only the corrections that indeed rectify the design, if such corrections
exist in the modification model that it is used.

Since exhaustive input vector simulation is prohibited for most circuits, it is of interest
to know the quality of a simulation procedure driven by a small subset of the input test
vector space for multiple DEDC. This is an issue that we investigate throughout our

experiments in Chapter 5.
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CHAPTER 5

Experimental Results

5.1 Introduction

We implemented the diagnosis and rectification algorithms presented in the previous
chapters in C language, and ran it on a Sparc 10 workstation with 220MB of memory.
We tested the algorithms on ISCAS’85 benchmark circuits with the characteristics of
Table 5.1 for 1-source, 2-source and 3-source correctable designs with all three types of
design errors of Def. 5.1. The types and locations where the errors were injected were
selected randomly.

The initial number of error candidates for each of these designs is shown in Table 5.2.
These numbers are computed according to equation 1.1 from Chapter 1. Observe that
the correction space, assuming the error model of [2] or Def. 3, is an order of magnitude
larger since we have to consider additional input wires for error locations.

The average values of the results of our experiments on the circuits of Table 5.1 are

reported in the following sections. All run—times of our results are in seconds.
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ckt Description # of primary | # of primary | # of gates | # of lines # of average
name inputs outputs checkpoints | clan size
(432 | Priority Decoder 36 7 234 545 89 6.1
€499 | Error Correcting 41 32 620 1224 155 7.8
(880 | ALU and Control 60 26 385 880 126 7.0
C1355 | Error Correcting 41 32 548 1355 259 51
(1908 | Error Correcting 33 25 882 1908 384 4.9
(2670 | ALU and Control 157 63 1193 | 2670 454 5.8
(3540 | ALU and Control 50 22 1169 3540 601 5.8
(5315 | ALU and Selector 178 123 2309 5315 806 6.5
C7522 | ALU and Control 207 108 3514 7552 1300 5.8

Table 5.1 ISCAS’85 Circuit Characteristics

5.2 Results on Diagnosis With Explicit Enumeration

of Error Tuples .

In this section we discuss the experimental results of the diagnosis algorithm described
in Chapter 2.

We tested our diagnosis algorithm with explicit enumeration of error tuples for 1-
source and 2-source correctable designs. We repeated the experiments 60 times for
each circuit, 30 times the design was 1-source correctable and 30 times it was 2-source
correctable. The results of our experiments are reported in Tables 5.3 and 54

The second column contains the average time needed during the initial circuit verifi-
cation step. As explained in Section 1.2.1, t‘his step simulates vectors for stuck-at faults,
and random vectors, if necessary, in order to compile V,;. This is also the step where the

Fgroup and Tgroup linked lists at every line of the circuit are created. In our experi-
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ckt 1-source Corr. | 2-source Corr. | 3-source Corr.
C432 545 297025 161878625
(499 1224 1498176 1833767424
(880 880 774400 681472000
(1355 1355 1836025 2487813875
(1908 1908 3640464 | 6946005312
(2670 2670 7128900 19034163000
(3540 3540 12531600 44361864000
(5315 5315 28249225 150144630875
C7522 7552 57032704 | 430710980608

Table 5.2 Initial Error Space for Error Diagnosis

ments, V,» was never empty unless the error injected was redundant, that is, it doesn’t
change the functionality of the circuit at the primary outputs [17]. The average size of
V.t Tequired for an efficient solution to DEDC is given in the third column.

Columns 4 and 5 contain the average times for the Total Observability Measure and
Inverted Simulation diagnosis procedures, respectively. These values contain the run—
times for both iterations of the procedures, first on the checkpoints and then on the
lines of clans that qualified. The computational savings during error location due to the
structural observations of a circuit presented in Section 2.3.4 is significant, but expected,
if we observe the values of column 8 in Table 5.1. This column contains the average
clan size for each circuit. This number also denotes the average speed up for 1-source

correctable designs versus a naive approach that considers all lines of the circuit. For
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the 2-source correctable designs, the speed up is larger and it is lower bounded by the

square of the numbers of column 8.

ckt | Verif. | | Vo | | TOM | Inv.Sim. | Total Error | # of Error
name | Time Time | Time | Location Time| Tuples
C432 | 88 | 40 1.9 0.9 1.8 5.9
C499 | 20.1 50 11.1 4.9 16.0 8.1
C880 | 89 | 50 | 4.9 2.3 7.2 3.2
C1355 | 164 | 60 6.8 8.5 15.3 9.0
C1908 | 21.2 | 80 7.0 9.4 16.4 6.7
C2670 | 24.5 60 8.1 7.8 15.9 8.9
C3540 | 182 | 80 9.9 7.1 17.0 6.3
(5315 | 29.9 80 9.6 11.1 20.7 7.1
C7522 | 360 | 100 | 108 | 115 22.3 6.0

Table 5.3 Explicit Diagnosis for 1-Source Correctable Designs

Another way to view the above result is the diagram of Fig. 5.1 that shows the average
number of error tuples over the time needed for diagnosis for the 2-source correctable
C432. The dotted line indicates the end of the first iteration of the two procedures on
the checkpoints of C432 and the beginning of the application of the diagnosis procedures
on the clans that qualified. The reduction in the number of error tuples is dramatic;
within 3.9 seconds, that is, 10.0% of the overall CPU time for diagnosis, the algorithm
has deleted 67.1% of the potential error pairs, while within 27.2 seconds the algorithm
deletes 99.75% of Cerror (on the average).

Finally, the last column of each of the Tables 5.3 and 5.4 contains the average number

of error tuples after the completion of the diagnosis procedure. These numbers indicate
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ckt Verif. | | Vit | | TOM | Inv.Sim. | Total Error | # of Error
name | Time Time | Time |Location Time | Tuples
C432 | 13.1 | 150 | 182 | 207 38.9 31.8
C499 | 262 | 220 | 374 | 254 68.2 44.2
C880 | 15.0 | 150 | 30.1 | 17.2 47.3 36.1
C1355 | 202 | 220 | 55.8 | 69.1 124.9 40.5
C1908 | 29.7 | 220 | 89.9 | 1384 228.3 60.8
C2670 | 40.3 | 300 | 101.4| 1836 285.0 49.2
C3540 | 38.1 | 300 | 78.1 | 1112 189.3 241
Ch315 | 443 | 320 | 30.1 | 621 92.1 47.2
CT522 | 58.0 | 320 | 128.3| 199.8 328.1 39.3

Table 5.4 Explicit Diagnosis for 2-Source Correctable Designs

that the proposed diagnosis algorithm has good resolution. We should mention that the

worst case run-time behavior of the proposed approach was less than three times the

average case.

5.3 Results on Diagnosis With Implicit Enumeration

of Error Tuples

In this section we present our experimental results of the diagnosis algorithm with

implicit enumeration of error tuples presented in Chapter 3.
We tested our diagnosis algorithm for 1, 2, and 3-source correctable designs. We

repeated our experiments 20 times for each circuit and each different correctability sce-
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Figure 5.1 Diagnosis Speed Up for the 2-Source Correctable C432

nario. The average results of our experiments are shown in Tables 5.5, 5.6, 5.7, 5.8, 5.9,
and 5.10.

Tables 5.5, 5.6, and 5.7 contain the IG characteristics for the different correctability
scenarios. The second column contains the number of graph vertices (or, equivalently, the
number of runs for path—trace back ) created from different vectors of V,.; and different
erroneous primary outputs (Fig. 3.13, lines 1-3). The average number of failing primary
outputs per vector was less than 5. The next column(s) contains the average number of
vertices that contain some error(s). For Table 5.5 this number is obviously equal to the
number of vertices since the design is 1-source correctable (Theorem 4).

Finally, the last 3 columns of each table contain the maximum, minimum and average

size of line(V) for the vertices of the IG including the ones that are created after a
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ckt Total # of IG # of IG # Lines Per Node
name Nodes Nodes With Error | Min | Max | Ave
C432 30 30 3.8 | 50.3 | 183 |
(499 32 32 2.0 [113.1]31.2
(880 28 28 3.1 1512 {189
C1355 40 40 8.3 | 175.2 | 54.3
(1908 40 40 45 | 171.8 | 23.7
(2670 40 40 3.6 | 283.5 | 513
(3540 40 40 5.2 |241.4 | 39.1
C5315 40 40 59 1122.0 | 27.8
C7522 45 45 8.3 | 191.9 | 51.3

Table 5.5 IG Characteristics for 1-Source Correctable Designs

reduction. It follows from our discussion in Section 3.4.2 that the smaller the average
size of a vertex is, the better performance our implicit enumeration algorithm will have.
For this reason, reductions on the IG is a desired operation as they shrink the size of
lzne(V) for all the vertices V that participate in the reduction.

Tables 5.8, 5.9, and 5.10 contain the results of our implicit enumeration diagnosis
algorithm presented in Section 3.4.3 1.

Column 2, for each table, contains the size n of the random vertex sample and the
next column contains the average number of algorithm iterations ¢ters. The algorithm
iterates when the n—sample does not provide a good estimate for diagnosis and Cerror

is empty after Inverted Simulation (Fig. 3.13, lines 4-13). Our results indicate that the

1Some of the columns are not applicable to the 1~source correctable experiments.
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ckt | Total # of IG | # of IG With Error | # Lines Per Node
name Nodes Errl Err2 Min | Max | Ave

(432 40 29.8 24.8 94 | 423 | 8.2
(499 65 34.2 39.7 1431 93.2 | 85.9
(880 30 39.4 346 1608|192 | 10.6
(1355 38 3.1 33.5 34.9 | 145.2 | 824

(1908 80 42.8 47.0 208 | 172.3 | 55.2
(2670 80 41.9 910 8.6 |122.3 | 43.8
(3540 100 73.9 64.4 22.5 | 231.8 | 89.0
(5315 100 62.3 574 7.3 ] 89.3 | 22.9
C7522 150 89.5 101.7 9.0 1102.3 | 31.8

Table 5.6 I1G Characteristics for 2-Source Correctable Designs

algorithm is able to give a solution for multiple error diagnosis without any repetition in
most of the times.

Column 4 indicates the CPU time of our implicit enumeration excluding the Inverted
Simulation step (Fig. 3.13, lines 4-13) for one iteration of the algorithm. To obtain the
average time for all iterations, one should simply multiply the value of this column with
the one of column 2.

The fifth column contains the type of graph that we most often obtained during IG
processing. A number in this column indicates the maximum number of non-adjacencies.
The clique case is the most computationally expensive case to handle, while a N—
disconnected component IG for a N-source correctable design is the faster to handle
as each component will contain a distinct element of some error tuple(s). In addition,

the latter case provides with better error resolution.
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ckt | Total # of IG | # of IG With Error | # Lines Per Node
name Nodes Errl | Err2 | Err3 | Min | Max | Ave

(432 80 783 | 494 | 444 | 6.1 | 55.6 | 23.0
(499 110 345 | 406 | 36.9 | 7.1 | 888 | 43.3
880 80 84.3 | 69.9 | 71.3 | 3.3 | 40.6 | 14.9

C1355 100 37.8 | 422 | 31.0 | 28.8 | 138.9 | 85.6
(1908 120 56.7 | 47.0 | 42.9 | 12.3 ) 141.2 | 41.5
C2670 120 56.7 | 48.2 | 51.4 | 10.8 | 104.3 | 44.0
(3540 150 721 | 776 | 69.8 | 14.7]177.1 | 85.6
C5315 200 56.4 | 53.3 | 44.5 | 11.0 | 104.5 | 48.7
C7522 200 11121 102.8 | 85.6 | 19.8 | 188.9 | 77.3

Table 5.7 IG Characteristics for 3-Source Correctable Designs

The next three columns for each table contain the average number of error tuples
generated by the implicit enumeration procedure (column 5), the average number of
error tuples after Inverted Simulation (Fig. 3.13, line 12) and the Inverted Simulation
time for one iteration of the algorithm. The total average time is equal to the time of
this column multiplied by the average number of iters (column 3).

The total time of our implicit diagnosis algorithm is shown in the last column. Con-
sidering the initial error space of Table 5.1 and Tables 5.8, 5.9, and 5.10, we conclude
that the algorithm is able to produce diagnostic results with good error resolution within
a short computational time.

Recall Theorem 5 from Section 3.4.1. This theorem says that if we perform a K-
graph reduction on an IG for a N—source correctable design, we might sacrifice on error

resolution. In our experiments for 3—source correctable designs, we performed 2-graph
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ckt iters | Graph Proc. | IG Type | Error Tuples | Error Tuples | IS | Total
name Time Before IS After IS | Time | Time
(432 - 0.8 - 7.3 1.5 04 | 1.2
(499 - 1.1 - 13.1 2.1 0.9 | 2.0
(880 - 0.7 3.8 1.4 03 | 1.0
(1355 - 1.0 - 7.6 2.2 02 | 1.2
C1908 - L5 - 12.3 2.9 04 | L9
(2670 - 1.9 - 14.4 3.4 04 | 2.3
(3540 - 2.0 - 11.8 3.8 09 | 2.9
(5315 - 2.1 - 18.0 3.1 .1 ] 3.2
C7522 - 2.1 - 21.8 2.9 13 | 34

reductions when applicable. In more than 60% of the cases the error resolution diminished
in such a level that we were not able to get any valid location triples, that is, Inverted
Simulation returned with an empty set. In the remaining cases, we were able to return
with a solution although the majority of valid triples had been eliminated as Theorem 5
implies. However, the run-time performance of the algorithm improved significantly
compared to the one when 2-graph reductions were not allowed.

Our experiments suggest that we should allow such K-graph reductions since they
improve the run—time performance. If Inverted Simulation returns with no results for a

small number of ¢ters, we should gradually increase the value of K until a valid set of

locations has been returned.
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ckt | n | sters | Graph Proc. | IG Type | Error Tuples | Error Tuples | IS Time | Total
name Time Before IS After IS Time
C432 |2 10 1.3 clique 72 8.3 1.6 2.9
C499 | 2] 1.0 18 2 1722.3 16.1 4.9 6.7
C880 |2 L5 1.6 2 194.2 4.1 2.9 4.5
C1355 [ 3| 1.9 2.7 2 4018.6 (i 83 | 11.0
Cl908 [ 4| 15 6.9 clique 3709.5 7.3 71| 14.2
C2670 | 4| 1.6 5.8 2 3252.0 16.3 1.1 | 16.9
C3540 13| 1.3 4.9 clique 7195.8 14.1 123 | 19.0
C5315 141 1.0 3.9 2 631.7 7.3 5.8 9.7
CT522 14| 15 44 2 13117 13.4 71 | 115

5.4 Results on Error Correction

In this section we present the experiments for our error correction methodology pre-
sented in Chapter 4. For the purpose of the symbolic approach, all boolean functions are
expressed by Binary Decision Diagrams (BDDs) [12]. We used the shared BDD library

developed by Brace et al [7] with dynamic variable ordering (sift algorithm) for circuits

2670 and C7552 [53].

Without loss of generality, we implemented and obtained the experimental results
of our error correction techniques as a back end of the diagnosis algorithm with ex-
plicit enumeration of error tuples. These results are reported in Table 5.11, for 1-source
correctable designs, and Table 5.12, for 2-source correctable designs. As mentioned in

section 5.2, we repeated the experiment 30 times for each circuit and each correctability

scenario.
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ckt n | iters | IG Proc. | IG Type | Error Tuples | Error Tuples | IS Time | Total
name Time | Before IS After IS Time
C432 | 5| 15 8.3 2 8136.5 11.7 2.1 | 314
C499 | 6 | 1.9 | 103 2 243445 18.0 47.1 | 974
C880 | 5| 18 8.1 3 1088.0 | 2.9 213 | 294
C1355 | 7 | 15 10.9 clique 175300 21.3 139.7 | 180.6
Cl908 | 8 | 1.5 | 144 2 68544.9 28.1 89.2 |183.6
C2670 | 6 | 1.5 19.1 2 74355.6 29.5 1084 2275
C3540 | 5 | 1.9 | 210 clique 212776 22.3 254.1 | 345.1
Ch3151 8 | 1.5 | 192 2 77001.2 18.1 1429 |362.1
CT522 |14 18 | 313 2 871104.3 31.9 495.1 1626.4

Table 5.10 Implicit Diagnosis for 3-Source Correctable Designs

Columns 2 and 3 from each table contain the run—time results for the test vector
simulation based correction procedure of Section 4.2. Column 2 has the time needed to
compile exhaustively the list of all possible corrections and column 3 contains the average
time for their verification. The average number of random test vectors used during this
verification step is given in column 4. Column 5 contains their hit-ratio in activating
the inconsistencies. Experimental results on the performance of vectors generated for
stuck-at faults for design error verification can be found in [5).

The run-times reported in column 6 of Tables 5.11 and 5.12 exhibit the performance
of the BDD based correction procedure described in Section 4.3 when it returns all
applicable corrections for G¢. The values of this column also contain the time needed to

build the error equation for each error location checkpoint tuple.

101



ckt | TVS Corr. | TVS Verif. | # Random | Rand.Vect. | BDDs Corr. | # Corr.
name Time | Corr. Time | Vectors | hit-ratio Time Tuples
C432 1.7 0.9 10000 108 % 1.8 1.9
C499 49 1.2 10000 217 % 8.7 2.5
(880 44 0.9 8000 181 % 24 1.0
(1355 43 14 12000 20.0 % 19.8 2.8
1908 6.9 1.8 12000 185 % 9.3 2.1
C2670 9.0 2.1 12000 173 % 98.2 2.5
(3540 8.2 3.6 14000 246 % 778 2.3
(5315 9.9 1.9 14000 248 % 17.1 2.2
Cm22 | 120 2.3 14000 29.3 % 244.3 1.4

Table 5.11 Error Correction for 1-Source Correctable Designs

The algorithm can be easily modified to exit after the first correction is found. In
such a case, the run-times are a fraction of the ones shown in the tables (columns 1
and 5). Nevertheless, in our experiments, we were also interested in the number of
equivalent corrections as well. This number was usually less than 20 valid correction
tuples. Since the algorithm is exhaustive on the error space, it guarantees to return all
equivalent modifications from the modification model that is used at the particular run.
The average number of correction tuples returned by our symbolic correction approach
is shown in column 7 of the tables.

Table 5.13 contains the correction hit—ratios of the error correction technique of
Section 4.2 when a smaller number of random test—vectors is used for correction verifica-
tion (Section 4.2.4, Fig. 4.2). With hit-ratio we mean the percentage of the corrections

returned by the symbolic correction technique of Section 4.3 versus the number of cor-
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ckt | TVS Corr. | TVS Verif. | # Random | Rand.Vect. | BDDs Corr. | # Corr.
name Time | Corr. Time | Vectors | hit-ratio Time Tuples
(432 14.3 8.2 10000 242 % 38.1 8.2
C499 39.8 41 10000 528 % 188.8 19.1
C880 9.3 13 8000 61.8 % 68.5 2.3
C1355 | 944 10.9 12000 59.9 % 179.5 6.7
1908 924 14.5 12000 38.0 % 101.2 4.2
C2670 |  160.9 9.0 12000 61.7 % 132.6 134
(3540 | 128.3 10.1 14000 58.3 % 149.2 8.9
C5315 | 1321 6.5 14000 53.2 % 142.3 4.7
C7522 | 155.7 14.2 14000 46.2 % 240.0 18.2

Table 5.12 Error Correction for 2-Source Correctable Designs

rections returned by the test vector simulation correction algorithm alome. Since, for

most circuits, exhaustive test vector simulation is prohibited, the numbers of this Table

indicate the guality of test vector simulation for the number of vectors used.

For the vectors indicated in column 4 of Tables 5.11 and 5.12 the correction hit-ratio
is 100% for all circuits. It should be emphasized the fact that this is an experimental
result only. The work of [2] contains a formal proof that some interconnection errors
are indeed hard to detect. This is also confirmed in the work of [5] where a test—vector
generation algorithm for design errors is developed; the error coverage for some design
errors is less than 100% since a small number of less than 200 input vectors is used. The

numbers of Table 5.13 agree with the above results as they suggest that there are design

errors that are hard to detect and correct.
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ckt 1-source Corr. 2-source Corr.

name | # of Random Vectors | hit-ratio | # of Random Vectors | hit-ratio
(432 2000 97.8 % 2500 100 %
(499 3500 96.6 % 3500 90.1 %
(880 1200 100 % 2500 100 %
(1355 3000 99.1 % 3500 91.8 %
C1908 4000 99.0 % 4000 - 96.5%
C2670 4200 972 % 4500 89.8 %
(3540 4200 932 % 5000 94.1 %
C5315 4500 935 % 6000 98.9 %
C7552 5000 94.9 % 7000 913 %

Table 5.13 Correction hit-ratio for a Reduced Number of Random Vectors

5.4.1 On the Performance of Test—Vector Simulation to DEDC

In perspective, how useful is a DEDC method solely based on test-vector simulation?
The 100% correction hit-ratios with the random vectors of Tables 5.11 and 5.12 and
the run—time results of Section 5.3 indicate that diagnosis and correction provided by a
relatively small fraction of the input test—vector space is indeed a good and attractive
alternative to the one based on BDDs.

Even if there is no formal proof to establish the above result, a method that performs
diagnosis and correction with test—vector simulation is very useful since it is run—time
efficient. Furthermore, our experiments show that the proposed test—vector simulation
based methodology is able to narrow down the number of potential corrections signif-
icantly. Next, a verification tool [12] [9] [25] [34] [36] [31] [41] can perform individual

correction verification Fig. 1.3 and guarantee that the circuit is rectified.
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CHAPTER 6

Related Research Topics

6.1 Design Error Diagnosis of Sequential Circuits

As explained in Section 1.2.1, the combinational design error methodology described
in this thesis can apply to sequential circuit diagnosis if there is a one-to—one flip—flop
correspondence between the specification and implementation.

Consider the sequential gate-level implementation of Fig. 6.1(a) where { PI;, PI,...,PI,}
are the primary inputs, { POy, PO,, ..., PO,,} are the primary outputs, {X1, Xa, ..., Xz}
is the present state, and {Y3,Y5,...,Y%} is the next state. If a one-to—one correspondence
of the flip—flops { F Fy, FF,,...,FF;} of the gate-level implementation with those of the
specification exists, then we can apply the transformation shown in Fig. 6.1(b) and apply
a combinational DEDC method. In the circuit of Fig. 6.1(b), each current (next) state
is represented as a pseudo primary output (input).

If sﬁch a transformation is not feasible, for example, there is a different number of state
elements between Fiz and G¢, combinational DEDC techniques are no longer applicable.
The problem of sequential circuit DEDC has been examined in [28] [64]. These methods
use an iterative array representation of the implementation, shown in Fig. 6.2, where the
design is expanded in time. The set of inputs for time frame s is equal to the new primary

input vector v; for frame ¢ and the value of the state-elements from frame ¢ — 1. Next,
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Figure 6.1 Sequential Circuit Diagnosis

combinational techniques are adapted where the erroneous design is the set of circuitry in

time frames ¢4, ts, ... ,%;, where % is the first time frame with an erroneous PO response.

This iterative array representation seems to be a mandatory requirement when a flip—

flop equivalence between Fiy and G¢ is not available. Nevertheless, such a representation

is expensive when vectors that activate the inconsistencies need to be expanded for many

time frames. In addition, conventional combinational DEDC methods will fail for situa-

tions that the circuit needs to be expanded for many time frames because the error space

increases according to Eq. 1.1 for the circuitry under diagnosis [28].
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Figure 6.2 Iterative Array Expansion of a Sequential Circuit

6.2 Engineering Change

Given an old and a new specification along with a design that implements the old
specification, the problem of Engineering Change is to resynthesize the design so that it
implements the new specification. It is also desired that this resynthesis procedure will
reuse as much from the old design as possible. A detailed description of the problem and
its relation to DEDC can be found in Chapter 1.

Previous work for the EC problem includes [8], [26], [39], and [62]. Most of the
previous work assumes that both old and new specifications are given in terms of a
netlist. For example, the old and new specifications are netlists before an automated
tool performed some optimization steps and the design is the optimized circuit.

If this is the case, a naming correspondence between signals of the specification and

the implementation might exist. This allows a mapping of equivalent signals between the

107



specification and the existing design [8] [39]. This mapping is utilized so that the new
design will re-use as much as possible from the existing one. A detailed description of

the work of [39] and [62] can be found in Section 1.3.

PIs POs

Figure 6.3 An Approach for Engineering Change

In many cases, though, such a naming correspondence is not available and the spec-
ification is viewed as a “black box” that can only give the primary output responses in
terms of the primary inputs. This version of the Engineering Change problem is very sim-
ilar to‘ that of DEDC, however, one must not necessarily expect that a few modifications
(1, 2 or 3) are always enough to appropriately resynthesize the design.

Prompted by the results of our diagnosis algorithm with implicit enumeration of er-
ror pairs (Chapter 3) we propose a two-stage resynthesis approach for the Engineering
Change problem when no line naming equivalence is available. During the first stage,

implicit enumeration will be used in order to identify a small number of candidate check-
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point signals (Section 2.3.4) that need to be modified to correct the design. We denote
these signals with [y, /3, and I3 in the design of Fig. 6.3.

During the second stage of diagnosis, implicit or explicit enumeration can be used
in the clans of the checkpoints (shaded areas in Fig. 6.3) to identify more signals and,
subsequently, perform rectification (Chapter 4) on them. In this manner, we manage to
address the increase of problem complexity due to high error multiplicity.

In addition, observe that although the specification is not able to provide any signal
values for lines z1,...,%n,Y1,- -+ Ym, 21,-- -, 2%, and Iy, I, I3 during this second stage of
diagnosis, these values are available from Inverted Simulation during the first diagnosis
step (Theorem 6).

Finally, if the above method is not able to return results for some circuits, rectification
of individual erroneous outputs can be utilized in a way similar to that of [25]. This
approach requires that each erroneous primary output be rectified individually. Such
an approach might not offer the highest design reuse rate, but it has a good chance to

achieve rectification.

6.3 Design Optimization

La£ely, a number of multi-level logic optimization techniques have been developed
that rely on gate substitutions and rewiring [14] [16] [19] [45] [35] [48] [67]. The main
idea behind all these methods is to perform some transformations at the netlist level
of the design in order to achieve certain optimization goals such as timing, area, and

power. These transformations usually involve gate substitutions, wire additions and wire

deletions.
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The algorithms that drive the transformation in the above literature differs; some
work uses ATPG techniques [35], some other uses redundancy addition/removal [14]
[16] [19] [67] and some work incorporates symbolic techniques [45] [48]. However, the
important observation is that most of the proposed transformations are very similar to
the correction scheme proposed in [2] and used in this thesis.

The following example, adapted from [19], outlines an optimization procedure based

on redundancy addition/removal.

Example 23 Consider the irredundant circuit in Fig. 6.4(a) where the shaded wire is
the target wire to be removed. The additional connection from Oy to Go (Fig. 6.4(b))
is redundant, that is, it does not alter the functionality of the circuit at Oy. However,
adding this extra wire, wires G1-G4 and Ge-Gr7 become redundant. These wires and

some of the gates associated with them can be removed, resulting in the optimized circusit

of Fig. 6.4(c).

The procedure described in the example above has a direct relation to the diag-
nosis/rectification procedures described in this thesis. To see that, observe that since
the circuit of Fig. 6.4(a) is irredundant, removing wire G1~G4 will make it erroneous.
Consequently, the diagnosis algorithm with ezplicit enumeration of error tuples followed
with rectification will indeed return the extra wire in Fig. 6.4(b) in the list of potential
corrections.

Moreover, consider the situation where we allow more than one simultaneous wire
additions/removals and gate substitutions. Considering the results in Chapter 5, we ob-

serve that multiple circuit perturbations * will result in a greater number of modifications

1A circuit perturbation is a single wire addition, wire removal, or gate substitution [14]
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Figure 6.4 Optimization via Redundancy Addition/Removal

that rectify the design. This is because a bigger number of perturbations gives a better
opportunity to exploit the don’t care space of the design. However, selecting a set of
perturbations and corrections that yields the best optimization results is still an open

problem.

6.4 Conclusion

With the increase of logic size and complexity, logic design errors can occur. Logic
design errors are functional mismatches between the logic implementation and the spec-

ification. In this thesis, we examined the problem of multiple design error diagnosis and
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correction. Experimental results were used to exhibit the robustness of the proposed
approach and confirm theoretical results.

For error diagnosis, we proposed two different techniques. The first guarantees to
return the actual and all equivalent error locations that rectification can be performed.
However, the complexity of this method increases exponentially with the number of error
locations which makes it not applicable to circuits corrupted with a high cardinality of
errors. For this reason, a non exhaustive on the error space diagnosis method was devel-
oped. The method exhibits good run-time performance although it does not guarantee
to return all possible modification locations. Both methods use test-vector simulation as
the underlying technique, thus, they are applicable to all circuits.

For error correction, two methods were proposed, one based on test—vector simulation,
and one based on Boolean function manipulation techniques. In our experimental results,
we compare the quality of test—vector simulation for multiple design error diagnosis and
correction with the one offered by symbolic techniques, and we conclude that test—vector
simulation is indeed an attractive alternative.

Since many resynthesis methods rely on circuit modifications similar to the dgsign
errors discussed in this work, we believe that the tools and techniques developed in this

thesis will be helpful to provide solutions to problems in other CAD areas.
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