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Abstract

Multi-view subspace clustering always performs well in high-dimensional data analysis, but is sensitive to the quality
of data representation. To this end, a two stage fusion strategy is proposed to embed representation learning into
the process of multi-view subspace clustering. This paper first propose a novel matrix factorization method that can
separate the coupling consistent and complementary information from observations of multiple views. Based on
the obtained latent representations, we further propose two subspace clustering strategies: feature-level fusion and
subspace-level hierarchical strategy. Feature-level method concatenates all kinds of latent representations from multi-
ple views, and the original problem therefore degenerates to a single-view subspace clustering process. Subspace-level
hierarchical method performs different self-expressive reconstruction processes on the corresponding complementary
and consistent latent representations coming from each view, i.e. the prior constraints imposed on different types
of subspace representations are related to the appropriate input factors. Finally, extensive experimental results on
real-world datasets demonstrate the superiority of our proposed methods by comparing against some state-of-the-art
subspace clustering algorithms.
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1. Introduction

In real-world applications, an object can be observed from multiple perspectives, which are denoted as views or
modalities. In particular, readers acquire information from the title, text, and picture while reading the newspaper; or
multi-feature learning always generates multiple kinds of features using different approaches, e.g., extracting diverse
image features using LBP [1], HOG [2], and SIFT [3] operators. In contrast to typical machine learning approaches,
multi-view learning is expert in modeling the relationships between views or modalities [4]. A fundamental assump-
tion behind such a paradigm is that different views share some semantics called consistent or consensus information,
and each view also has unique semantic called complementary or view-specific information [5]. Obviously, the above
assumptions conform to real-world physical law, e.g., each camera in a multi-camera system has a shared field of view
and its own unique viewpoint. Therefore, multi-view learning could leverage both consistency and complementarity
to explore more compact and complete information from multiple observations.

Subspace clustering is one of the most attractive research topics in the field of multi-view learning, especially
for algorithms based on self-expressiveness [6, 7, 8, 9, 10, 11, 12, 13, 14], which state each data point in a union
of subspaces can be represented by a linear combination of all other data points [15]. Existing multi-view subspace
clustering usually focus on two perspectives: the prior constraint on subspace representation and the construction
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method of latent representation. To the former, different effects can be obtained by introducing various prior con-
strains on subspace representation, such as [9] imposes sparse and low rank constraints on corresponding subspace
representations simultaneously, then fuses all obtained coefficient matrices with an average operation to construct the
final adjacency matrix; [13] integrates multiple coefficient matrices into a common subspace representation through
learning with Laplacian regularization. In addition, for the construction method of latent representation, researchers
often attempt to mine the underlying complementary and consistent information between views to obtain more com-
plete and non-redundant latent representations, and thus improving performance of the learning task. For instance,
[16] discovers a latent embedding representation involved complementary information from multiple views; and [14]
first concatenates all views together and handles the view-specific corruptions with L2,1 norm so that the model can
leverage the consistent semantics to improve the clustering performance. Compared to learning compact and com-
prehensive latent representation from multiple views, most algorithms are more concerned with the prior norms and
subspace representation learning process. However, self-expressive subspace clustering requires the data should be
well distributed inside the subspace [15], and it is difficult to satisfy the condition with real-world datasets. Therefore,
it makes sense to introduce representation learning in the process of multi-view subspace clustering, which not only
provides a good representation for subspace clustering, but also can utilize the specific task to guide the algorithm to
explore the underlying semantics from multiple observations.

Motivated by this, we propose a two-stage strategy that can link representation learning with specific task (multi-
view clustering). Firstly, a novel matrix factorization algorithm is introduced to separate the coupling consistent and
complementary information from multiple observations. Among them, the consistent one involves the common in-
formation shared by all views, and complementary one is the unique view-specific information corresponding to each
view. And based on this, we further propose two self-expressive learning methods: Multi-View Subspace Clustering
with Consistent and view-Specific Latent Factors (MVSC-CSLF), and Multi-View Subspace Clustering with Consis-
tent and view-Specific Latent Factors and Subspaces (MVSC-CSLFS). The first method MVSC-CSLF concatenates
the learned multiple representations and applies it to least squares regression subspace clustering algorithm [17, 18],
which indicates that competitive clustering performance can be obtained even using a simple clustering strategy with
a good representation. And the second algorithm MVSC-CSLFS imposes various prior constraints on different kinds
of subspace representations, i.e., the self-expressive reconstruction task guides the matrix factorization process to
separate the coupled consistent and complementary information, and the appropriate prior terms imposed on them
derive better clustering performance. Finally, adaptive weights corresponding to multiple views are introduced to the
learning process, which improves the model’s ability to accommodate noisy or unreliable views. Extensive experi-
ments on real-world datasets demonstrate that even the simple method MVSC-CSLF outperforms than many baseline
algorithms, and with more suitable subspace clustering strategy, MVSC-CSLFS has achieved superior performance
on most datasets.

Our contributions in this study are summarized as follows:
(1) Our proposed matrix factorization approach helps MVSC-CSLF and MVSC-CSLFS to obtain more compact

and comprehensive latent representations by considering consistent and complementary information of multiple views,
simultaneously. In particular, the method could separate the coupled consistent and complementary information to
make latent representations have more explicit semantics.

(2) MVSC-CSLFS regularizes subspace representations with different norms according to the types of learned
semantics, which makes the appropriate prior constraint applied on suitable subspace representation.

(3) Our proposed methods both introduce dynamic weights learning process for each view, which eliminates the
influence of unreliable views.

The remainder of this paper is organized as follows: section 2 introduces the related work and notation defini-
tions of this study; section 3 first elaborates our proposed MVSC-CSLF and MVSC-CSLFS, then introduces their
optimization method in details; section 4 gives detailed introduction and discussion of experimental results; section 5
concludes this study and discusses some future works.

2. Related Work and Notations

2.1. Related work

Self-expressive subspace clustering has several advantages over traditional subspace clustering methods:
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(1) the subspace dimensionality does not need to be set in advance;
(2) the global geometric information of the data can be exploited;
(3) the computational overhead is relatively small;
(4) the clustering accuracy can be theoretically guaranteed under certain conditions.

And the method has been widely used in real-world applications, such as the Internet-of-Things (IoT) [19], human
motion segmentation [20, 21], and face recognition [22, 23, 24]. In particular, Sparse Subspace Clustering (SSC) [25]
and Low-Rank Representation (LRR) are foundational studies, which provide a standard learning paradigm:

min
C

R (C)

s.t. X = XC, C ∈ Ω,

where C is the subspace representation, and R (·) is the prior constraint on it. Then the adjacency matrix can be
obtained using the following formula:

|C| +
∣∣∣CT

∣∣∣
2

,

and one can substitutes it into standard spectral clustering to obtain clustering result. Based on the above process,
plenty of improved algorithms for self-expressive subspace clustering have been proposed recent years [26, 27, 28,
29, 30, 31].

Besides, multi-view subspace clustering has gradually become an important method because it can model the
relationships between views, and explore the underlying common and view-specif information of subspace represen-
tations corresponding to different views. Specifically, [9, 32] both impose low-rank and sparse constraints on the
subspace representations, simultaneously. [8] is the first multi-view method that combines representation learning
and subspace clustering. The algorithm assumes that all the observations (views) originate from one common latent
representation, and performs the self-expressive reconstruction on it. Besides, [14, 33] impose Laplacian constraint on
subspace representations to preserve local manifold structures of each view. Most standard methods cannot deal with
highly nonlinear data, therefore some kernel based methods are employed [7, 9, 32, 13, 34], but they also encounter
the dilemma of kernel selection. Inspired by [35], researchers begin to explore the network structure of deep multi-
view subspace clustering [36, 37, 12], and [38] further introduces attention mechanism in network to derive dynamic
weights corresponding multiple views.

2.2. Notations

In this paper, we define matrices and column vectors using bold uppercase and lowercase characters, respectively,
and scalars are denoted by italics and not bold characters. Let [A,B] and [A; B] denote the horizontal and vertical
concatenation between matrices A and B. Then let diag(X) denotes the diagonal elements of matrix X ∈ RI×J , and
the norms we used throughout this paper are summarized as follows:

2-norm: ‖x‖2 =

√
I∑

i=1
xi;

Frobenius norm: ‖X‖F =

√
I∑

i=1

J∑
j=1

x2
i, j;

L2,1-norm: ‖X‖2,1 =
J∑

j=1

√
I∑

i=1
x2

i, j;

Nuclear norm: ‖X‖∗ =
r∑
i
σi, where σi is i-th non-zero singular value, and r is the total number of non-zero singular

values (r ≤ min(I, J)).

Since a number of symbols need to be defined to help the description of our proposed algorithms, we have sum-
marized all commonly used symbols in Table 1 for the convenience of reference.
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Table 1: Notations

Notation Size Description

Xv Mv × N Xv =
[
xv

1; · · · ; xv
N

]
, where xv

n ∈ R
Mv

is n-th instance of v-th view.

Pv
s Mv × Ks Projection matrix that projects v-th view’s specific latent representation into the corresponding observation space.

Pv
c Mv × Kc Projection matrix that projects v-th view’s consistent latent representation into the corresponding observation space.

Hv
s Ks × N Specific latent representation of v-th view.

Hc Kc × N Consistent latent representation shared by all views.

H (Ks × V + Kc) × N Joint latent representation concatenated by
{
Hv

s
}V
v=1 and Hc following the rule:

[
H1

s ; · · · ; HV
s ; Hc

]
.

Z N × N self-expressive matrix for MVSC-CSLF.

Zv N × N View-specific self-expressive matrix of v-th view for MVSC-CSLFS.

Zc N × N Consistent self-expressive matrix shared by all views for MVSC-CSLFS.

D, Dv, Dc N × N Auxiliary variable of Z, Zv, and Zc.

Ev
r Mv × N Observation recovery error of v-th view.

Es (Ks × V + Kc) × N self-expressive error for MVSC-CSLF.

Ev
s Ks × N View-specific self-expressive error of v-th view for MVSC-CSLFS.

Ec
s Kc × N Consistent self-expressive error shared by all views for MVSC-CSLFS.

π 1 × V Dynamic weights collection corresponding to the observation recovery process for MVSC-CSLF.

π1 1 × V Dynamic weights collection corresponding to the observation recovery process for MVSC-CSLFS.

π2 1 × (V + 1) Dynamic weights collection corresponding to the self-expressive reconstruction process for MVSC-CSLFS.

3. Proposed Methods

Suppose
{
Xv ∈ RMv×N

}V

v=1
is the collection of observational data comprising V views, where Mv and N represent

instance dimension and number, respectively. We assume that observable views mainly originate from two parts: the
consistent latent representation Hc ∈ RKc×N shared by all views; the view-specific latent representation Hv

s ∈ RKs×N

related only to v-th view. Then suppose that Xv can be recovered by Hv
s and Hc according to the following rule:

Xv = Pv
sH

v
s + Pv

cHc,

where Pv
s ∈ RMv×Ks and Pv

c ∈ RMv×Kc are projections corresponding to view-specific and consistent latent representa-
tions, respectively. Matrix factorization and fusion process of multiple views is illustrated in Fig. 1.

We construct a pipeline that combines latent representation learning process with subspace clustering, so that
the specific task could guide the algorithm to extract feature, and the representation learning process also provides
subspace clustering with compact and comprehensive factors. Therefore, our proposed two algorithms all mainly
contain two learning goals, one is observation information recovery, the other is self-expressive reconstruction:

I(Xv,Hv
s,Hc;Θ1) + λS(Hv

s,Hc;Θ2), (1)

where Θ1 and Θ2 are the underlying parameters related to the two terms, and λ is the trade-off parameter to balance
multiple terms. The first term I(·, ·) of equation (1) is to measure the recovery ability from latent representations to
observations, and the specific form in this paper is the same for two algorithms we proposed, which is formulated as
follow:

I(Xv,Hv
s,Hc;Θ1) = min

Θ1,Hv
s ,Hc

V∑
v=1

∥∥∥Ev
r

∥∥∥
2,1

s.t. (Pv
s)

TPv
s = I, (Pv

c)TPv
c = I, Xv = Pv

sHv
s + Pv

cHc + Ev
r ,

(2)

where Ev
r ∈ RMv×N is the recovery error, and Θ1 = {Pv

s,Pv
c,Ev

r}. Pv
s and Pv

c are constrained to prevent the value of Hv
s

and Hc from being imposed to 0.
The second term of equation (1) measures the self-expressive ability. The strategies employed by our proposed

two methods are different, and we will discuss the details in the next two subsections.
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Figure 1: Illustration of matrix factorization and fusion: there are three views in this example, and each of them approximately equals to the
product of projection matrix and latent representation matrix. Both of the matrices can be divided into view-specific and consistent parts. Take
view 1 as an example, we concatenate P1

s and P1
c horizontally to construct projection matrix, and concatenate H1

s and Hc vertically to construct
latent representation. And we can finally obtain a unified joint latent representation H through vertical concatenation of H1

s , H2
s , H3

s , and Hc.

3.1. MVSC-CSLF
In this subsection, we propose a novel framework called Multi-View Subspace Clustering with Consistent and

view-Specific Latent Factors (MVSC-CSLF). Firstly, refer to equation (2) and Fig. 1, a joint latent representa-
tion can be defined as the vertical concatenation of view-specific and consistent representations: H ∈ RK×N =[
H1

s ; · · · ; HV
s ; Hc

]
, where K = Ks × V + Kc. Obviously, the representation concludes multiple views’ complemen-

tary and consistent information, simultaneously. Finally, Self-expressive reconstruction is applied on H. We state
such a learning process as feature-level fusion strategy, i.e. fusing different factors as a joint latent representation, and
make the downstream subspace clustering task degenerate to a single-view problem. Consequently, the second term
of equation (1) is formulated as follow:

S(Hv
s,Hc;Θ2) = min

Θ2,Hv
s ,Hc

λ1‖Es‖2,1 + λ2
2 ‖Z‖

2
F

s.t. H = HZ + Es, diag(Z) = 0,
(3)

where Es is self-expressive error, Z is self-expressive matrix, λ1 and λ2 are trade-off parameters, and Θ2 = {Es,Z}.
Then formulas (2) and (3) are combined to construct a joint optimization problem by introducing dynamic weight π
and auxiliary variable D:

min
Θ

V∑
v=1
πv

∥∥∥Ev
r

∥∥∥
2,1

+ λ1‖Es‖2,1 +
λ2
2 ‖D‖

2
F +

λ3
2 ‖π‖

2
2

s.t. (Pv
s)

TPv
s = I, (Pv

c)
TPv

c = I,
Xv = Pv

sHv
s + Pv

cHc + Ev
r ,

H = HZ + Es,

D = Z − diag(Z),

π ≥ 0,
V∑

v=1
πv = 1,

(4)

where Θ=
{
Ev

r ,Es,Pv
s,Pv

c,Hv
s,Hc,D,Z,π

}
, and λ1, λ2, λ3 are trade-off parameters, π = {πv}Vv=1 weights the importance

of each view. The regularization on π is to prevent the model from setting the weight value of the best view to 1. The
optimization process will be introduced in subsection 3.3 together with MVSC-CSLFS.

3.2. MVSC-CSLFS
In this subsection,we further propose a improved framework based on MVSC-CSLF named Multi-View Subspace

Clustering with Consistent and view-Specific Latent Factors and Subspaces (MVSC-CSLFS). Compare with MVSC-
CSLF, a subspace-level hierarchical strategy is employed to preform self-expressive reconstruction on all views’
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specific and consistent latent representations, respectively. Such strategy imposes more appropriate prior constraints
on the corresponding representation with different attributes. Therefore, the second term of equation (1) can be
formulated as:

S(Hv
s,Hc;Θ2) = min

Θ2,Hv
s ,Hc

λ1(
V∑

v=1

∥∥∥Ev
s

∥∥∥
2,1 +

∥∥∥Ec
s

∥∥∥
2,1) + λ2(

V∑
v=1

1
2 ‖Z

v‖2F + ‖Zc‖∗)

s.t. Hv
s = Hv

sZv + Ev
s, Hc = HcZc + Ec

s,
diag(Zv) = 0, diag(Zc) = 0,

(5)

where Ev
s and Ec

s are reconstruction errors related to Hv
s and Hc, Zv and Zc are subspace representations related to Hv

s
and Hc, λ1 and λ2 are trade-off parameters, and Θ2 =

{
Ev

s,Ec
s,Zv,Zc

}
. Then formulas (2) and (5) are combined to

construct a joint optimization problem by introducing dynamic weights π1, π2, and auxiliary variable Dv, Dc:

min
Θ

V∑
v=1
πv

1

∥∥∥Ev
r

∥∥∥
2,1

+ λ1(
V∑

v=1
πv

2

∥∥∥Ev
s

∥∥∥
2,1

+ πV+1
2

∥∥∥Ec
s

∥∥∥
2,1

) + λ2(
V∑

v=1

πv
2

2 ‖D
v‖

2
F + πV+1

2 ‖Dc‖∗) +
λ3
2 (‖π1‖

2
2 + ‖π2‖

2
2)

s.t. (Pv
s)

TPv
s = I, (Pv

c)
TPv

c = I,
Xv = Pv

sHv
s + Pv

cHc + Ev
r ,

Hv
s = Hv

sZv + Ev
s, Hc = HcZc + Ec

s,

Dv = Zv − diag(Zv), Dc = Zc − diag(Zc),

π1,π2 ≥ 0,
V∑

v=1
πv

1 = 1,
V+1∑
v=1

πv
2 = 1,

(6)

where Θ={Ev
r ,Ev

s,Ec
s,Pv

s,Pv
c,Hv

s,Hc,Dv,Dc,Zv,Zc,π1 ,π2}; λ1, λ2, λ3 are trade-off parameters; π1 =
{
πv

1

}V

v=1
weights

the recovery ability of each view; π2 =
{
πv

2

}V+1

v=1
weights the self-expressive ability of view-specific and consistent latent

representations from multiple views. Specifically, the regularization terms on π1 and π2 are to prevent the model from
setting the weight value of the best view to one. The optimization process will be introduced in subsection 3.3 together
with MVSC-CSLF.

3.3. Optimization

In this subsection, we will derive the updating formulas of MVSC-CSLF and MVSC-CSLFS by constructing
augmented lagrangian dual functions and using alternating direction minimization strategy. Firstly, the lagrangian
dual forms for equations (4) and (6) are formulated as:

min
Θ

V∑
v=1
πv

∥∥∥Ev
r

∥∥∥
2,1

+ λ1‖Es‖2,1 +
λ2
2 ‖D‖

2
F +

λ3
2 ‖π‖

2
2

+
V∑

v=1

µ

2

∥∥∥∥ 1
µ
Λv

1 + Xv − Pv
sHv

s − Pv
cHc − Ev

r

∥∥∥∥2

F

+
µ

2

∥∥∥∥ 1
µ
Λ2 + H −HZ − Es

∥∥∥∥2

F

+
µ

2

∥∥∥∥ 1
µ
Λ3 + D − Z + diag(Z)

∥∥∥∥2

F

−
V∑

v=1

1
2µ

∥∥∥Λv
1

∥∥∥2

F
− 1

2µ ‖Λ2‖
2
F −

1
2µ ‖Λ3‖

2
F

s.t. (Pv
s)

TPv
s = I, (Pv

c)
TPv

c = I,

π ≥ 0,
V∑

v=1
πv = 1,

(7)

6



where Λv
1, Λ2, and Λ3 are multipliers, µ is a positive penalty scalar.

min
Θ

V∑
v=1
πv

1

∥∥∥Ev
r

∥∥∥
2,1

+ λ1(
V∑

v=1
πv

2

∥∥∥Ev
s

∥∥∥
2,1

+ πV+1
2

∥∥∥Ec
s

∥∥∥
2,1

)

+λ2(
V∑

v=1

πv
2

2 ‖D
v‖

2
F + πV+1

2 ‖Dc‖∗) +
λ3
2 (‖π1‖

2
2 + ‖π2‖

2
2)

+
V∑

v=1

µ

2

∥∥∥∥ 1
µ
Λv

1 + Xv − Pv
sHv

s − Pv
cHc − Ev

r

∥∥∥∥2

F

+
V∑

v=1

µ

2

∥∥∥∥ 1
µ
Λv

2 + Hv
s −Hv

sZv − Ev
s

∥∥∥∥2

F

+
µ

2

∥∥∥∥ 1
µ
Λ3 + Hc −HcZc − Ec

s

∥∥∥∥2

F

+
V∑

v=1

µ

2

∥∥∥∥ 1
µ
Λv

4 + Dv − Zv + diag(Zv)
∥∥∥∥2

F

+
µ

2

∥∥∥∥ 1
µ
Λ5 + Dc − Zc + diag(Zc)

∥∥∥∥2

F

− 1
2µ (

V∑
v=1

(
∥∥∥Λv

1

∥∥∥2

F
+

∥∥∥Λv
2

∥∥∥2

F
+

∥∥∥Λv
4

∥∥∥2

F
) + ‖Λ3‖

2
F + ‖Λ5‖

2
F)

s.t. (Pv
s)

TPv
s = I, (Pv

c)
TPv

c = I,

π1,π2 ≥ 0,
V∑

v=1
πv

1 = 1,
V+1∑
v=1

πv
2 = 1,

(8)

where Λv
1, Λv

2, Λ3, Λv
4 and Λ5 are lagrangian multipliers, µ is a positive penalty scalar. We can decompose the original

problem into several sub-optimization problems, and derive their updating rules, respectively.

3.3.1. P sub-problems
The sub-problems w.r.t Pv

s and Pv
c are the same for MVSC-CSLF and MCSC-CSLFS, and they can be formulated

as:
Pv∗

s = arg minPv
s

∥∥∥(Y1)T − (Hv
s)

T(Pv
s)

T
∥∥∥2

F
s.t. (Pv

s)
TPv

s = I,
(9)

where Y1 = 1
µ
Λv

1 + Xv − Pv
cHc − Ev

r .

Pv∗
c = arg minPv

c

∥∥∥(Y2)T − (Hc)T(Pv
c)T

∥∥∥2
F

s.t. (Pv
c)TPv

c = I,
(10)

where Y2 = 1
µ
Λv

1 + Xv − Pv
sHv

s − Ev
r . Equation (9) and (10) perform the Wahba problem [39], and according to [40],

such problem can be solved by introducing Theorem 1.
Theorem 1. Given the optimal problem as follow:

arg minX ‖Y −WX‖2F
s.t. XTX = XXT = I

The optimal solution is X = UVT, where U and V are left and right singular value matrices of WTY.
Based on Theorem 1, the optimal solutions w.r.t equation (9) and (10) are:

(Pv∗
s )T = UsVT

s , (11)

(Pv∗
c )T = UcVT

c , (12)

where Us and Vs are the left and right singular value matrices of Hv
s(Y1)T, Uc and Vc are the left and right singular

value matrices of Hc(Y2)T.
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3.3.2. Hv
s sub-problems

The sub-problems w.r.t Hv
s are different for MVSC-CSLF and MVSC-CSLFS, which can be formulated as follows,

respectively:
Hv∗

s = arg minHv
s

∥∥∥∥ 1
µ
Λv

1 + Xv − Pv
sHv

s − Pv
cHc − Ev

r

∥∥∥∥2

F
+

∥∥∥∥ 1
µ
Λ̄2 + Hv

s −Hv
sZ − Ēs

∥∥∥∥2

F
, (13)

where Λ̄2 = Λ
((v−1)Ks:vKs,·)
2 , and Ēs = E((v−1)Ks:vKs,·)

s .

Hv∗
s = arg minHv

s

∥∥∥∥ 1
µ
Λv

1 + Xv − Pv
sHv

s − Pv
cHc − Ev

r

∥∥∥∥2

F
+

∥∥∥∥ 1
µ
Λv

2 + Hv
s −Hv

sZv − Ev
s

∥∥∥∥2

F
. (14)

Then let the derivatives of equations (13) and (14) w.r.t Hv
s equal to zero and we obtain the formulas as follows:

AHv
s + Hv

sB = C
with A = (Pv

s)
TPv

s, B = (I − Z)(I − Z)T

C = (Pv
s)

T( 1
µ
Λv

1 + Xv − Pv
cHc − Ev

r)
−( 1

µ
Λ̄2 − Ēs)(I − Z)T,

(15)

AHv
s + Hv

sB = C
with A = (Pv

s)
TPv

s, B = (I − Zv)(I − Zv)T

C = (Pv
s)

T( 1
µ
Λv

1 + Xv − Pv
cHc − Ev

r)
−( 1

µ
Λv

2 − Ev
s)(I − Zv)T.

(16)

Equation (15) and (16) are sylvester equations [41], which can be solved using lyap1 function of a python package
control 2.

3.3.3. Hc sub-problems
The sub-problems w.r.t Hc are different for MVSC-CSLF and MVSC-CSLFS, which can be formulated as follows:

Hc
∗ = arg minHc

V∑
v=1

∥∥∥∥ 1
µ
Λv

1 + Xv − Pv
sHv

s − Pv
cHc − Ev

r

∥∥∥∥2

F
+

∥∥∥∥ 1
µ
Λ̄2 + Hc −HcZ − Ēs

∥∥∥∥2

F
, (17)

where Λ̄2 = Λ
(VKs+1:·,·)
2 , Ēs = E(VKs+1:·,·)

s .

Hc
∗ = arg minHc

V∑
v=1

∥∥∥∥ 1
µ
Λv

1 + Xv − Pv
sHv

s − Pv
cHc − Ev

r

∥∥∥∥2

F
+

∥∥∥∥ 1
µ
Λ3 + Hc −HcZc − Ec

s

∥∥∥∥2

F
. (18)

Then let the derivatives of equations (17) and (18) w.r.t Hc equal to zero and we obtain the formulas as follows:

AHc + HcB = C

with A =
V∑

v=1
(Pv

c)TPv
c, B = (I − Z)(I − Z)T

C =
V∑

v=1
(Pv

c)T( 1
µ
Λv

1 + Xv − Pv
sHv

s − Ev
r)

−( 1
µ
Λ̄2 − Ēs)(I − Z)T,

(19)

AHc + HcB = C

with A =
V∑

v=1
(Pv

c)TPv
c, B = (I − Zc)(I − Zc)T

C =
V∑

v=1
(Pv

c)T( 1
µ
Λv

1 + Xv − Pv
sHv

s − Ev
r)

−( 1
µ
Λ3 − Ec

s)(I − Zc)T.

(20)

Equation (19) and (20) are sylvester equations [41], which can be solved using lyap function of a python package
control.

1github.com/python-control/python-control/blob/master/control/mateqn.py
2github.com/python-control/python-control
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3.3.4. Z sub-problems
The sub-problems w.r.t Z, Zv, and Zc for MVSC-CSLF and MVSC-CSLFS are formulated as:

Z∗ = arg minZ

∥∥∥∥ 1
µ
Λ2 + H −HZ − Es

∥∥∥∥2

F
+

∥∥∥∥ 1
µ
Λ3 + D − Z

∥∥∥∥2

F
,

Z∗ = Z∗ − diag(Z∗),
(21)

Zv∗ = arg minZv

V∑
v=1

∥∥∥∥ 1
µ
Λv

2 + Hv
s −Hv

sZv − Ev
s

∥∥∥∥2

F
+

V∑
v=1

∥∥∥∥ 1
µ
Λv

4 + Dv − Zv
∥∥∥∥2

F
,

Zv∗ = Zv∗ − diag(Zv∗),
(22)

Zc
∗ = arg minZc

∥∥∥∥ 1
µ
Λ3 + Hc −HcZc − Ec

s

∥∥∥∥2

F
+

∥∥∥∥ 1
µ
Λ5 + Dc − Zc

∥∥∥∥2

F
,

Zc
∗ = Zc

∗ − diag(Zc
∗).

(23)

Then let the derivatives of equations (21), (22), and (23) w.r.t Z, Zv, and Zc equal to zero, and we obtain the corre-
sponding updating formulas:

Z∗ = (I + HTH)−1 · ( 1
µ
Λ3 + 1

µ
HTΛ2 + D −HTEs + HTH)

Z∗ = Z∗ − diag(Z∗)
(24)

Zv∗ =
[
(Hv

s)
THv

s + I
]−1
· ( 1

µ
Λv

4 + 1
µ
(Hv

s)
TΛv

2 + Dv − (Hv
s)

TEv
s + (Hv

s)
THv

s)
Zv∗ = Zv∗ − diag(Zv∗)

(25)

Zc
∗ = (HT

c Hc + I)−1 · ( 1
µ
Λ5 + 1

µ
HT

cΛ3 + Dc −HT
c Ec

s + HT
c Hc)

Zc
∗ = Zc

∗ − diag(Zc
∗)

(26)

3.3.5. D sub-problems
We first give a brief account of the updating rules of D and Dv related to equations (7) and (8), respectively:

D∗ = arg minDλ2 ‖D‖2F + µ
∥∥∥∥ 1
µ
Λ3 + D − Z

∥∥∥∥2

F
, (27)

Dv∗ = arg minDvλ2π
v
2 ‖D

v‖
2
F + µ

∥∥∥∥ 1
µ
Λv

4 + Dv − Zv
∥∥∥∥2

F
. (28)

Then let the derivatives of equations (27) and (28) w.r.t D, Dv equal to zero, and we obtain the corresponding updating
formulas:

D∗ =
µZ − Λ3

λ2 + µ
, (29)

Dv∗ =
µZv − Λv

4

λ2π
v
2+µ

. (30)

And for Dc, the optimal problem is:

Dc
∗ = arg minDc µ̄‖Dc‖∗ + 1

2 ‖Dc −G‖2F ,

where µ̄ =
λ2π

V+1
2
µ

. Obviously, this kind of low-rank problem can be solved by singular value thresholding algorithm
[42]:

Dc
∗ = Πµ̄(Zc −

1
µ
Λ5) = Uπµ̄(Σ)VT, (31)

where UΣVT is the skinny SVD of Zc −
1
µ
Λ5. Soft-thresholding operation πτ(Σ) is defined as πτ(Σ) = (|Σ| − τ)+sgn(Σ)

and (t)+ = max(0, t).
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3.3.6. E sub-problems
The updating rules of Ev

r are the same for MVSC-CSLF and MCSC-CSLFS because π = π1, which are replaced

by πtemp =
{
πv

temp

}V

v=1
for convenience when discuss Ev

r . Therefore, the optimal sub-problems w.r.t Ev
r , Es, Ev

s, and Ec
s

for MVSC-CSLF and MCSC-CSLFS are listed as follows:

Ev∗
r = arg minEv

r µ̄
∥∥∥Ev

r

∥∥∥
2,1 + 1

2

∥∥∥Ev
r −Gv

r

∥∥∥2
F , (32)

where µ̄v
r =

πv
temp

µ
, and Gv

r = 1
µ
Λv

1 + Xv − Pv
sHv

s − Pv
cHc.

Es
∗ = arg minEs µ̄‖Es‖2,1 + 1

2 ‖Es −Gs‖
2
F , (33)

where µ̄s = λ1
µ

, Gs = 1
µ
Λ2 + H −HZ.

Ev∗
s = arg minEv

s µ̄
∥∥∥Ev

s

∥∥∥
2,1 + 1

2

∥∥∥Ev
s −Gv

s

∥∥∥2
F , (34)

where µ̄v
s =

λ1π
v
2

µ
, Gv

s = 1
µ
Λv

2 + Hv
s −Hv

sZv.

Ec∗
s = arg minEc

s µ̄
∥∥∥Ec

s

∥∥∥
2,1 + 1

2

∥∥∥Ec
s −Gc

s

∥∥∥2
F , (35)

where µ̄c
s =

λ1π
V+1
2
µ

, Gc
s = 1

µ
Λ3 + Hc −HcZc.

Equations (32) - (35) can be solved according to lemma 4.1 of [43], and their solutions are:

Ev∗(:,i)
r =


∥∥∥∥Gv(:,i)

r

∥∥∥∥
2
−µ̄v

r∥∥∥∥Gv(:,i)
r

∥∥∥∥
2

Gv(:,i)
r , if

∥∥∥Gv(:,i)
r

∥∥∥
2 > µ̄

v
r ;

0, otherwise.
(36)

E∗(:,i)s =


∥∥∥∥G(:,i)

s

∥∥∥∥
2
−µ̄s∥∥∥∥G(:,i)

s

∥∥∥∥
2

G(:,i)
s , if

∥∥∥G(:,i)
s

∥∥∥
2 > µ̄s;

0, otherwise.
(37)

Ev∗(:,i)
s =


∥∥∥∥Gv(:,i)

s

∥∥∥∥
2
−µ̄v

s∥∥∥∥Gv(:,i)
s

∥∥∥∥
2

Gv(:,i)
s , if

∥∥∥Gv(:,i)
s

∥∥∥
2 > µ̄

v
s;

0, otherwise.
(38)

Ec∗(:,i)
s =


∥∥∥∥Gc(:,i)

s

∥∥∥∥
2
−µ̄c

s∥∥∥∥Gc(:,i)
s

∥∥∥∥
2

Gc(:,i)
s , if

∥∥∥Gc(:,i)
s

∥∥∥
2 > µ̄

c
s;

0, otherwise.
(39)

3.3.7. π sub-problems
For MVSC-CSLF and MVSC-CSLFS, the optimal sub-problems w.r.t π, π1, and π2 are listed as follows:

min
∑V

v=1 π
v
∥∥∥Ev

r

∥∥∥
2,1 +

λ3
2 ‖π‖

2
2

s.t. π ≥ 0,
∑V

v=1 π
v = 1,

(40)

min
∑V

v=1 π
v
1

∥∥∥Ev
r

∥∥∥
2,1 + λ4

2 ‖π1‖
2
2

s.t. π1 ≥ 0,
∑V

v=1 π
v
1 = 1,

(41)

min
∑V

v=1 π
v
2(λ1

∥∥∥Ev
s

∥∥∥
2,1 + λ2

2 ‖D
v‖2F) + πV+1

2 (λ1
∥∥∥Ec

s

∥∥∥
2,1 + λ2‖Dc‖∗) + λ4

2 ‖π2‖
2
2

s.t. π2 ≥ 0,
∑V+1

v=1 π
v
2 = 1.

(42)

They are standard convex optimization problems, which can be solved by the python package CVXPY 3.

3www.cvxpy.org/
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Algorithm 1 MVSC-CSLF
Input:
{Xv}Vv=1, Ks, Kc, λ1, λ2, λ3, µ, µmax, ρ, ε.

Output:
Z and H.

1: Initialize: Set the initial values of
{
Pv

s
}V
v=1,

{
Pv

c
}V
v=1,

{
Hv

s
}V
v=1, Hc, Z, D,

{
Ev

r
}V
v=1, Es equal to 0, and let

{
πv = 1

V

}V

v=1
.

2: while not converged do
3: fix others and update

{
Pv

s
}V
v=1,

{
Pv

c
}V
v=1,

{
Hv

s
}V
v=1, Hc, Z, D,

{
Ev

r
}V
v=1, {Es}

V
v=1, π, and lagrangian multipliers by solving (11), (12), (15), (19),

(24), (29), (36), (37), (40), and (43) in turn;
4: update µ = min(ρµ, µmax)
5: check convergence condition:

1
V

V∑
v=1

∥∥∥Xv − Pv
sHv

s − Pv
cHc − Ev

r

∥∥∥
∞
< ε,

‖H −HZ − Es‖∞ < ε, ‖D − Z‖∞ < ε.
6: end while

Algorithm 2 MVSC-CSLFS
Input:
{Xv}Vv=1, Ks, Kc, λ1, λ2, λ3, µ, µmax, ρ, ε.

Output:
Z and H.

1: Initialize: Set the initial values of
{
Pv

s
}V
v=1,

{
Pv

c
}V
v=1,

{
Hv

s
}V
v=1, Hc, {Zv}Vv=1, Zc, {Dv}Vv=1, Dc,

{
Ev

r
}V
v=1,

{
Ev

s
}V
v=1, Ec

s equal to 0, let
{
πv

1 = 1
V

}V

v=1
and{

πv
2 = 1

V+1

}V+1

v=1
.

2: while not converged do
3: fix others and update

{
Pv

s
}V
v=1,

{
Pv

c
}V
v=1,

{
Hv

s
}V
v=1, Hc, {Zv}Vv=1, Zc, {Dv}Vv=1, Dc,

{
Ev

r
}V
v=1,

{
Ev

s
}V
v=1,

{
Ec

s
}V
v=1, π1, π2, and lagrangian multipliers

by solving (11), (12), (16), (20), (25), (26), (30), (31), (36), (38), (39), (41), (42), and (44) in turn;
4: update µ = min(ρµ, µmax)
5: check convergence condition:

1
V

V∑
v=1

∥∥∥Xv − Pv
sHv

s − Pv
cHc − Ev

r

∥∥∥
∞
< ε,

1
V

V∑
v=1

∥∥∥Hv
s −Hv

sZv − Ev
s

∥∥∥
∞
< ε,∥∥∥Hc −HcZc − Ec

s

∥∥∥
∞
< ε, 1

V

V∑
v=1
‖Dv − Zv‖∞ < ε,

‖Dc − Zc‖∞ < ε.
6: end while

3.3.8. Lagrangian multipliers sub-problems
The lagrangian multipliers can be updated by the rules:

Λv
1 = Λv

1 + µ(Xv − Pv
sHv

s − Pv
cHc − Ev

r)
Λ2 = Λ2 + µ(H −HZ − Es)
Λ3 = Λ3 + µ(D − Z)

(43)


Λv

1 = Λv
1 + µ(Xv − Pv

sHv
s − Pv

cHc − Ev
r)

Λv
2 = Λv

2 + µ(Hv
s −Hv

sZv − Ev
s)

Λ3 = Λ3 + µ(Hc −HcZc − Ec
s)

Λv
4 = Λv

4 + µ(Dv − Zv)
Λ5 = Λ5 + µ(Dc − Zc)

(44)

The complete algorithms w.r.t MVSC-CSLF and MVSC-CSLFS are summarized in Algorithms 1 and 2, respectively.

3.4. Complexity and convergence analysis

Computational complexity of the algorithm mainly comes from some complex computations, such as matrix
inversion and svd decomposition, and therefore we mainly consider these operations in this subsection.
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3.4.1. MVSC-CSLF
The computational complexity mainly comes from five sources. For

{
Pv

s
}V
v=1 and

{
Pv

c
}V
v=1, the complexities are

O(
V∑

v=1
(Mv)3); for

{
Hv

s
}V
v=1 and Hc, the complexities are O(VK3

s ) and O(K3
c ); for Z, the matrix inversion’s complexity is

O(N3). Therefore, the total computational cost of this problem is O(
V∑

v=1
(Mv)3 + VK3

s + K3
c + N3).

3.4.2. MVSC-CSLFS
The computational complexity mainly comes from seven sources. For

{
Pv

s
}V
v=1 and

{
Pv

c
}V
v=1, the complexities are

O(
V∑

v=1
(Mv)3); for

{
Hv

s
}V
v=1, Hc, the complexities are O(VK3

s ) and O(K3
c ); for {Zv}Vv=1, Zc, the complexities are O(VN3)

and O(N3); for Dc, the complexity is O(N3). Therefore, the total computational cost of this problem is O(
V∑

v=1
(Mv)3 +

VK3
s + K3

c + (V + 2)N3).
Mostly, Ks and Kc should smaller than Mv, i.e., Ks,Kc � Mv, therefore the computational cost of our proposed

two algorithms can be rewritten as O(
V∑

v=1
(Mv)3 + N3) and O(

V∑
v=1

(Mv)3 + (V + 2)N3). And for large scale data, i.e.

Mv � N, the computational cost are O(N3) and O((V + 2)N3), respectively.

3.4.3. Convergence analysis
MVSC-CSLF and MVSC-CSLFS both involve multiple sub-problems, which makes it hard to give a solid proof

of their convergence. However, we can give an empirical demonstration by extensive experiments on multiple real-
world datasets referred to [12, 14, 13]. The convergence curves of MVSC-CSLF and MVSC-CSLFS on six datasets
are shown in Fig. 2 and Fig. 3, respectively. The promising performance indicates that the proposed methods converge
rate fast and stable.

0 5 10 15 20 25 30 35
0

5

10

15

20

25

lo
ss

epochs
0 5 10 15 20 25 30 35

0

1

2

3

4

5

6

lo
ss

epochs

 Vv=1||Xv-PvsHvs-PvcHc-Evr||¥/V
 ||H-HZ-Es||¥
 ||D-Z||¥

0 5 10 15 20 25 30 35
0

0.5

1

1.5

2

2.5

3

3.5

lo
ss

epochs
0 5 10 15 20 25 30 35

0

2

4

6

8

10

12

14

lo
ss

epochs
0 5 10 15 20 25 30 35

0

0.5

1

1.5

2

lo
ss

epochs

0 5 10 15 20 25 30 35
0

1

2

3

4

5

6

7

8

lo
ss

epochs

ORL

3-sources

Prokaryotic

uci-digit

Reuters

Yale

Figure 2: Convergence of MVSC-CSLFS. We display the curves about three stop criteria in red, gray, and blue versus the iteration numbers on six
datasets.

12



0 5 10 15 20 25 30 35
0

0.05

0.1

0.15

0.2

0.25

0.3

0.35

5 10

0.002

0.004

lo
ss

epochs
0 5 10 15 20 25 30 35

0

2

4

6

8

10

lo
ss

epochs

 Vv=1||Xv-PvsHvs-PvcHc-Evr||¥
 Vv=1||Hv-HvsZv-Evs||¥
 ||Hc-HcZc-Ecs||¥

 Vv=1||Dv-Zv||¥

 ||Dc-Zc||¥

5 10

0

0.1

0 5 10 15 20 25 30 35
0

2

4

6

8

10

12

14

16

5 10 15 20 25

0.2

0.4

lo
ss

epochs
0 5 10 15 20 25 30 35

0

2

4

6

8

5 10 15
0

0.01

0.02

0.03

0.04

0.05

0.06

0.07

lo
ss

epochs
0 5 10 15 20 25 30 35

0

1

2

3

4

5

6

7

8

5 10 15 20 25

0.05

0.1

0.15

0.2

lo
ss

epochs

0 5 10 15 20 25 30 35
0

2

4

6

8

10

5 10 15 20 25

0.05

0.1

0.15

0.2

0.25

lo
ss

epochs

ORL

3-sources

Prokaryotic

uci-digit

Reuters

Yale

Figure 3: Convergence of MVSC-CSLFS. We display the curves about five stop criteria in gray, red, blue, green, and purple versus the iteration
numbers on six datasets.

4. Experiment

4.1. datasets
Six real-world datasets are selected to test and validate the performance of proposed algorithms. Among them,

ORL4 and Yale4 are human face data, and we select intensity, LBP, and Gabor features as three views; Prokary-
otic[44] is a species data set described from textual data, proteome composition, and genomic representations, each of
them is viewed as a view; Reuters[45] is document data that the contents are written by 6 languages, each language
is viewed as a view, and they are all in the bag-of-words representations; 3-sources5 is news data set with its contents
come from three sources (BBC, Reuters, and the Guardian), and they are all in the bag-of-words representations; uci-
digit6 concludes six types of features of handwritten number, and 3 of them are utilized to construct three views.Table
2 summarizes the above information.

Table 2: Description of datasets

Data View number (V) Clusters (C) Instance number (N) Dimension of each view (Mv)
ORL 3 40 400 [4096,3304,6750]

Reuters 5 6 600 [21526,24892,34121,15487,11539]
3-sources 3 6 169 [3560,3631,3068]

Yale 3 15 165 [4096,3304,6750]
uci-digit 3 10 2000 [216,76,64]

Prokaryotic 3 4 551 [438,3,393]

4http://www.cad.zju.edu.cn/home/dengcai/Data/FaceData.html
5http://mlg.ucd.ie/datasets/3sources.html
6http://archive.ics.uci.edu/ml/datasets/Multiple+Features

13



4.2. Compared Methods
In comprising experiment, 9 algorithms are selected as baseline methods:

(1) LRSC [27]: the method impose a low-rank constraint on subspace clustering. The algorithm has four variants de-
pending on whether the data is corrupted and whether the constraint is relaxed or exact. Since LRSC is a single-view
method, we perform each variant on each view’s data and select the best result.
(2) LMSC [12]: the method combines representation learning with subspace clustering. It learn a common latent
representation first and then perform self-expressive reconstruction on it with a low-rank constraint.
(3) CSMSC [10]: the method assumes that each view’s subspace representation includes two parts: consistent and
view-specific ones. It separates them from each view, and constraints them with nuclear and Frobenius norm, respec-
tively.
(4) MLRSSC [9]: the method performs self-expressive reconstruction on each view, but impose sparse and low-rank
constraints on each subspace representation, simultaneously.
(5) MLRSSC-C [9]: the method is based on MLRSSC, but propose a centroid alignment strategy.
(6) KMLRSSC [9]: the method is based on MLRSSC, and add kernel to enhance the processing ability of nonlinear
data.
(7) KMLRSSC-C [9]: the method is based on MLRSSC-C, and add kernel to enhance the processing ability of non-
linear data.
(8) CSI [13]: the method is differ from most existing algorithms when integrating multiple subspace representations.
CSI propose a strategy that can obtain a common subspace representation by keeping each view’s local manifold
preserving.
(9) FCMSC [14]: the method concatenates all views and performs self-expressive reconstruction on it with low-rank
and local manifold preserving regularization.

4.3. Evaluation Metrics and Adjacency Matrix
We use ACC (accuracy), NMI (normalized mutual information), ARI (Adjusted Rand Index), Precision, Recall,

F-score as the evaluation metrics. Among them, except for NMI and ARI, other metrics are not clustering metrics.
Therefore the predicted labels should be first mapped into the true categories by applying Kuhn-Munkres algorithm.
Note that a higher value indicates better performance for all the above metrics.

Figure 4: Visualization for MVSC-CSLF’s adjacency matrices on six datasets.

Once model training is completed, the learned subspace representation can be utilized to construct adjacency
matrix, which can be applied to the spectral clustering [46]. MVSC-CSLF constructs adjacency matrix according to
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Figure 5: Visualization for MVSC-CSLFS’s adjacency matrices on six datasets.

the following rule:
|Z| +

∣∣∣ZT
∣∣∣

2
. (45)

MVSC-CSLFS has V + 1 coefficient matrix, and its construction rule is:

1
2

(
|Zc| +

∣∣∣ZT
c

∣∣∣
2

+
1
V

V∑
v=1

|Zv| +
∣∣∣(Zv)T

∣∣∣
2

), (46)

where |·| denotes element-wise absolute operator.
Due to the higher correlation between samples belonging to the same category, the adjacency matrix should present

block diagonalization when we sort samples by category. Therefore, we visualize the adjacency matrices of MVSC-
CSLF and MVSC-CSLFS computed thorough equations (45) and (46) on six datasets, which are shown in Fig. 4 and
Fig. 5, respectively. These figures show that the adjacency matrices present obvious block diagonalization according
to category on all datasets. The property is more clearly expressed in MVSC-CSLFS than in MVSC-CSLF, which is
one of the reasons that MVSC-CSLFS performs better in most cases.

4.4. Clustering Performance on Real-World datasets

In this subsection, we compare our proposed methods with 9 baseline approaches, and Table 3 tabulates the
clustering results on six datasets in terms of six metrics. Note that we conduct each method 10 times, and the results
are reported in form of the mean score, as well as the standard deviation.

The results in Table 3 show that multi-view algorithms perform better than single view algorithm on all datasets.
As refereed in subsection 4.2, LRSC’s four variants are conducted on all views of each datasets, and the best result is
selected as comparison. Even though, LRSC performs worse than almost all multi-view algorithms, and the clustering
results are difficult to find a trade-off between Precision and Recall on Reuters and Prokaryotic. Furthermore, it is
not hard to see that our proposed MVSC-CSLF and MVSC-CSLFS have satisfied performance on all datasets. In
particular, MVSC-CSLFS outperforms than others on ORL and Yale in terms of all metrics, and also has best score
on uci-digit and Prokaryotic in terms of three and four metrics, respectively. On Reuters, MVSC-CSLF performs best
in terms of ACC and F-score, and since LRSC cannot find a good trade-off between Recall and F-score on this data,
MVSC-CSLF actually also has the best score in terms of Recall. As for 3-sources, FCSMC performs best, but expect
for this method our proposed approaches have a bigger improvement that other compared algorithms.
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Table 3: Clustering results

Dataset Method ACC NMI AR Precision Recall F-score

ORL

LRSC 0.769(0.015) 0.883(0.015) 0.688(0.037) 0.668(0.037) 0.726(0.036) 0.695(0.036)
LMSC 0.822(0.037) 0.927(0.013) 0.774(0.043) 0.813(0.038) 0.822(0.037) 0.802(0.041)

CSMSC 0.868(0.0012) 0.942(0.005) 0.827(0.002) 0.860(0.002) 0.804(0.003) 0.831(0.001)
MLRSSC 0.637(0.034) 0.813(0.017) 0.524(0.037) 0.640(0.033) 0.637(0.034) 0.623(0.034)

MLRSSC-Centroid 0.780(0.027) 0.917(0.009) 0.729(0.029) 0.785(0.033) 0.780(0.027) 0.761(0.032)
KMLRSSC 0.786(0.041) 0.903(0.016) 0.721(0.042) 0.793(0.040) 0.786(0.041) 0.774(0.042)

KMLRSSC-Centroid 0.783(0.031) 0.907(0.008) 0.721(0.026) 0.793(0.039) 0.783(0.031) 0.772(0.035)
CSI 0.863(0.152) 0.930(0.095) 0.805(0.158) 0.782(0.170) 0.840(0.141) 0.810(0.158)

FCSMC 0.847(0.019) 0.928(0.008) 0.782(0.021) 0.746(0.025) 0.833(0.020) 0.787(0.020)
MVSC-CSLF 0.849(0.009) 0.931(0.006) 0.800(0.012) 0.854(0.009) 0.849(0.009) 0.837(0.010)

MVSC-CSLFS 0.885(0.007) 0.947(0.005) 0.842(0.011) 0.889(0.008) 0.885(0.007) 0.874(0.007)

Reuters

LRSC 0.209(0.007) 0.131(0.007) 0.015(0.001) 0.172(0.000) 0.835(0.013) 0.285(0.001)
LMSC 0.495(0.001) 0.355(0.001) 0.223(0.010) 0.312(0.009) 0.497(0.008) 0.383(0.006)

CSMSC 0.513(0.001) 0.358(0.001) 0.247(0.001) 0.343(0.001) 0.444(0.001) 0.387(0.001)
MLRSSC 0.530(0.033) 0.382(0.015) 0.282(0.026) 0.501(0.055) 0.530(0.033) 0.483(0.051)

MLRSSC-Centroid 0.514(0.035) 0.370(0.011) 0.268(0.026) 0.484(0.040) 0.514(0.035) 0.459(0.046)
KMLRSSC 0.571(0.023) 0.374(0.019) 0.304(0.020) 0.618(0.037) 0.571(0.023) 0.567(0.030)

KMLRSSC-Centroid 0.551(0.024) 0.357(0.016) 0.294(0.016) 0.591(0.046) 0.551(0.024) 0.540(0.027)
CSI 0.527(0.009) 0.394(0.009) 0.288(0.007) 0.364(0.006) 0.511(0.008) 0.425(0.007)

FCSMC 0.518(0.001) 0.369(0.001) 0.268(0.000) 0.357(0.000) 0.470(0.001) 0.405(0.000)
MVSC-CSLF 0.582(0.010) 0.352(0.004) 0.290(0.012) 0.604(0.005) 0.582(0.005) 0.581(0.012)

MVSC-CSLFS 0.571(0.001) 0.373(0.001) 0.297(0.01) 0.419(0.002) 0.397(0.001) 0.444(0.002)

Yale

LRSC 0.675(0.027) 0.706(0.019) 0.491(0.032) 0.501(0.030) 0.547(0.030) 0.523(0.030)
LMSC 0.789(0.018) 0.789(0.019) 0.628(0.030) 0.632(0.029) 0.672(0.027) 0.651(0.028)

CSMSC 0.752(0.001) 0.784(0.001) 0.615(0.005) 0.673(0.002) 0.610(0.006) 0.794(0.029)
MLRSSC 0.660(0.050) 0.697(0.033) 0.477(0.054) 0.482(0.056) 0.544(0.045) 0.511(0.050)

MLRSSC-Centroid 0.627(0.034) 0.702(0.021) 0.458(0.024) 0.711(0.050) 0.627(0.034) 0.648(0.041)
KMLRSSC 0.649(0.053) 0.689(0.032) 0.485(0.046) 0.679(0.070) 0.649(0.053) 0.653(0.059)

KMLRSSC-Centroid 0.639(0.043) 0.680(0.032) 0.480(0.044) 0.661(0.046) 0.639(0.043) 0.640(0.045)
CSI 0.734(0.000) 0.777(0.000) 0.606(0.000) 0.606(0.000) 0.659(0.000) 0.739(0.000)

FCSMC 0.775(0.025) 0.796(0.019) 0.589(0.041) 0.569(0.046) 0.674(0.028) 0.617(0.037)
MVSC-CSLF 0.804(0.008) 0.813(0.013) 0.629(0.022) 0.874(0.010) 0.804(0.008) 0.828(0.009)

MVSC-CSLFS 0.859(0.017) 0.861(0.016) 0.727(0.024) 0.902(0.018) 0.859(0.017) 0.853(0.006)

uci-digit

LRSC 0.763(0.003) 0.697(0.001) 0.626(0.003) 0.650(0.003) 0.678(0.002) 0.664(0.003)
LMSC 0.905(0.004) 0.833(0.006) 0.812(0.008) 0.835(0.007) 0.840(0.007) 0838(0.007)

CSMSC 0.903(0.000) 0.835(0.001) 0.810(0.000) 0.823(0.000) 0.834(0.004) 0.828(0.000)
MLRSSC 0.881(0.061) 0.852(0.022) 0.814(0.050) 0.877(0.070) 0.881(0.061) 0.873(0.070)

MLRSSC-Centroid 0.893(0.055) 0.853(0.023) 0.818(0.050) 0.891(0.063) 0.893(0.055) 0.887(0.063)
KMLRSSC 0.894(0.049) 0.861(0.018) 0.826(0.044) 0.888(0.060) 0.894(0.049) 0.886(0.058)

KMLRSSC-Centroid 0.910(0.046) 0.865(0.018) 0.840(0.039) 0.910(0.051) 0.910(0.046) 0.906(0.053)
CSI 0.863(0.000) 0.915(0.000) 0.846(0.000) 0.805(0.000) 0.929(0.000) 0.862(0.000)

FCSMC 0.916(0.001) 0.848(0.001) 0.827(0.001) 0.840(0.001) 0.849(0.001) 0.844(0.001)
MVSC-CSLF 0.913(0.000) 0.834(0.000) 0.818(0.001) 0.917(0.000) 0.913(0.000) 0.913(0.000)

MVSC-CSLFS 0.917(0.002) 0.852(0.001) 0.828(0.004) 0.921(0.000) 0.917(0.000) 0.917(0.000)

Prokaryotic

LRSC 0.582(0.005) 0.079(0.011) 0.038(0.029) 0.407(0.011) 0.964(0.047) 0.571(0.001)
LMSC 0.709(0.032) 0.418(0.034) 0.394(0.052) 0.669(0.067) 0.585(0.068) 0.618(0.026)

CSMSC 0.658(0.006) 0.352(0.004) 0.367(0.005) 0.665(0.005) 0.527(0.007) 0.588(0.004)
MLRSSC 0.646(0.038) 0.309(0.018) 0.324(0.037) 0.529(0.011) 0.531(0.006) 0.498(0.005)

MLRSSC-Centroid 0.620(0.009) 0.196(0.008) 0.260(0.005) 0.444(0.033) 0.399(0.018) 0.363(0.024)
KMLRSSC 0.638(0.045) 0.420(0.041) 0.355(0.071) 0.609(0.032) 0.641(0.053) 0.589(0.041)

KMLRSSC-Centroid 0.655(0.045) 0.405(0.030) 0.350(0.072) 0.606(0.031) 0.657(0.046) 0.597(0.042)
CSI 0.619(0.000) 0.413(0.000) 0.291(0.000) 0.634(0.000) 0.440(0.000) 0.520(0.000)

FCSMC 0.674(0.001) 0.443(0.000) 0.394(0.001) 0.688(0.001) 0.537(0.001) 0.603(0.001)
MVSC-CSLF 0.763(0.001) 0.449(0.004) 0.521(0.004) 0.614(0.001) 0.596(0.007) 0.600(0.002)

MVSC-CSLFS 0.809(0.001) 0.489(0.002) 0.568(0.001) 0.617(0.001) 0.635(0.001) 0.624(0.001)

3-sources

LRSC 0.596(0.026) 0.462(0.009) 0.351(0.020) 0.471(0.037) 0.585(0.054) 0.518(0.004)
LMSC 0.734(0.020) 0.676(0.018) 0.579(0.017) 0.729(0.024) 0.621(0.047) 0.669(0.018)

CSMSC 0.798(0.002) 0.747(0.005) 0.673(0.004) 0.730(0.005) 0.773(0.001) 0.751(0.003)
MLRSSC 0.677(0.060) 0.593(0.026) 0.550(0.067) 0.535(0.048) 0.596(0.060) 0.544(0.059)

MLRSSC-Centroid 0.666(0.051) 0.590(0.019) 0.534(0.053) 0.512(0.045) 0.551(0.068) 0.513(0.056)
KMLRSSC 0.609(0.038) 0.526(0.027) 0.423(0.035) 0.536(0.59) 0.564(0.079) 0.517(0.060)

KMLRSSC-Centroid 0.621(0.025) 0.531(0.020) 0.457(0.031) 0.544(0.057) 0.562(0.051) 0.519(0.046)
CSI 0.763(0.000) 0.747(0.000) 0.622(0.000) 0.717(0.000) 0.702(0.000) 0.709(0.000)

FCSMC 0.908(0.003) 0.795(0.006) 0.793(0.008) 0.887(0.004) 0.795(0.007) 0.839(0.006)
MVSC-CSLF 0.843(0.016) 0.696(0.014) 0.659(0.034) 0.810(0.013) 0.873(0.007) 0.833(0.012)

MVSC-CSLFS 0.894(0.000) 0.754(0.000) 0.793(0.000) 0.840(0.000) 0.860(0.000) 0.821(0.000)
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It is worth noting that MVSC-CSLF, which only has a pretty simple constraint strategy on coefficient matrix,
performs better than many of compared methods on most datasets. The promising performance indicates that well
distributed representation is significant for subspace clustering, and when obtained suitable latent representation, even
a simple form can derive satisfactory clustering results. However, such strategy cannot make full use of the ob-
tained representations, therefore the proposed MVSC-CSLFS which has advanced trick can further make a significant
improvement on clustering performance.

4.5. Ablation Study: Is the latent representation good?

The core assumption in this study is that the proposed MVSC-CSLF and MVSC-CSLFS perform well because
they have good representations, and thus we design an ablation experiment to demonstrate this. First of all, MVSC-
CSLFS is employed on ORL and Yale to calculate the latent representations: H1

s , H2
s , H3

s , Hc, and H. Among them, the
first three ones are view-specific representations, Hc is consistent representation of all views, and H is the joint latent
representation concatenated by the first four ones. Then LRSC [27] (a single view subspace clustering algorithm, and
we use its first variant: uncorrupted data and relaxed constriants) is employed to test the performance on both raw
data and latent representations in terms of three major clustering metrics: ACC, NMI, and AR. As shown in Table 4,
LRSC is conducted on 3 views’ raw data, 3 views’ specific, consistent, and joint representations, respectively. And the
results obviously indicate that the latent representations have made a significant improvement compared with raw data.
Note that joint representation may not bring a better improvement, and this is why we further propose an advanced
strategy to improve on the basis of MVSC-CSLF. However, the ability of joint representation is also satisfied and
MVSC-CSLF only has one coefficient matrix that can reduce computing and storage cost. Therefore, how to choose
the two proposed algorithms should be based on the actual situation and requirement.

Table 4: Comparison of the clustering performance on raw data and latent representation

Data Method ACC NMI ARI

ORL

view1 0.691(0.021) 0.834(0.009) 0.567(0.022)
view2 0.769(0.015) 0.883(0.015) 0.688(0.037)
view3 0.560(0.018) 0.747(0.010) 0.418(0.021)

view1-specific 0.855(0.015) 0.933(0.005) 0.809(0.013)
view2-specific 0.847(0.020) 0.928(0.005) 0.787(0.013)
view3-specific 0.815(0.016) 0.910(0.009) 0.744(0.021)

consistent 0.847(0.017) 0.928(0.007) 0.788(0.017)
joint 0.836(0.026) 0.923(0.010) 0.775(0.033)

Yale

view1 0.675(0.027) 0.706(0.019) 0.491(0.032)
view2 0.587(0.015) 0.597(0.009) 0.371(0.013)
view3 0.508(0.020) 0.571(0.020) 0.310(0.026)

view1-specific 0.726(0.011) 0.736(0.009) 0.525(0.016)
view2-specific 0.715(0.018) 0.734(0.010) 0.544(0.013)
view3-specific 0.733(0.005) 0.741(0.003) 0.544(0.007)

consistent 0.718(0.009) 0.713(0.011) 0.516(0.016)
joint 0.718(0.018) 0.733(0.013) 0.537(0.019)

4.6. Hyper-parameters Tuning Strategy

Both MVSC-CSLF and MVSC-CSLFS have five hyperparameters, where λ1, λ2, and λ3 are trade-off parameters
of different loss and penalty terms, Ks and Kc are view-specific and consistent latent representations’ dimensions,
respectively. We design a greedy grid search strategy in terms of the metric of ACC to find the best hyperparameters’
combination. Firstly, we fix λ1, λ2, λ3, and search the best combination of Ks and Kc range from 10 to 350, the results
on different datasets w.r.t MVSC-CSLF and MVSC-CSLFS are shown in Fig. 6 and Fig. 7, respectively. Secondly,
fix λ3, Ks and Kc, we search the best combination of λ1 and λ2, and the search space is {0.01, 0.1, 1, 10, 100}. The
results on different datasets w.r.t MVSC-CSLF and MVSC-CSLFS are shown in Fig. 8 and Fig. 9, respectively.
Finally, we fix others and tune λ3 from {0.1, 0.5, 1, 5, 10}, and the results on different datasets w.r.t MVSC-CSLF and
MVSC-CSLFS are shown in Fig. 10.
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ORL Prokaryotic Reuters

3-sources uci-digit Yale

Figure 6: Visualization for the hyperparameter selection procedure: Ks and Kc. We conduct MVSC-CSLF 3 times with different hyperparameter
combinations on each data set, and the three axes of the coordinate system represent Ks, Kc, and the mean value of clustering accuracy, respectively.

uci-digit Yale

Reuters

3-sources

ORL Prokaryotic

Figure 7: Visualization for the hyperparameter selection procedure: Ks and Kc. We conduct MVSC-CSLFS 3 times with different hyperparameter
combinations on each data set, and the three axes of the coordinate system represent Ks, Kc, and the mean value of clustering accuracy, respectively.
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ORL Prokaryotic Reuters

3-sources uci-digit Yale

Figure 8: Visualization for the hyperparameter selection procedure: λ1 and λ2. We conduct MVSC-CSLF 3 times with different hyperparameter
combinations on each data set, and the three axes of the coordinate system represent λ1, λ2, and the mean value of clustering accuracy, respectively.

ORL Prokaryotic Reuters

3-sources uci-digit Yale

Figure 9: Visualization for the hyperparameter selection procedure: λ1 and λ2. We conduct MVSC-CSLFS 3 times with different hyperparameter
combinations on each data set, and the three axes of the coordinate system represent λ1, λ2, and the mean value of clustering accuracy, respectively.
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Figure 10: Visualization for the hyperparameter selection procedure w.r.t λ3 of MVSC-CSLF and MVSC-CSLFS, respectively. We conduct MVSC-
CSLF and MVSC-CSLFS 3 times with different λ3 on each data set, therefore the two axes of the coordinate system represent λ3 and the mean
value of clustering accuracy, respectively.

5. Conclusion and Future Work

In this study, we emphasize the importance of a good representation performing in self-expressive subspace clus-
tering, and introduce a matrix factorization method to explore and separate the consistent and view-specific informa-
tion existing in multiple views. Based on the idea that representation learning process should be guided by specific
learning tasks, we propose two multi-view subspace clustering algorithms MVSC-CSLF and MVSC-CSLFS. Among
them, MVSC-CSLF use a feature-level fusion strategy to fuse consistent and complementary information into a joint
latent representation, and then perform self-expressive reconstruction on it. MVSC-CSLFS use a subspace-level hier-
archical strategy to impose the matching prior constraints on different subspace representations. Experimental results
indicate that the quality of data representation is essential for subspace clustering. And our proposed MVSC-CSLFS
can further improve clustering results by designing suitable self-expressive reconstruction strategies according to the
properties of latent representations.

Although this study has achieved good results, there are still many challenges. One is to improve the capability of
model to deal with non-linear and corrupted data. Another is to transfer this paradigm to deep neural network, which
has more powerful representation ability. Finally, our proposed algorithms are time-consuming, which is a common
problem of subspace learning. Therefore, some new techniques should be introduced to speed up the computation,
such as binary representation [47].
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