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Abstract. Variational inference is an approximation framework for Bayesian inference that
seeks to improve quantified uncertainty in predictions by optimizing a simplified distribution over
parameters to stand in for the full posterior. Capturing model variations that remain consistent
with training data enables more robust predictions by reducing parameter sensitivity. This work
introduces a fixed-point optimization for variational inference that is applicable when every feasible
log density can be expressed as a linear combination of functions from a given basis. In such cases,
the optimizer becomes a fixed-point of projective integral updates. When the basis spans univariate
quadratics in each parameter, the feasible distributions are Gaussian mean-fields and the projective
integral updates yield quasi-Newton variational Bayes (QNVB). Other bases and updates are also
possible. Since these updates require high-dimensional integration, this work begins by proposing
an efficient quasirandom sequence of quadratures for mean-field distributions. Each iterate of the
sequence contains two evaluation points that combine to correctly integrate all univariate quadratic
functions and, if the mean-field factors are symmetric, all univariate cubics. More importantly,
averaging results over short subsequences achieves periodic exactness on a much larger space of
multivariate polynomials of quadratic total degree. The corresponding variational updates require
4 loss evaluations with standard (not second-order) backpropagation to eliminate error terms from
over half of all multivariate quadratic basis functions. This integration technique is motivated by
first proposing stochastic blocked mean-field quadratures, which may be useful in other contexts. A
PyTorch implementation of QNVB allows for better control over model uncertainty during training
than competing methods. Experiments demonstrate superior generalizability for multiple learning
problems and architectures.
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1. Introduction. Variational inference is an optimization-based approach to
discover parameter domains that dominate the Bayesian posterior with origins in sta-
tistical physics [29, 34, 5, 15, 6, 44]. One of the challenges of quantifying prediction
uncertainty for high-dimensional models is how to reliably characterize model uncer-
tainty as it evolves during training. For high-dimensional model classes, mean-field
distributions provide a simple and scalable method for tracking a component of model
uncertainty and thereby capturing a useful contribution to uncertainty in predictions
at a reduced computational cost [1, 33]. In principle, optimizing the variational ob-
jective requires repeatedly integrating the log-likelihood of the training data as the
variational density changes. Therefore, this investigation began in pursuit of an ef-
ficient quadrature framework capable of capturing the primary contributions to the
shape of mean-field densities from only a handful of function evaluations. To incorpo-
rate these integral approximations into more efficient variational updates, this work
goes on to develop a fixed-point formulation of the variational objective using projec-
tive integral updates, which use the current variational density during optimization
to compute loss expectations against certain basis functions. These expectations then
inform the structure of the next variational density.

The aim of this work is to improve the efficiency and generalizability of varia-
tional inference for high-dimensional model classes, and the fixed-point formulation
of the variational objective provides an alternative analytic framework to calibrate
and control model uncertainty during optimization. This framework can be applied if
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every log density from the family of feasible variational distributions can be written
as a linear combination of functions from a given basis. For example, a basis for all
univariate quadratic polynomials over the model parameters captures all Gaussian
mean-field approximations and the projective integral updates recover quasi-Newton
steps. However, since these updates act on averaged gradients and Hessian diago-
nals, this work first offers two efficient numerical quadratures for high-dimensional
mean-field distributions.

The first approach, stochastic blocked mean-field quadratures, may be useful for
learning architectures that, based on the model’s computational structure, allow us to
identify key blocks of parameters that may contain important correlations. Blocked
quadratures allow some correlations to be captured, while still remaining feasible for
high-dimensional model classes.

The second approach, derived as a quasirandom modification of the first, gains an
additional property of periodic exactness on much larger bases. To put this property
in perspective, we might expect that a quadrature taking 4 function evaluations in d
parameter dimensions, comprising 4(d + 1) degrees of freedom, should only integrate
the same number of basis functions. Yet, by averaging a consecutive pair of two-
point quadratures from a quasirandom sequence, the result exactly integrates 1 +
2d+ idz quadratic total-degree basis functions, i.e. more than half. These quadrature
sequences may support adaptive integration to suppress error as needed by adding
evaluations from the quadrature sequence while keeping previous computations.

These quadrature formulas facilitate efficient approximations of the expected gra-
dient and Hessian diagonal using related linear functionals that act on only a few
gradient evaluations from standard backpropagation.

1.1. Contributions. The key contributions of this work are 1. two numerical
integration schemes that are suitable for mean-field and blocked mean-field densi-
ties, 2. the derivation of projective integral updates from a fixed-point formulation
of variational inference, and 3. implementation details for quasi-Newton variational
Bayes (QNVB)!, a training algorithm using projective integral updates for Gaussian
mean-fields that is designed to overcome practical challenges for deep learning.

Efficient Numerical Integration. Both of the proposed integration approaches pro-
ceed by partitioning parameters into small blocks. The first approach simply requires
equal-weight sigma-point quadratures [41, 28] within each block. Provided that all
blocks use the same number of function evaluations, the evaluation coordinates can
be permuted uniformly at random and concatenated. Doing so retains the same
exactness property within each block, but also yields an expectation matching the
tensor product cubature over all blocks. This allows efficient integration of blocked
mean-field distributions, which could contain more comprehensive factors that track
correlations within each block, rather than only using products of univariate densities.

The second approach exchanges pseudorandom concatenation for quasirandom
sequences. Each element of the sequence is a 2-point quadrature that exactly inte-
grates all linear combinations of univariate quadratics. When the factor distributions
are symmetric, we obtain Gaussian quadratures that integrate all linear combinations
of univariate cubics. Averaging over a subsequence that contains an integer multiple

of 2% elements, where b = 1,2,. .., [log,(d)], yields exactness on an extra d? 222111 di-
mensions of the function space comprising quadratic total degree polynomials. This
effect is due to the quasirandom sequence creating a hierarchy of overlapping blocks

LA PyTorch version is available at https://github.com/sandialabs/qnvb.
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that contain tensor product cubatures from the underlying quadratures. By iterating
through the quadrature sequence in concert with randomly permuted training data,
we obtain a method that efficiently cancels persistent errors.

Projective Integral Updates. Updates to the variational density can be formulated
as projections of the log-posterior onto a compatible basis. For Gaussian mean-field
distributions, this analysis yields quasi-Newton updates to the mean of the variational
density. Since the projective integral updates are derived from the variational basis,
the same analytic framework facilitates other updates for different variational bases.
For example, a closely-related derivation provides updates for Dirac-Gauss mixtures,
i.e. spike and slab distributions [36, 2, 16], which associate parameter zeros with finite
probabilities.

Quasi-Newton Variational Bayes. In practice, Hessian diagonals are often small
or negative, yielding large or non-descending updates. Thus, to enforce descent steps,
QNVB incorporates the Hessian averaging technique used in AdaHessian [43]. Fur-
ther, the adaptive learning rate scheme used by Adam [17] is adapted to enforce safe
upper bounds on expected parameter perturbations using the same hyperparameters
(81, B2, €). QNVB includes additional hyperparameters that control the scales of
parameter uncertainty during training.

Experiments include: 1. image classification using ResNet18 [14] for CIFAR-10
[20], 2. natural language processing using Tensorized Transformer [23] with the Penn
Treebank (PTB) dataset [25], and 3. recommendation learning using DLRM [30] for
the Criteo Ad Kaggle dataset. QNVB demonstrates state-of-the-art competitiveness
with alternative algorithms, including: stochastic gradient descent (SGD) [37], Adam,
AdaGrad [10], AdaHessian, and stochastic gradient variational Bayes (SGVB) [18].

1.2. Organization. Section 2 provides background on variational inference,
mean field distributions, and related approaches to numerical integration. Section 3
proposes and analyzes stochastic blocked mean-field quadratures and quasirandom
quadrature sequences for high-dimensional numerical integration. Section 4 analyzes
the fixed-point formulation that bridges efficient integration with Gaussian mean-field
updates, Dirac-Gauss mixtures, and finishes by discussing implementation details for
QNVB. Section 5 provides numerical experiments and concluding remarks.

2. Background. Bayesian inference provides an attractive paradigm to quantify
prediction uncertainty by capturing a distribution over models that could explain the
available data. Given a training dataset D, a model class with parameters 6, prior
belief p(@0), and likelihood p(D | ), we obtain the posterior from Bayes’ theorem:

p(D | 6)p(6)

p(o D) = P

where p(D) = /p(D | 0) dp(0)

is the model evidence. Unfortunately, when the likelihood function is complicated,
especially for high-dimensional architectures, capturing the shape of the posterior
becomes intractable due to limited computational resources.

Variational inference mitigates this issue by approximating the posterior with a
simpler distribution, q(0 | ¢). The variational parameters ¢ characterize the approx-
imate shape of a posterior-dominant region of parameter space. We discover these
domains by optimizing a variational objective, such as the maximizing the evidence
lower bound (ELBO). Since the ELBO optimizer also minimizes the Kullback-Leibler
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(KL) divergence [21]:

(2.1) Dla@| ¢) @1 D) = [ 1og(ggz|';‘;§) da(6 | ),

which is the excess information created by replacing the posterior distribution with a
feasible approximation [11].

Provided the dataset is composed of independent cases from the data-generating
process, D = {d. | ¢ € [n.]}, the optimizer of Equation (2.1) can be written as a sum
of integrals over each case c:

@* =argmin  D[q(6 | ¢) | p(6 Z/logpd 16)da( | »).
[~

Notably, this construction does not depend on the model-evidence integral. Opti-
mization does, however, require repeatedly evaluating the log-likelihood integral as
the variational distribution evolves.

This work targets mean-field variational densities because they offer the most
scalable approach for high-dimensional model classes. Given d parameters, indexed?
asi€{0,1,...,d — 1}, mean-field distributions take the form

(2.2) a@ | @) = qul%

where each ¢, may be a block containing several variational parameters that describe
the shape of each density factor. The simplicity of this structure enables the efficient
high-dimensional numerical quadratures developed in Subsection 3.2.

2.1. Monte Carlo Versus Quadratures. There are generally two approaches
to account for probability in numerical integration, stochastic methods and determin-
istic methods. In the first case, randomized sampling matches integral contributions
in expectation over pseudorandom events that generate function evaluations. Monte
Carlo methods, including Markov chain Monte Carlo (MCMC) [31, 13] as well as
tempered variations that achieve better posterior convergence [8, 22], are entirely
stochastic, mapping pseudorandom numbers to a set of samples from the posterior
distribution. As the sample size ng increases, the scale of the integration error drops
as £(ns) ~ £(1)ns~ /2. The drawback of sampling is that, although it will eventually
produce integral approximations with arbitrarily small error, the number of function
evaluations needed can be quite large.

Deterministic approaches are the domain of typical numerical quadrature formu-
las. For integration in multiple dimensions, these are often called cubature methods.

We solve for n, evaluation locations paired with weights, {(G(q), wy) | g € [nq]}, that

exactly integrate some basis of functions, ® = {f;(-) | j € [Rexact]}, so that

=3 w f(0) ~ / £(0)dq(®) and Ql[f;] = / £(6) da(6)

becomes exact for all j € [Nexact]. For example, Uhlmann’s sigma-points [41] include
2d + 1 evaluations consisting of a central node and cross-polytope vertices (as signed

2Parameters are enumerated from zero to be consistent with the analysis in Section 3.
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standard basis vectors). By appropriately scaling and translating these nodes, it is
possible to exactly integrate all quadratic total-degree polynomials against a distri-
bution with a known mean and covariance.

Smolyak quadratures [38, 12, 35] are efficient formulas to generate high-degree
integration approximations in a few dimensions. Going back to the work of McNamee
and Stenger on symmetric cubature formulas [27], followed by Novak and Ritter [32],
it is possible to construct high-order cubatures by applying all signed permutations to
a generator set of evaluation nodes. This results in n, ~ (QZ!)k quadrature nodes that
exactly integrate 2k + 1 total-degree polynomials in d dimensions against a weight
function with the structure of Equation (2.2). This technique has been incorporated
into practical higher-order integration for expectation propagation by Kokkala, Solin,
and Sarkka [19], an alternative Bayesian approximation framework that optimizes the
reversed KL-divergence.

Unfortunately, even taking k = 1 is too expensive for current learning architec-
tures, where d often ranges from 10° to 10'° or more. Since optimizing the variational
distribution requires evaluating as many integrals as there are training data, this
approach is not feasible. We desire an approach that 1. only uses a few function
evaluations per integral, 2. exactly integrates basis functions that dominate the shape
of the mean-field distribution, and 3. efficiently suppresses the unavoidable errors
associated with basis functions that we cannot afford to integrate exactly.

2.2. Quasi-Monte Carlo Integration. Quasi-Monte Carlo methods find mid-
dle ground by incorporating both pseudorandom and deterministic aspects within the
sample-generating process. Calflisch [7] provides an overview targeting the perspec-
tive of applied mathematicians and numerical analysts. For example, we can use two
evaluation points, o) = w—9 and 0% = 1+ 9, with equal weights, w; = wy = %, to
exactly integrate all affine functions against a distribution with mean u. This is what
Calflisch calls an antithetic pair, i.e. a pair of evaluation points balanced about the
mean of the distribution. Other moment-matching methods extend this simple tech-
nique. If we know the mean of the distribution to be integrated, then we can adjust a
set of samples to exactly integrate all affine functions by applying a simple translation

of sample coordinates. Given a set of samples, @ = {B(q) ~q(0)]qce [ns]}, and a

known mean, Eq[6] = p, we can translate the samples as
, 1 &
0 =60 —iu+p where p=-—> 69
ns =

If we also have known diagonal covariance, e.g. Eq[(0<q) —p)(09 — )T = diag(c?),
then we can use an affine transformation to exactly integrate all linear combinations
of univariate quadratic polynomials,

00 =09 — @) x6 ko +pu where 6%=— Z(H(i) — )2

Ns

The operator * represents the Hadamard (elementwise) product and exponents are
also applied elementwise. As the set of samples becomes large, the sample moments
converge to the true moments, making the correction increasingly modest, so that
the same convergence properties of Monte Carlo hold. Unfortunately, this approach
requires having the full set of sample locations before the correction can be made,
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whereas the quasirandom quadrature sequences described in Subsection 3.2 can be
accumulated to match more basis functions as more function evaluations become
available.

Beylkin [4] also examines numerical algorithms in high dimensions and Dick [9]
provides a recent overview of quasi-Monte Carlo methods for high-dimensional in-
tegration over the unit cube, [0,1]%. Trefethen [39, 40] examines high-dimensional
integration methods that aim to subdue the curse of dimensionality, observing that
it is the special structure of certain problem-dependent integrands, deviating from
the anisotropy of the hypercube, that allows some quadrature formulas to avoid the
exponential increase in evaluation nodes needed for tensor-product cubatures.

2.3. Latin Hypercube Sampling. Latin hypercube sampling [26] is another
quasi-Monte Carlo approach that closely relates to this work. It is a form of stratified
sampling that matches, in expectation, stratified sampling on the Cartesian product
of subsets in each dimension. If we break a single dimension of the integral domain
into subsets of equal probability, and ensure that an equal number of samples are
drawn from each subset, then we obtain a more precise integral approximation in that
dimension, because the samples equally represent components that are analytically
equivalent contributions. The key insight of Latin hypercube sampling is that if we
obtain such samples from each dimension independently within a mean-field distribu-
tion, permuting samples within each dimension uniformly at random, the expectation
of the result still matches the product of integrals over all dimensions. Figure 1 pro-
vides an illustration of this technique in two dimensions. The same idea drives the
development and analysis of stochastic blocked mean-field quadratures in Section 3.

Latin Hypercube Sample for 2D Gaussian

,

Parameter 2
o

Parameter 1

F1a. 1. Latin hypercube illustration for 2D Gaussian separated into 10 equal-probability subin-
tervals for each dimension. The quasirandom partition of samples produces a set of evaluation points
that are more evenly distributed in each dimension. Samples are composed by randomly permuting
the source partitions in each coordinate and concatenating the results. If the distribution is inde-
pendent in each coordinate, the expectation matches the exact integral.

3. Analysis of Blocked Mean-Field Quadratures. Subsection 3.1 begins
with a discussion of blocked mean-field quadratures, providing a stepping stone to
the more powerful quasirandom sequences discussed in Subsection 3.2. See Appen-
dix A for numerical integration experiments for various mean-field distributions with
corresponding basis functions.

3.1. Stochastic Blocked Mean-Field Quadratures. Just as a mean-field
distribution is a product of univariate distributions in each parameter, we can define
a blocked mean-field distribution as a product of distributions over parameter blocks.
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Formally, when we define such a blocking structure, we decompose the parameter
vector space into a direct sum of orthogonal subspaces,

(3.1) ©@— & O, sothat 6, ¢€O,
b=1

indicates the parameters within a single block b, rather than an individual parameter.
With an appropriate basis, any parameter state can be represented by concatenating
these components. This facilitates a modest generalization of mean-field distributions
to more comprehensive representations of parameter uncertainty within each block as

ny T
(3.2) q(6) = [ a(6) where 6=1676; ---6] | c®©.
b=1

By disregarding correlations between blocks, these densities remain scalable to high
dimensions. Just as Latin hypercube sampling concatenates stratified samples in
each coordinate by using uniformly random permutations that match, in expecta-
tion, higher-dimensional stratification, we can apply the same insight to equal-weight
quadratures within each block to obtain composite quadratures with expectations
that match the tensor product cubature and still retain the designed exactness within
each block.

For each block b, we construct an equal-weight quadrature Q@[] that exactly

integrates a set of r;, basis functions, ®;, = { ,gb)(Bb) 0, =R ke [rb]}, against the
corresponding block distribution q(6;). Given any function f(6;) € span(®;), we
have exactly n, evaluation nodes, 01()(1) € O, for ¢ € [ng], for which

(33) alfl= -3 16 = [ 5@ daten)

For example, a good choice would be a minimal sigma point rule [42], based on the
simplex-polytope vertices as constructed in Algorithm A.1, but the higher-order rules
mentioned earlier [38, 27, 12, 32, 35] may also be feasible when limited to sufficiently
small blocks.

We can then form a stochastic blocked mean-field quadrature by concatenating
independent uniformly-random permutations, represented by permutation matrices
P, for each b € [np], applied to the evaluation nodes in each block as

(3.4)

o 6 g
. oY 6P ... ap, 1 &
o) ... g q)} — |72 2 . 2 so Q[f] = ;Zf(g(q))_
. 4 g=1
1 2 Ng

THEOREM 3.1 (Expectation Exactness). Given a blocked mean-field distribution
as described in Equations (3.1) and (3.2), and a stochastic equal-weight quadrature as
in Equations (3.3) and (3.4), then for any function that is a product of exact functions
within each block,

fe) = l_bl f®(0y) where [ cspan(®y) for each b€ [ny),
b=1
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the expectation of the quadrature is exact, i.e.

Ep . p, QU] = / £(8) da(6).

See Appendix B.1 for a short proof. The key idea is that by composing equal-
weight quadratures from each block of coordinates with concatenation, the result
retains the same exactness for functions restricted to each block. Since each quadra-
ture is equal-weight and the evaluation nodes are permuted uniformly at random, the
probability of concatenating any specific sequence of evaluations nodes is a constant
that coincides with the weight of each node in the tensor product cubature.

Extra Fzactness. The exactness we obtain from this method goes beyond the
partition of consecutive blocks. To understand this, consider this example of concate-
nated 2-block sigma points (vertices of an equilateral triangle) in 4 pairs:

g(OT V2o 3 _\/g Vi oo = 5
o vz P20 33 2
o —1 3 —1 3 -1 \/5

Do

V2 2 V2 2 V2

As intended, these evaluation nodes contain sigma points in the 1-2 block, as well as
the 3-4, 5-6, and 7-8 blocks. However, we also obtained sigma points in the 1-6 and
2-5 blocks, since the permutations happen to have produced compatible pairings.
Figure 2 shows how extra exactness for mixed quadratic basis functions varies
with the block size. Within each block, the quadrature uses sigma points composed
of the simplex-polytope vertices. Since larger block sizes increase the number of
permutations, the probability of realizing compatible permutations drops for larger
blocks and the reduction in extra exactness can outweigh the increased exactness
within each block. This comparison also includes quadratures from Subsection 3.2
(i.e. cross-polytope vertices in the Hadamard basis), which are discussed next. Each
numerical experiment counts exact off-diagonal integrals on a 6000 x 6000 mean-field
covariance matrix, which should all be zero, and the average over 100 trials is shown.

; Mixed Quadratic Exactness Comparison Mixed Quadratic Efficiency Comparison
() cross-polytope vertices, Hadamard basis A
[ simplex-polytope vertices O 0.12
0.8 5
T 0.1
=
©
< >
£06 2008F
@ [
= a
B S 0.06
%04 e oo
w o O
bt [m]
+ 0.04
O 8 u
02 oB"P DDDDDDDDDS Y
= 0.02f 0Oog ]
0O onp
0 0 i
2 4 6 8 10 12 14 16 2 4 6 8 10 12 14 16
Function evaluations Function evaluations

Fi1G. 2. Left: Increasing the block dimension for the simplex-based quadratures does not neces-
sarily increase the number of exact mized quadratic basis functions. Right: Using a block size of 2
or 8 for the simplex-based quadratures (which require 3 or 4 function evaluations, respectively) will
maximize the number of exact basis functions per evaluation. However, the cross-polytope sequence
is even more efficient, with the optimum at 4 function evaluations per quadrature.

3.2. Cross-Polytope Vertices in the Hadamard Basis. Unfortunately, we
often encounter a substantial difference between the integration error corresponding
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to the expectation, i.e. the limit of averaging samples over increasingly long sequences,
and the error corresponding to a single quadrature or even an average of a few samples.
What follows is the result of trying to develop a quasirandom sequence to suppress
error more efficiently.

Consider concatenating a set of two-point equal-weight quadratures in each pa-
rameter dimension. This is the minimum number of evaluation nodes required to
exactly integrate all univariate quadratic functions, thus recovering the primary con-
tributions to both the mean and diagonal covariance of a mean-field distribution.
Note, however, that errors will persist due to off-diagonal covariance integrals that do
not correctly vanish, e.g. E4[(61 — p1)(02 — py)] = 0. Rather than averaging several
quadratures composed by random permutations, we could just form tensor product
cubatures in adjacent pairs. If the mean is Eq [0] = p and Eq [(0 — p)(0 — p)'] =
diag(o?), then these four evaluation nodes are

1 -1 1 -1

1 -1 -1 1
o) 9@ g® 9<4>}: Cdiag(e) |1 -1 1 —1
{ Iz go) | 1

Not only does this result in exact pairwise cubatures with only four function evalua-
tions, the exact cubature blocks actually include all ‘1—2 pairs of dimensions containing
both an even parameter and an odd parameter. One can easily show that this is the
maximum number of exact blocks that can be obtained by switching some of the signs
of the second pair of nodes.

Building on this strategy, we can then partition coordinates into consecutive 4-
blocks. Repeating the evaluation nodes, but flipping signs in alternating 2-blocks,
results in a tensor product cubature in each 4-block. Iterating these node sequences
to larger blocks to obtain cubatures of still higher dimensions yields the cross-polytope
vertices in the Hadamard basis. Algorithm 3.1 generates the signs needed to construct
an antithetic pair of vertices from the iterate index, ¢ = 0, 1,...,2M°8(@1 _ 1 Each
quadrature from this sequence still exactly integrates all linear combinations of uni-
variate quadratics, or 1 4+ 2d basis functions, against the mean-field distribution. If
the mean-field distribution is symmetric in each coordinate, all linear combinations
of univariate cubics are exact as well.

Lemma 3.2 and Theorem 3.3 show how Algorithm 3.1 produces quadrature sub-
sequences that obtain periodic exactness within two-dimensional subspaces. See Ap-
pendix B.2 and Appendix B.3 for proofs. Figure 3 provides a visualization of the
cross-polytope sequence in the Hadamard basis (left) and the number of function
evaluations needed to correctly integrate specific covariance basis functions (right).

LeEMmMA 3.2 (Relative Parity). The relative parity, p; Xorp,, , corresponding to
any two distinct parameters, 6;, and 0,,, in Algorithm 3.1 determines the product
of corresponding signs in the result and it only depends on the iterate indexr q and
the binary string obtained by bitwise exclusive disjunction of binary representations of
parameter indices,

ny

p;, Xor p; = )]((:)f [; Abit;(q)]

where x; = bit;(i1) xor bit;(iz) for j € [ng).
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THEOREM 3.3 (Exactness Periodicity). Let 0;, and 6;, be any two distinct pa-
rameters. Let b € [ny] indicate the position of the least-significant bit that is different
between both binary representations of their indices, i1 and is. Every consecutive con-
tiguous quadrature subsequence of 20 antithetic pairs obtained by Algorithm 3.1, using
iterate indices ¢ = 22°,22° +1,..., (2 +1)2° — 1 for z € Z>o, averages to the 4-node
tensor-product cubature over the corresponding two-dimensional subspace.

Algorithm 3.1 Cross-Polytope Vertex Sequence in Hadamard Basis
d is the number of parameter dimensions.

q is a non-negative integer index for the desired term of the sequence.

Output: sisthe dx1 vector of signs needed to construct an antithetic pair, ety —
p+sxo and 0% = | — s« o, for an equal-weight (w = 1) quadrature for a
distribution with mean p and covariance diag(o)?.

1: function s = quadrature_sequence(d, q)
2: Get the number of bits needed to index parameters, ny = [logy(d)].
3: Compute the parity of each parameter dimension for iterate ¢,
ny
p; = Xor [bit; (i) Abit;(¢)] forall ie{0,1,...,d—1}.
4: Return signs from parity, s = 2p — 1.

5. end function

Cross-Polytope Vertex Sequence in 8D
Evaluations Needed for Exact Quadratic Integrals

ol H H H 0 N a2
s . s
@ - H B BN -
| (o]
i Sl
o . . §" HE B EEEEEDN
N A H H H H H B N
<° | =)
Q
> 2
g ol H H H B B B R
- o =
) o © 8
oy - © g H H B H H B B
_ © °
o H H B B B BN
® =
1 © - L o
i s %0 H H H B B B N
o ) . , . . .
—— 5 ; — = 0, 0, 0y o, 0 0 0, O
61, 64, and (77 First Integrand Factor

Fic. 3. Left: Illustration of cross-polytope verter evaluations in 8D, visualized with the nested
coordinate scaling T = %(%91 +64)+ 07, y = %(%92 +05) + 0s, and z = %03 + 0¢. The fine grid
points are hypercube vertices, a superset of the cross-polytope vertices in the Hadamard basis. Every
antithetic pair, e.g. in lavender, exactly integrates all univariate quadratics. Longer sequences—
shown in blue, green, and red—ezactly integrate increasing sets of multivariate quadratics.

Right: Visualization of the number of function evaluations from this sequence needed to integrate
each product. Every four evaluations creates 2D cubatures for half of all coordinate pairs (exact on
lavender diagonal and blue checkerboard).
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These subsequences also generate higher-order cubatures in up to ny + 1 dimen-
sions for some specific sets of parameters. This occurs when the binary representa-
tions of parameter indices only differ by a single bit, each, from a base index. For
example, if parameters 6;,,0;,,60,,, and 6,, are such that only bity(iy) # bity(i4),
bita (i) # bita (i), bits(is) # bits(is), and all other bits are the same as i4, then
every 8 quadratures (16 evaluations) would result in a tensor-product cubature for
functions that only depend on these parameters. This easily follows by applying the
same reasoning as used in Appendix B.3. Unfortunately, this observation bears lit-
tle importance since errors in many two-dimensional subspaces will still persist, and
dominate, until 2" quadratures have been averaged.

4. Variational Fixed-Point Optimization. Efficient numerical integration
enables a simple optimization procedure for mean-field variational inference as a
fixed-point iteration. Subsection 4.1 analyzes the relationship between an optimal
variational approximation and the corresponding integrals needed to project the pos-
terior distribution onto a variational basis. Subsection 4.2 shows how to modify the
preceding quadrature sequences to efficiently implement these posterior projections
onto a quadratic basis for Gaussian mean-field distributions. Subsection 4.3 provides
an extension to mean-field distributions that may support parameter sparsification.
Subsection 4.4 discusses implementation details for quasi-Newton variational Bayes,
an implementation of projective integral updates for Gaussian mean fields.

4.1. Projective Integral Updates. Let us consider a family of variational
distributions that may be written as an exponential of a linear combination of basis
functions, f;(0) for j =0,1,...,n;. That is,

(1) @) =cxp|S 9,/(6)| and ¢ = argmin D[a(® | ) | p(8 | D)]
§=0 ®

is the vector of coefficients corresponding to the optimizer. We can define the basis
function that controls normalization as fy(@) = 1. Since each variational distribution
induces an inner product on functions f(0) and ¢(0),

(4.2) f.9), = / 1(0)9(60) da(8 | @),

we can also construct the basis to be orthogonal, i.e. (f;, fj)+ = 0 for all i # j. This
framework allows us to apply the calculus of variations to illuminate the relationship
between optimal coefficients and the posterior distribution p(@ | D). In particular,
we can optimize the variational density with projective integral updates:

(t4+1) <f]710g(p(D | 0)p(9))>¢(t)

4.3 @ = for 7=1,2,...,n;,
(43) ) Ui Flon )

where go(()tH) is determined by normalization.

Analysis proceeds by considering arbitrary infinitesimal perturbations in the vicin-
ity of the optimizer by using a differential element € and a vector of perturbations
n to write Gateaux derivatives, q(6 | ¢ = ¢* + em). Feasible perturbations are
constrained to only those that retain normalization in Lemma 4.1. Theorem 4.2 fol-
lows by applying the variational principle to perturbations about the optimizer. See
Appendices B.4 and B.5 for proofs.
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LEMMA 4.1 (Normalization Preserving Perturbations). Given a variational fam-
ily satisfying Equation (4.1) with an orthogonal basis under the inner product (4.2),
infinitesimal normalization-preserving perturbations m about any feasible ¢ must sat-
isfy mo = 0.

THEOREM 4.2 (Projective Integral Fixed-Point). Under the condition of Equa-
tion (4.1) and using the inner product defined by Fquation (4.2), the optimal coef-
ficients p* are a fized point of Equation (4.3), projecting the log-posterior onto the
span of the variational basis and normalizing the result.

4.2. Gradient and Hessian Extraction. Perhaps the simplest mean-field dis-
tribution that is amenable to this approach uses a quadratic basis in each coordinate,
yielding a mean-field Gaussian. Since we typically think about minimizing loss during
optimization of learning algorithms, we will frame analysis in terms of the negative
log-posterior. At time ¢, let u® be the expansion point for a quadratic basis, ¢ is the
constant offset, g is the average gradient, h is the average Hessian diagonal, and the
residual r(f) contains all other terms so that the loss is

L(0 | D) = —log(p(D | 0)p(0))

=0+ (0— u(“)T [g+ %h* (0 —u(t))] —r(6).

To maintain stability and normalizability, the Hessian diagonal must be constrained
as h; = max(h;, hyin) for some hpyi, > 0, allowing us to solve for the mean update,
l,l,(t+1) _ (t+1) _ il_l/

.1
p —gxh  and standard deviation, o, i 2, to obtain

q(8 | ") = N (0 | pTY), diag(o 1)),

where each @t contains both p(*+1) and o+, Thus, we recover quasi-Newton
steps from averaged, rather than instantaneous, gradients and Hessian diagonals.

In principle, we could approximate the gradient and Hessian expectations by
evaluating orthogonal projections directly. Dropping time superscripts, the relevant
projection coeflicients are

(4.4) 9;=0;°(0i —p; LO| D)), and

(45) hi= o (0= ) —of £O|D)) .
but a much more efficient approach leverages loss gradients.

A quadrature may be generally understood as a linear combination of linear
functionals (e.g. point-wise evaluations) that approximates another linear functional
(e.g. integration against the mean-field distribution). If the approximation is exact
for some basis, then the quadrature must also be exact for the entire span by ap-
plying linearity. While the quadratures we have considered so far employ point-wise
evaluations of a function, point-wise evaluations of the gradient also comprise linear
functionals, d of them, and allow us to evaluate many basis coefficients simultaneously.
Since we can write each basis function in Equations (4.4) and (4.5) as derivatives,

0
90,
9
20,

N | py, 05) = —0,72(0; — p)N(0; | p;, o7) and

K3

(0 —p )N(O; | p;y 0) = _O'i_g ((91 —Nz‘)z _U?)N(oi |y, 04),
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respectively, integrating by parts casts these derivatives onto the loss, enabling simul-
taneous projections for all parameters from the gradient,

(4.6) g— / VoL(0 | D)dN( | p, ding(0?)) and
(4.7) h=0c"2x /(0 — ) * VoL(0 | D)dN (0 | p, diag(a?)).

Relationship to Hutchinson’s Method. Given the loss gradient, one can generate
a random variable z and form the inner product, 27VL(0 | D). Taking a second
gradient gives Vg (27 VgL(0 | D)) = Hz, where H is the full Hessian matrix at 6.
If z has mean zero and identity covariance, it follows that E[z + Hz] = diag(H)
[3]. When we apply a quadrature to Equation (4.7), we obtain a finite difference
analogue that uses multiple gradient evaluations in exchange for a second stage of
backpropagation, and the result approximates the expected Hessian, rather than the
instantaneous Hessian. Algorithm 4.1 shows how to implement this approach with the
quadrature sequence from Subsection 3.2 to construct a local quadratic approximation
of the loss from gradients.

Algorithm 4.1 Quadratic Loss Approximation
Input: pis a d x 1 vector of means, where d is the parameter dimension.

o is a d x 1 vector of standard deviations of the mean-field distribution.
q1 is an integer indicating the next position within the quadrature sequence.
ng indicates the number of antithetic pairs to use from the quadrature sequence.
L(+) is a loss function, returning both the value and gradient.
Output: ¢, g, and h so that £(0) ~ (+ (8 — p)Tg+ (0 — p) diag(h)(6 — p).
1: function (¢, g, h) = quadratic_approx(u, o, ¢1,n,, £)

2: (=0; g=0¥1; h=0%! > Initialize accumulators.
3: forg=qi,q1 +1,...,01 +ng—1do
4: s = quadrature_sequence(d, k) > Get quadrature signs.

5 (0r,94) = L{p+ o +5)
6: -, g ]=L(p—0oxs)

7 bbb+l g+—g+g,+g_ > Ordinary integration.
8: h«<h+(g, —g_)*s > Integrate product against first-order basis.
9: end for

10: g+ ig

11:  h<+ h*x(2n,0)"!

122 04 2% —hio®

13: end function

4.3. Dirac-Gauss Mixtures. Now we will consider a mean-field framework
that is capable of capturing a finite probability that any individual coordinate 6; is
zero. By introducing a Bernoulli-distributed random variable z; we can write each
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mean-field factor as Dirac-Gauss mixture by marginalizing over z; as

> oallnz)= ) az)al@:| =)

zie{O,l} zi€{071}
= q(2:)0:(0;) + a(~2z;)N=(8; | vi, T7).

(4.8) q(6:)

This expression uses shorthand, q(z;) = q(z; = 1) and q(-2;) = q(z; = 0), and
conditional distributions can be constructed to be non-overlapping by carving out a
small interval, (-3, 5) for some € > 0,

0 else N0 | v, T2) else

-1 €
€ 0;| <%
65(01) = { | l| 2 and Na(oz | Vi,T?) = {
In the limit ¢ — 0, exact normalization of NV.(0; | v;,72) is unnecessary, because
doing so only multiplies the scaling factor by 14 O(g), a vanishing change. We can
also construct a spike-and-slab prior with the same structure,

P(60:) = P(2:)5:(6) + P(~2:)N(8: | 0,1y 1),

where h), is the prior precision associated with a nonzero.

Note the important distinction between the mean and standard deviations re-
quired by the quadrature formulas in Algorithm 4.1 versus the mean and variance of
the normal distribution in Equation (4.8), which is conditioned on a nonzero. The
correct moments of this distribution are:

(4.9) pi=q(—z)v; and oF =q(z)a(~z)v; + q(-z)T5

To apply the analysis from Subsection 4.1, we need to write the variational family
as an exponential, so it is useful to formulate the probabilities of zeros as logits:

p(zi) exp(Cp)
C = 1Og< ) ) P(zi) = )
P =18 o) S ()
q(z:) exp(¢;)
Ci—log( )7 and q(z;) = ———.
a(-z) A (3]
Since the conditional distributions are disjoint, we can easily compute
Cp — log(e) 0:] < 3
4.10 logp(0;) = —log (1 + + 2
( ) og p( ) Og( eXp(CP)) {% log(%’;) o %hpef else

= const —

2

h, 07 N Gp + 5 log(35) —log(e) 10i] < 5
0 else '

Likewise, each variational factor can be written

(4.11)

log q(6;) = const — 272

V2
(0; —v;)? N ¢+ 3log (2m7?) + 577 log(e) 0] < &
0 else

Since Algorithm 4.1 allows us to project the loss onto a quadratic univariate basis,
we only need to add the prior discontinuity term in Equation (4.10) to continuous
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quadratic projections of the remaining log posterior components. For example, adding
the quadratic terms from the negative log-prior and negative log-likelihood, with
gradient g and Hessian diagonal h at the expansion point p(®, gives

hp g2 h; 2 (0, —vi)?

?p@z' +9,(0; — p') + 7(01' — pt)? = const + ez
h;pt —g.

where v; = ﬁ and 77 = (hy+h;)"?

After absorbing constants into the residual, the remaining prior terms give

(4.12)
+11 (24) -1 0, < <
logp(6 | D) = r( +Z Gt alosly, ) —log(e) 16 <5
0 else
Matching Equation (4.12) to Equation (4.11) gives the logit of the zero probability,
1 hy + h;
(413) Ci = Cp + 5 [log(’js—) — (hp + hl)l/?:| .
P

4.4. Quasi-Newton Variational Bayes. Here we examine practical measures
used in QNVB to implement robust projective integral updates for Gaussian mean
fields. To design an algorithm that competes with Adam, we must incorporate safety
measures to keep updates to the mean within a controllable trust region. This is
particularly important for parameter dimensions that are not sufficiently constrained
by the Hessian, which affects the following updates:

1. the quasi-Newton step, g < pt — 8 where = h ' x g

2. the update to standard deviations, o = h71/27 and

3. the update to the gradient?, g < g — h * 4.
To understand the measures that safeguard these computations, we briefly review
some standard practices in machine learning training.

Ezxponentially-Damped Averages. Training algorithms based on momentum typ-
ically track a running exponentially-damped average of the gradients. Adam also
includes a second average that tracks the raw second moments as

(4.14) gP =01-8H"11-8) Zﬁt ig@  and
(4.15) SO = (1= 31— o) 3 g,
j=1

The default damping coefficients are 5, = 0.9 and B2 = 0.999, corresponding to
effective target sample sizes of 71 = (1 — ;)" = 10 and » = (1 — B2)~! = 1000,
respectively. Because the gradients change quickly, a small sample size produces a
more current average. In contrast, the second moment is more persistent and benefits
from more samples to increase precision and stability. Similarly, the Hessian diagonal

3If we can take full quasi-Newton steps, then the updated gradient is obviously just zero, but
when these steps are restricted (owing to small Hessian diagonals), this update ensures that the
gradient remains consistent with our local quadratic loss approximation.
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is less susceptible to higher-order deviations from a local quadratic loss approximation,
so we can use the same second-order damping coefficient to track the average Hessian
diagonal. Following the method by Yao et al. [43], negative Hessian diagonals can be
avoided by tracking the average diagonal-squared,

(4.16) R = (1) (1= B2) Y5 hO”

Jj=1

Note that we can also avoid the bias-corrections, (1—/3%) 71, if we track the number
of effective samples in each running average. For example, if g(¥) is an average with

ngt) effective samples, then the next gradient evaluation will allow us to update the

(t+1) (t)
1

average to include n =min(n;’ + 1,71) effective samples as

(t+1)
- n -1 _ A A
(4.17) B = ln(ti-i-l) and g(t'H) = ﬁlg(t) +(1— ﬁl)g(t"'l).
1
When we reach the target, ny = 71, we recover Bl = fi. Starting with ngo) _

0, the values in §*) are always correctly scaled, the weight of the newest gradient
contribution is 1/n{", and the previous terms are correctly reduced to the complement.
This minor modification simplifies the updates in Algorithm 4.2.

Mean Updates. The adaptive steps in Adam can be derived by constructing pa-
rameter updates that are proportional to the gradient, § = « x g. By setting the
expected perturbation-squared to the learning rate-squared, we have

(4.18) Eg [52] =\?,  which gives 6 = /\(51/2 +e)txg.

The stabilizing coefficient € places an upper bound on the magnitude of the result
when elements of § are small. Thus, the learning rate serves as an expected pertur-
bation size. We can use the same technique to enforce a safe upper limit on mean
perturbations by simply taking the more restrictive step,

(4.19) & = min (E‘” ONED 2 4 s)’l) «g® and p® = pt-b 4.

Since the learning rate only serves as an upper bound to control large parameter
perturbations, we can afford to use a larger learning rate than would be possible with
unaltered Adam steps. This is because an unstable sequence of parameter updates
occurs when each step produces a new gradient of larger magnitude than that of the
previous step. Following this reasoning, it is simple to show that a fixed learning
rate must be less than twice the inverse of the largest Hessian eigenvalue. Because
we take quasi-Newton steps in the most constrained parameter dimensions (i.e. those
with large Hessian contributions), the learning rate only affects the least-constrained
parameters, leading to a larger stable upper bound.

Standard Deviation Updates. Next, we address safe updates to the standard de-
viations, which affect the quadrature scales used to compute expectations. Annealing
(tempering) is common practice to support exploration of the posterior in Bayesian
inference algorithms. For example, posterior annealing is formulated as

(4.20) p(@ | D, a) xp(D | 0)*p(#)* where 0<a <1

When applied to variational inference [24], this is equivalent to simply rescaling the
total loss, £(0 | D, o) = aL(0 | D). Since we track the average gradient and Hessian,
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annealing can be formulated as a weight w = an. that scales the average Hessian
by the effective number of cases in the dataset, giving o = (wl_L)*l/ 2. QNVB also
places absolute bounds, oy, and omax, as well as relative bounds, Sy and Spax, on
updates to the standard deviation to avoid rapid changes in scale:

(4.21)

o® = max(amm, max(smma(t*l), min (smaxa(tfl), min(amax, (wﬁ)71/2)>>).

Reasonable choices of absolute bounds depend on the architecture, but the default
relative bounds, sy = 0.99 and spax = 1.01, are fairly robust.

Gradient Updates. Finally, we can update the running average gradient with the
running average Hessian, gi*) + g(*) —ﬁ(t) ) (t), which reduces sensitivity to the learn-
ing rate because the minimum would not move if we did not also have exponentially-
damped averaging. As long as the full quasi-Newton step can be reached within a few
Adam steps, the learning rate makes little difference and only serves to contain the
low-curvature dimensions. All these mechanisms are summarized in Algorithm 4.2.

Algorithm 4.2 Variational Step
Input: L£(-) is the loss function for the next training case.

pis a d x 1 vector of means, where d is the parameter dimension.
o is a d x 1 vector of standard deviations of the mean-field distribution.
71 and 7o are the target samples computed from (; and S5 coefficients.
€ is the stabilizing denominator coefficient.
A is the maximum learning rate.
n1 and ng track current samples for running averages in g, §, and R,
w is the annealed weight of cases used in the variational update.

Output: p and o are updated with the new loss contribution.
ni, na2, g, 5, and h are also updated.

1: function step(L, u, o, 71,72, ,\, n1, no, w, g, 5, h)

2: (¢, g, h) = quadratic_approx(u, o, L(-))

3 ny < min(n; +1,71) and Bl = niijl

4: ng < min(ng + 1,72) and By = nfli;l

5 g Bg+(1-Bg

6 §5< (28+ (1— Pa)g?

. R Boh’+ (1 - By)h?

8: 4 = min (Fl,_l, A(§1/2+€)71) * g

9: m—pu—2a

10: 0 ¢ max (Opin, MAX (Symin0, Min (Syax0, MIN (Trmax, (wh) 7?))))

11: g+« g—hxd

12: end function
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5. Experiments and Discussion. In this section, we examine different training
methods for: 1. image classification with ResNet18 [14] and CIFAR-10 [20], 2. natural
language processing using the Tensorized Transformer [23] and Penn Treebank (PTB)
dataset [25], and 3. recommendation systems with the deep learning recommendation
model (DLRM) [30] and the Criteo Ad Kaggle dataset.

The process used to tune QNVB in these experiments generally consists of a
sequence of line searches on opax, A, Omin, and w. Although there are more sophis-
ticated hyperparameter searches, this approach achieves good results with a minimal
set of experiments and computational costs. Starting with successful Adam hyperpa-
rameters (A, 81, B2, €), a reasonable initialization for op,,x is the same as the learning
rate A and o, can be set to 1072 or 1072 times smaller.

It is useful to begin the line search sequence with o« because this determines a
successful averaging length scale for the least-constrained parameters. Using several
random seeds for each value, a grid search on equally-spaced values in the exponent
quickly determines a reasonable magnitude by selecting the value that consistently
gives good outcomes. This process is repeated for the other hyperparameters.

Early experiments showed that sy, = 0.99 and spax = 1.01 are robust choices
and these hyperparameters were not tuned further. Likewise, typical values for the
other Adam parameters (8; = 0.9, B2 = 0.999, and & = 10~%) were not tuned from
the published defaults for each architecture.

5.1. Quadrature Comparisons.

ResNet18 / CIFAR-10. QNVB tests for this architecture use 4 gradient evalua-
tions per step from the cross-polytope vertex sequence. The resulting hyperparameters
are omin = 1 X 1073, 0max = 5 x 1072, A =5 x 1073, and w = 4 x 10%. This likelihood
weight is also the size of the full training dataset. Each training run includes 80 epochs
(passes over the full training dataset) and a learning rate schedule that reduces the
learning rate by a factor of 1.05 with each epoch. This results in a total reduction by
a factor of 50 during training.

Figure 4 shows the trajectories of prediction quality metrics for different quadra-
tures, holding every other hyperparameter the same. Monte Carlo (MC), quasi-Monte
Carlo with first- and second-moment matching (QMC-1 and QMC-2, respectively),
and the Hadamard cross-polytope sequence (Hadamard-Cross) are compared with the
same set of 8 random seeds. The shaded region contains the full range of outcomes
and the dotted line is the median.

The most significant training improvement is due to using quadratures that ex-
actly integrate linear basis functions, which captures the dominant contribution to
the average gradient. While second order effects have a small bearing on the training
loss, there is strong overlap in the validation accuracies. For this architecture, QMC-2
samples show a slight edge for the best runs.

Tensorized Transformer / PTB. All experiments use a three-layer tensorized
transformer with a dropout rate of 0.3, 81 = 0.9, B2 = 0.999, and ¢ = 10~8. Tuning
for this architecture used 4 gradient evaluations with QMC-1 sampling. The resulting
hyperparameters are omin = 1x107°, 0pmax = 4x1073, A = 1x 1073, and w = 2x 10°.
No annealing or learning rate reduction schedules were tested. From these hyperpa-
rameters, Figure 5 shows 8 training runs for each quadrature using the same set of
random seeds. Several Monte Carlo runs achieve the best validation outcomes early
on. These tests demonstrate that none of the sampling or quadrature methods tested
provide consistently superior results for all architectures.
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ResNet18 / CIFAR-10, Quadrature Comparison
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Fic. 4. Left: Training loss, zoomed to highlight differences during the second half of training.
These trajectories show that all quadratures that exactly integrate first-order basis functions descend
more quickly than Monte Carlo, with a significant difference in outcomes appearing early on. Note,
however, that these outcomes are not reflected by the validation set.

Middle: Validation loss, zoomed to second half of training. The validation loss shows that the
Hadamard cross-polytope performs somewhat better than the other methods, but there is strong
overlap with QMC-2. Surprisingly, QMC-1 yields worse validation loss than Monte Carlo.

Right: Validation accuracy during second half of training. A notable difference in prediction quality
appears between Monte Carlo sampling and the other methods. While there is still a high degree of
overlap in the remaining methods, QMC-2 demonstrates a slight edge in the distribution of outcomes.

Tensorized Transformer / PTB, Quadrature Comparison
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Fic. 5. Left: Training loss. Middle: Validation loss. Right: Validation perplexity. FEach
training trajectory is shown because there is too much overlap in the range of outcomes for upper
and lower bounds to be informative. While it is difficult to draw clear conclusions, several Monte
Carlo runs exhibit the best early validation progress.

5.2. Algorithm Comparison.

ResNet18 / CIFAR-10. These experiments compare stochastic gradient descent
with momentum (SGD-M), Adam, AdaHessian, stochastic gradient variational Bayes
(SGVB), and QNVB. The SGD-M learning rate is A = 0.1 with a gradient momentum
coefficient of 5; = 0.9. Adam runs use the standard hyperparameters, A = 1073,
B1 = 0.9, By = 0.999, ¢ = 1078, AdaHessian uses the standard learning rate of
A = 0.15 and the remaining hyperparameters are the same as Adam.

SGVB typically uses Monte Carlo samples to approximate the variational ob-
jective and then computes the gradient with respect to the variational parameters,
i.e. the mean p and standard deviations o, which allows the variational parameters
to be optimized with Adam. Since SGVB is compatible with any quadrature or sam-
pling method, the Hadamard cross-polytope sequence with 4 evaluations is used for
both SGVB and QNVB to provide an equal comparison. Further, the same lower
and upper bounds on standard deviations (opin and oy, respectively) are enforced
with the tuned hyperparameters from Subsection 5.1. The learning schedule from
Subsection 5.1 is also applied to all algorithms. Results are shown in Figure 6.
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ResNet18 / CIFAR-10, Training Method Companson
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Fic. 6. Left column: Training loss (top) and accuracy (bottom) trajectories. Both QNVB and
AdaHessian achieve the lowest loss, and highest accuracy, for training data.
Middle column: Validation loss and accuracy. QN VB achieves the lowest validation loss just before
epoch 40. Accuracy continues to improve to the end of training and QNVB obtains consistently
strong results. The best AdaHessian runs show some overlap with QNVB.
Right column: Test loss and accuracy. This holdout partition demonstrates similar outcomes to
the validation set.

Tensorized Transformer / PTB. These experiments test SGD-M, Adam, Ada-
Hessian, SGVB, and QNVB using the same architecture and hyperparameters as in
Subsection 5.1 with a few modifications that follow [43] and [23]. The learning rates
for SGD-M, Adam, and AdaHessian are A = 5 x 1074, A = 2.5 x 1074, and A = 1,
respectively. SGD-M uses a gradient momentum coefficient of 0.9 and both SGD-M
and Adam use a cosine learning rate schedule. SGVB and QNVB use 4 gradient
evaluations from the Hadamard cross-polytope sequence.

Tensorized Transformer / PTB, Training Method Comparison
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F1G. 7. Left column: Training loss (top) and perplezity (bottom) trajectories. Since there is
high variation in some outcomes, all 8 trajectories are shown for each algorithm. QNVB achieves
the best outcomes followed by SGVB. Note, however, that some of the late training improvements
shown by SGVB may be attributed to memorization, as they are not reflected by validation outcomes.
Right column: Validation loss and perplexity. Since SGD-M is not competitive, it does not appear
in this perplexity scaling. QNVB achieves state-of-the-art validation perplexity, with the best trial
achieving 9.35.
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At the end of training, the optimal validation state is used to compute test per-
plexity. Lower perplexity is better. The optimal test perplexities are given in Table 1.

TABLE 1
Tensorized Transformer / PTB, Optimal Test Perplezity

SGD-M | Adam | AdaHessian | SGVB | QNVB
343.1 | 42.12 45.18 | 29.02 8.89

Deep Learning Recommendation Model / Criteo Ad Kaggle. These tests include
stochastic gradient descend (SGD), AdaGrad [10], SGVB, and QNVB. Both SGD
and AdaGrad use the standard hyperparameters for DLRM. AdaHessian could not
be tested because this architecture includes sparse gradients during training, which do
not provide the needed functionality for secondary backpropagation. Yao et al. [43]
circumvent this issue by only applying AdaHessian to the parameters with dense
gradients, but that modification was not available for these experiments.

Since DLRM is a very large model, with 540 million parameters, both SGVB and
QNVB use 3 Monte Carlo samples per step to avoid excessive memory usage. SGVB
uses the standard Adam hyperparameters and o, = 107° and oy = 1072, QNVB
uses the same lower and upper bounds as well as A = 2 x 1073 and w = 5 x 1074,
QNVB also includes likelihood annealing, increasing the likelihood weight by a factor
of 1.0000248 per step to obtain a final weight of w = 108. It should also be noted that
QNVB and SGVB require substantially more training time than SGD and AdaGrad.
This is because both SGD and AdaGrad take advantage of sparse gradients to avoid
updating all parameters with each step. In contrast, both SGVB and QNVB must
modify each parameter multiple times per step, requiring approximately 13 hours to
complete the full epoch of 300,000 training batches. Results are shown in Figure 8.

DLRM / Kaggle, Training Method Comparison
L 80 -~ .
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Fic. 8. Left: Training loss. Both QNVB and AdaGrad achieve the lowest optimization
outcomes for the training dataset. SGVB performs well initially, but this early trend slows.
Middle: Training accuracy. There is significant overlap in optimal outcomes for both QNVB and
AdaGrad. This is followed by SGVB and then SGD.

Right: Testing accuracy. QNVB consistently achieves top accuracy scores on the test data.
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This architecture exhibits extreme susceptibility to memorization, with validation
outcomes immediately deteriorating in a second epoch, constraining optimization to
only allow a single pass over the training data. QNVB obtains the best testing accu-
racy, with a top result of 79.173%, which is marginally better than the reported result
of 79.167% for AdaHessian.

5.3. Discussion.

Hessian approximations. Although the quadrature can make a difference in pre-
diction quality for certain architectures, there does not appear to be a consistently
superior scheme. This is likely due to the fact that approximations errors are not only
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due to the evaluation locations, but also due to different training samples constraining
different parameters. For the average Hessian to account for these topography con-
straints, which may only appear intermittently, the running average must use many
effective sample batches. Further, by tracking the Hessian squared, the average is
dominated by the largest-magnitude samples in the average, reducing the impact of
the error averaging properties. As a result, it is recommended to simply test feasible
variations during tuning.

Mean-field densities. Mean fields are somewhat simplistic approximations of the
posterior. Viewed from the context of tensors, mean-field distributions are equiv-
alent to rank-1 functions [39]. We can compare a rank-r Canonical Polyadic (CP)
approximation, a rank-r tensor, to a mean-field mixture as

r d—1 r d—1
DS | B p(8) ~ > a(k) [ a(@: | k).
k=1 k=1 1=0

m=0

Although this work does not explore higher-rank variational distributions, the re-
sulting mean-field mixtures would also be scalable and feasible to integrate, only
multiplying the integration cost by the rank, i.e. the number of mixture components.

Other Bases. Although the analysis in Section 4 only examines Gaussian mean-
field distributions and Dirac-Gauss mixtures, a related approach may be suitable for
Laplacian mean-field densities or perhaps even Dirac-Laplace mixtures. One difficulty,
however, is that the quadratic basis functions, (6 — v)2, would have to be replaced
by absolute value functions, | — v|. Unfortunately, this would require an adaptive
basis, which may present additional analytic challenges.

5.4. Summary. This work began by investigating stochastic blocked mean-field
quadratures in order to ensure numerical integration would retain high accuracy
within specific parameter blocks, while also ensuring many samples converge to a
tensor-product cubature. By considering quasirandom sequences to speed up con-
vergence, we arrived at quadrature sequences composed of antithetic evaluation pairs
from the cross-polytope sequence in the Hadamard basis. In d dimensions, this method
exactly integrates approximately idQ multivariate quadratic basis functions using only
4 function evaluations, which gives the highest exactness efficiency for all the methods
tested. Theorem 3.3 shows how every doubling of the number of evaluations increases
exactness to include half of the remaining quadratic basis functions.

In order to use these quadratures efficiently, we examined the optimal structure
of variational densities that can be written as an exponential of a linear combination
of basis functions, which yielded projective integral updates and a corresponding
fixed-point formulation of the optimizer. Adjusting the quadrature sequences to act
on gradients allows us to approximate the needed projection integrals, comprising
average gradients and Hessian diagonals, for Gaussian mean-fields. Related analysis
for Dirac-Gauss mixtures may prove useful for sparsifying variational inference. We
then introduce algorithmic details for quasi-Newton variational Bayes, a practical
implementation of projective integral updates for Gaussian mean fields that can be
used to train deep learning architectures.

Experiments show that training with different quadratures can have a significant
impact on outcomes. QNVB also demonstrates the ability to compete with state-
of-the-art training algorithms on three different learning problems and architectures.
This work provides new approaches to calibrate and control model uncertainty during
training, which can improve generalizability by capturing plausible model variations
and better navigate the loss topography during optimization.



PROJECTIVE INTEGRAL UPDATES FOR VARIATIONAL INFERENCE 23

Acknowledgements. My sincere thanks to Erin Acquesta, Tommie Catanach,
Jaideep Ray, Cosmin Safta, and Jacquilyn Weeks for providing early feedback. Tom-
mie suggested an exponential annealing schedule and log-likelihood integration ex-
periments. Jaideep noted that by limiting the diameter of evaluation nodes, these
quadrature sequences may provide an additional benefit to prediction models that
cannot support large parameter perturbations, such as physics models that cannot
accept unphysical states. Special thanks go to Alexander Safonov for consultation on
the PyTorch implementation of QNVB and for helping curate the Tensorized Trans-
former test scripts.

Sandia National Laboratories is a multi-mission laboratory managed and oper-
ated by National Technology & Engineering Solutions of Sandia, LLC (NTESS), a
wholly owned subsidiary of Honeywell International Inc., for the U.S. Department
of Energy’s National Nuclear Security Administration (DOE/NNSA) under contract
DE-NA0003525. This written work is authored by an employee of NTESS. The em-
ployee, not NTESS, owns the right, title and interest in and to the written work and is
responsible for its contents. Any subjective views or opinions that might be expressed
in the written work do not necessarily represent the views of the U.S. Government.
The publisher acknowledges that the U.S. Government retains a non-exclusive, paid-
up, irrevocable, world-wide license to publish or reproduce the published form of this
written work or allow others to do so, for U.S. Government purposes. The DOE will
provide public access to results of federally sponsored research in accordance with the
DOE Public Access Plan.

Appendix A. Numerical Integration Experiments.

This set of experiments, Figures 9 to 11, shows the typical range of integration
errors for several numerical approaches. The first approach is pure Monte Carlo
integration via sampling the mean-field distribution. The second and third approaches
are quasi-Monte Carlo, translating the set of samples to match the mean (second) and
also scaling to match both the mean and the variance (third).

The fourth approach demonstrates stochastic blocked mean-field quadratures with
a block size of 2. This requires 3 sigma points, given by the simplex vertices from
Algorithm A.1, within in each 2D block. Within each block, the evaluation nodes are

Algorithm A.1 Simplex Polytope Sigma Points

Input: disthe number of dimensions in which the desired sigma points are embedded.
Output: X is d x d + 1 matrix of evaluation nodes and corresponding weights, w.

1: function (X, w) = simplex_quadrature(d)

2: ’I":\/Zi

3: X = odxdtl
4: fori=1,2,...,d do
5: Xii:randXij:ﬁtiforj:i—l—l,i—l—l...,d—s—l
6: R (d;ki),tl
+1—1
7 end for
8: Return X and shared weight, w = d%q.
9: end function




24 J. A. DUERSCH
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Fic. 9. Selected quadrature errors for, q(0;) = H?:O N(6;|0,1). Each plot shows the quadra-
ture error for products of orthonormal polynomials, p4(-), where d indicates the degree.
Row 1: Univariate basis functions show how quasi-Monte Carlo methods achieve exactness on first
and second degree polynomials. These methods do not necessarily reduce error on higher-order basis
functions; compare to Figure 11. The stochastic 2-block mean-field quadrature does not correctly
integrate 3"*-order basis functions. The cross-polytope sequence is exact for these functions.
Row 2: Quasi-Monte Carlo methods offer little improvement to these multivariate quadratic in-
tegrals. Stochastic blocking retains exactness for quadratics within each block, column 1, but not
between blocks. Finally, the cross-polytope sequence shows the exactness periodicity we expect.
Row 3: Stochastic blocking appears to reduces the error for these 8%-order functions. The cross-
polytope sequence produces Gauss points, roots of w2(00), causing all products to vanish.
Row 4: The cross-polytope sequence generates odd pairs of evaluations for each odd basis function.
The product of an odd number of such evaluations remains odd, thus correctly summing to zero.
This is why both quasi-Monte Carlo methods integrate to zero with two samples.

Signed Error

then permuted uniformly at random and concatenated.

The fifth approach shows antithetic pairs of cross-polytope vertices in the Hada-
mard basis, Algorithm 3.1. Signed errors are stored and sorted for each integration
method from 5000 trials to obtain the 90% confidence intervals.

A.1. Symmetric Distributions. The first two mean-field distributions are
Gaussian and Laplacian, Figure 9 and Figure 10, respectively. Both are both sym-
metric and demonstrate higher-order exactness for the cross-polytope quadrature se-
quences.
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Quadrature Error for Mean-Field Laplace
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Fic. 10. Selected quadrature errors for, q(0;) = H?:O Laplace(0; | 0,1). The critical property
of the mean-field distribution that determines the characteristics of these error plots is symmetry.
Since Laplace distributions are symmetric, we observe the same structures as the Gaussian case.
The only notable difference is the scale of errors for some of the stochastic methods. For example,
errors associated with ¢3(0¢) (top-right) are significantly smaller in this case, as are the errors for
the multivariate cubics in row 3. The cross-polytope sequence quadratures are exact for all the same
cases as before.

The univariate basis functions in Row 1 show how quasi-Monte Carlo methods
achieve exactness on first and second degree polynomials by transforming samples
to match leading moments. These methods may also reduce error on higher-order
basis functions, but not always. See Figure 11. The stochastic blocked mean-field
quadrature does not correctly integrate 3'-order basis functions. In contrast, the
cross-polytope sequence in the Hadamard basis, always produces a pair of Gauss-
points in each dimension, thus integrating all univariate 3"4-order polynomials exactly.

The multivariate quadratics in Row 2 show that even variance-matched quasi-
Monte Carlo may not significantly improve mixed second-order integrals. Stochastic
blocking retains exactness for quadratics within each block, column 1, but not be-
tween blocks. Finally, the cross-polytope sequence shows the exactness periodicity
we expect, based on the leading mismatched bit between each pair of parameter in-
dices. For example, ¢1(00)¢1(07) has the same exactness periodicity as p1(0¢)p1(61)
because the bit strings, 000 and 111, differ in the leading bit, just as 000 and 001.
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Quadrature Error for Mean-Field Dirac-Gauss Mixture
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Fic. 11. Selected quadrature errors for, q(0;) = H?:o (%5(01) + %N(Gl | 2,1)).
Row 1: Note the conspicuous errors for the few-sample variance-matched quasi-Monte Carlo cases
with p2(00). Since the cross-polytope sequence does not produce Gaussian quadratures in each
coordinate, we no longer obtain 8"%-order exactness.
Row 2: The cross-polytope sequence still operates as designed to integrate multivariate quadratics
with the same periodicity as the previous cases.
Row 3: The cross-polytope sequence is no longer always exact for these cases because it no longer
evaluates at roots of ¢2(0;), but we still obtain the same exactness periodicity as Row 2.
Row 4: The cross-polytope sequence is still exact for these cases for the same reason as before.

In Row 3, the stochastic mean-field quadrature reduces error for these 3"4-order
functions. Since the cross-polytope sequence produces Gauss points in each dimension,
the zeros of ¢2(0y), all of these products correctly vanish.

The cross-polytope sequence performs well in Row 4 because it generates odd
evaluation pairs for each odd function. Since the product of an odd number of such
evaluations is still odd, the average sums to zero. This also explains why both moment-
matching methods integrate to zero when they only contain two samples.

A.2. Dirac-Gauss Mixture. The third mean-field distribution tested is a spike
and slab, Figure 11, which is not symmetric. As a consequence of the asymmetry, it
is not possible for the cross-polytope sequence to generate Gaussian quadrature pairs
that also have equal-weights, the essential property that allowed the cross-polytope
sequence to generate 3'4-order cubatures earlier. We can still construct equal-weight
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quadratures for this purpose, but they are only 2"%-order in each dimension, thus only
becoming second-order cubatures with the exactness periodicity of Theorem 3.3.

The errors in Row 1 for the few-sample variance-matched quasi-Monte Carlo cases
with ¢2(6g) occur because each factor distribution contains finite probability mass at
6; = 0. With only a few samples, a specific coordinate is often zero for all samples,
meaning it is not possible to match the sample variance to the distribution variance.
Only being able to match the mean causes these results. Again, since the cross-
polytope sequence does not produce Gaussian quadratures in each coordinate, we no
longer obtain cubic exactness.

Row 2 shows that the cross-polytope sequence still operates as designed to inte-
grate multivariate quadratics with the same periodicity as the previous cases. Row 3,
however, shows that the cross-polytope sequence is no longer always exact for these
cases, since it no longer evaluates roots of p9(0;). Instead, we revert to the same ex-
actness periodicity as seen in Row 2. In Row 4, the same reasoning for odd products
of odd function evaluations still holds, so these are still exact.

Appendix B. Proofs.
B.1. Proof of Theorem 3.1. Since all permutations are equally likely, we have

ng

anZ 2 [1/0

Ep,.p,,...p,, (0 o)

q1=1g2=1 =1 b=1
1 2 1 - n ny,
< Z f<1) g(q ) ( Z f(z) e(q) ) - = Z f( b)(eﬁlqb ))
9 g1=1 9 go=1 1 gn,=1

(] o) ([ 01000) ([ 5100,

Since this holds for all evaluation nodes, the average yields the same resultg

B.2. Proof of Lemma 3.2.

p;, xorp;, = (;_3{ [bit; (i) A bitj(q)]) xor (xnobr [bit; (iz) A bitj(q)]>

= )]{OI‘ [(bit;(i1) A bit;(g)) xor (bit,(iz) A bit;(q))]

- x%”r [(bit, (i1) xor bit; (i2)) A bit;(q)] = xrii’f [, A bit;(q)]
Jj=1 J=

B.3. Proof of Theorem 3.3. This result easily follows from Lemma 3.2. As
q increases, the relative parity, p; xorp, , can only switch when at least one bit,
bit;(¢), at a position j > b flips. Thus, starting at ¢ = 22° we must obtain 20!
iterates of the same parity followed by another 20~ iterates of the other parity. Thus,
when we sum corresponding evaluation nodes for any function f(6) that only depends
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on 0;, and 6,,, we must obtain equal-weight contributions from both antithetic pairs,

1 (z+1)2°—1
ST Z f(9(2q+1)) +f(0(2q+2))
q=2z2b
1
= 1 (f(ell = My + 0'1'1,07;2 = My, + 0i2) + f(eil = MK, — 0i1’0i2 = K — Uiz)

+f(011 = My, + Ui170i2 = My, — 0'1'2) + f(ell = My, — 0'1'1,01'2 = My, + ai2))|j

B.4. Proof of Lemma 4.1. The proof easily follows by taking the Gateaux
derviative with respect to the normalization,

=" n;(fo. [} =mp = 0.

Jj=0

Thus, by using an orthogonal basis and capturing the normalization coefficient with
fo, normalization-preserving perturbation directions only require fixing n, = Og

B.5. Proof of Theorem 4.2. Provided both the variational optimizer and the
posterior distribution have full support over the parameter domain, we can rewrite
the posterior distribution by factoring out the optimizer and defining what remains
as the residual, r(8), so that

(8| D) =exp |r(8) + Y ] f;(6)
§=0

Since arbitrary perturbations must satisfy the variational principle, we have

% Ulog<w> dq(6 | ¢* +sn)}

— [ ms®)| 1= r®)] da® [¢7) = =Y, (5. 7(6)r =0,

e=0

Note that we have dropped n, terms by applying Lemma 4.1. As each remaining
m; is arbitrary, all inner products must vanish. It follows that the residual must be
orthogonal to the span of the variational basis, excluding the normalizing component
in fo, which is typically unknown.
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