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Some Data Structures textbooks present 
the following scenario regarding queues: 
First we implement a queue as an array 
and make the Front of the queue coincide 
with the first position of the underlying 
array. We let the Rear of the queue be 
the position of the array containing the 
last element of the queue, like this: 

[I] [2] [3] [4] ... [Maxq] 

Front Rear 

It is then then easy to add elements 
to the queue by first incrementing Rear 
by 1 and then storing the new element in 
that position in the array. But, it is 
not so easy to remove an element, 
according to the scenario. The reason 
for this is that fixing the Front of the 
queue in position 1 of the array requires 
us to shove everything down one whenever 
we remove the first element. This 
consumes processing time, especially if 
the queue is long or contains complex 
elements. 

Another solution is to let the Front 
float toward the Rear of the queue as 
elements are removed. Then, to make use 
of the available space vacated by the 
removal of these elements, we create a 
"wrap-around" or "circular" queue where 
the Rear continues past the maximum size 
of the queue ("Maxq") to position i, then 
2, etc.: 

Rear Front 

This leads to a problem. The problem 
is to distinguish an empty queue from a 
full one. Suppose there is only one 

element in a circular queue and Front = 
Rear, as follows: 

[ I I l al I 
Front 
Rear 

Then, when one element is removed, Front 
= Rear + i. Now, suppose that the queue 
is one element shy of being full, like 
so: 

l ieT T a1 i°t 
Rear Front 

Here, Front = Rear + 2. But then, when 
an element is added, Rear is incremented 
by 1 and Front = Rear + I, the same as 
when the queue is empty. Thus, we have 
the undesirable result that when Rear + 
1 = Front the queue is both empty and 
full. 

The next step in the scenario is to 
modify the design so that a full queue 
and an empty one can be easily and 
clearly distinguished. 

One such modification requires two 
changes. The first change is to consider 
the queue full when all but one of the 
cells are filled. Thus, the diagram 
above would represent a full queue. The 
second change is to consider the reserved 
space before the first element to be the 
Front. The ostensible reason for letting 
the Front of the queue be the space 
before the first element is the same 
reason as above: to distinguish a full 
queue from an empty one. This ends the 
scenario, which justifies the resulting 
queue design. 

This final design is quite 
unintuitive. A queue is supposed to be 
like a line of shoppers at a check-out 
stand in a supermarket or a line of 
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people queuing up to buy tickets to a 
movie or a line of cars at a toll booth. 
These lines all must be thought of as 
beginning one position in front of their 
first elements if we are to satisfy the 
present queue design. Students 
encountering this design in their 
textbooks are clearly disturbed by its 
lack of intuitiveness, though they 
eventually accept it as being forced on 
them by the requirement that an empty 
queue be clearly distinguishable from a 
full one. 

What is surprising, though, is that 
this design is not forced on us at all. 
Once an extra space has been added to the 
original queue design, the problem of 
distinguishing an empty queue from a full 
one is solved, and there are no other 
technical problems to resolve. 

To show that this simple modification 
works, we initialize the queue so that 
Front = 1 and Rear = Maxq. This makes 
Rear + 1 (wrapping around) = Front, which 
is the case when the queue is empty. The 
most unintuitive feature of this design 
is the initial setting. But, we will see 
shortly that this initial setting makes 
the most sense. 

When an element enters a queue, Rear 
should be incremented by 1 to indicate 
that the rear of a line moves back one 
element. Thus, starting out with an 

empty queue, where Front = 1 and Rear = 
Maxq, the entry of one element makes 
Front = 1 and Rear = 1 as well (Maxq + 1 
= 1 when the queue wraps around). This 
is as it should be: when there is a 
single element in a line the front of the 
line and the rear of the line are the 
same, and both occupy the first 
position. I This shows, I think, that it 
makes most sense to initialize Front to 
1 and Rear to the maximum length of the 
queue. 

There is no problem distinguishing a 
full queue from an empty one, since 'Rear 
+ 2 = Front' signifies a full queue. 
This is also intuitive, or at least not 
unintuitive, since the reserved space is 
in between Rear and Front, making Front 
two positions -- the space plus one 
position more -- past Rear. 

I have taught circular queues using 
both queue designs, the one whgre Front 
is before the first position and the one 
where Front i_s the first position, and I 
can say that the latter design is 
accepted much more readily and grasped 
more easily than the former one. 

In the other queue design, Front = Maxq 
and Rear = 1 when the first element 
enters the queue. This seems highly 
unnatural. 
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