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1 INTRODUCTION
Public-key cryptography (PKC) allows exchanging keys over an
insecure channel without sharing a secret key. However, quantum
computers threaten to break traditional PKC, thus, to mitigate such
risk, post-quantum cryptography (PQC) aims to develop cryptosys-
tems that are secure against attacks from quantum and classical
computers. BIKE [1] is a key encapsulation mechanism (KEM) based
on quasi-cyclic moderate-density parity-check (QC-MDPC) codes
that is a candidate within the NIST standardization process to iden-
tify a set of PQC algorithms [4]. Figure 1 depicts the key exchange
between two client and server nodes, which requires the sequential
execution of the key generation, encapsulation, and decapsulation
KEM primitives. Key generation and decapsulation are performed
on the client side, while encapsulation is carried out by the server.
Despite the vast literature targeting efficient hardware support for
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BIKE, each proposal delivered computing platforms meant either
to maximize performance or minimize resource utilization.
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Figure 1: Key exchange implemented as a KEM.

2 CONTRIBUTIONS
This paper presents a complete hardware implementation of BIKE
that targets the Xilinx Artix-7 family of FPGAs and supports client-
and server-side KEM operations. The proposed architecture lever-
ages a set of state-of-the-art configurable accelerators [2, 3, 6, 7]
that implement the key operations of the KEM primitives. Our
architecture is evaluated against the FPGA-based hardware [5]
implementations of BIKE.

3 BIKE KEY ENCAPSULATION MECHANISM
Figure 2 details the key generation, encapsulation, and decapsula-
tion primitives of BIKE. The key generation module receives as an
input a random seed and outputs the public ℎ and private 𝐻 keys,
as well as a random value 𝜎 . The key generation algorithm of BIKE
requires performing sequentially pseudorandom generation, binary
polynomial inversion, and binary polynomial multiplication.

The decapsulation module receives as inputs the private key 𝐻 ,
𝜎 , and the ciphertext 𝑐 and it outputs the shared secret 𝐾 . The
decapsulation primitive of BIKE requires executing in sequence
binary polynomial multiplication, QC-MDPC bit-flipping decoding,
computation of SHA-3 hash digest, and pseudorandom generation.

The encapsulation module takes as inputs a random message
𝑚 and the public key ℎ and outputs the shared secret 𝐾 and the
ciphertext 𝑐 . The encapsulation primitive of BIKE requires subse-
quently performing pseudorandom generation, binary polynomial
multiplication, and computation of the SHA-3 hash function.
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Algorithm 1 Key generation.

1: function [𝐻, 𝜎, ℎ] KeyGen (𝑠𝑒𝑒𝑑)
2: 𝐻 = PRNG(SHAKE256(𝑠𝑒𝑒𝑑));
3: ℎ0𝑖𝑛𝑣 = INVERT(ℎ0);
4: ℎ = ℎ1 ⊙ ℎ0𝑖𝑛𝑣 ;
5: 𝜎 = TRNG ();

Algorithm 2 Encapsulation.

1: function [𝐾, 𝑐] Encaps (ℎ,𝑚)
2: 𝑒 = PRNG(SHAKE256(𝑚));
3: 𝑠 = 𝑒0 ⊕ (𝑒1 ⊙ ℎ);
4: 𝑚′ =𝑚⊕ TRUNC256 (SHA3-384(𝑒));
5: 𝑐 = {𝑠,𝑚′};
6: 𝐾 = TRUNC256 (SHA3-384({𝑚,𝑐}));

Algorithm 3 Decapsulation.

1: function [𝐾] Decaps (𝐻 , 𝜎 , 𝑐)
2: 𝑠 ′ = ℎ0 ⊙ 𝑠;
3: 𝑒 ′ = DECODE (𝑠 ′, 𝐻 );
4: 𝑚′′ =𝑚′⊕ TRUNC256 (SHA3-384(𝑒 ′));
5: 𝑎 = (𝑒 ′ = PRNG(SHAKE256(𝑚′′))) ?𝑚′′ : 𝜎 ;
6: 𝐾 = TRUNC256 (SHA3-384({𝑎, 𝑐}));

Figure 2: Algorithms for the key generation, encapsulation, and decapsulation primitives of BIKE.

Table 1: Area results, expressed in terms of look-up tables (LUT), flip-flops (FF), and block RAM (BRAM).

Module Code
Our BIKE [5]

Artix-7 35 Artix-7 200 Lightweight (LW) High-speed (HS)
LUT FF BRAM LUT FF BRAM LUT FF BRAM LUT FF BRAM

Client B1 20663 15128 42 121238 48889 358 11454 4602 14 43084 610 39
B3 18420 16464 49 118513 50270 358 - - - - - -

Server B1 19531 11997 41 89011 45091 277.5 6730 3298 3 14829 3471 10
B3 19605 13490 42 68265 36944 236.5 - - - - - -

Available 20800 41600 50 134600 269200 365 20800 41600 50 134600 269200 365

Table 2: Execution times, expressed in milliseconds.

Module Code Our BIKE [5]
Artix-7 35 Artix-7 200 Lightweight (LW) High-speed (HS)

Client B1 9.03 0.51 35.25 4.66
B3 39.55 1.51 - -

Server B1 0.04 0.02 1.25 0.13
B3 0.09 0.04 - -

4 EXPERIMENTAL EVALUATION
Experimental setup - The proposed architectures, as well as the
reference BIKE hardware [5] implementations, target the security
levels 1 (B1) and 3 (B3) of BIKE. The proposed architectures were de-
scribed in SystemVerilog and implemented in Xilinx Vivado 2020.2,
targeting Artix-7 FPGAs and a clock frequency of 91 MHz. All the
identified instances satisfed the area constraints given by the avail-
able resources on the target FPGAs and the timing requirements.
Area results - The proposed architectures make wide use of BRAM,
allowing them to scale from Artix-7 35 to Artix-7 200 FPGAs, as
shown in Table 1. The results show that BRAM memories are the
most used resources, except in the Artix-7 35 B1 client and the
B1 and B3 servers, while the high-speed reference [5] uses the
resources available on larger FPGAs unefficiently, employing only
32%, 2%, and 11% of the LUT, FF, and BRAM of the Artix-7 200 chip.
Performance results - As reported in Table 2, our Artix-7 35 𝐵1
client is around three times faster than the lightweight reference [5],
while the Artix-7 200 client is around nine times faster than the
high-speed one [5]. Both the Artix-7 35 and 200 servers outperform
the high-speed 𝐵1 instance of [5].

5 CONCLUSIONS
This paper presented an effective hardware support for BIKE on
FPGA targets. Compared to the reference hardware, our Artix-
7 35 and Artix-7 200 clients were 3 and 9 times faster than the

lightweight and high-speed instances of [5], considering the 𝐵1
use case. Moreover, the proposed server instance outperformed the
high-speed reference by at least three times.
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