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On Improving the Cohesiveness of Graphs by Merging Nodes:
Formulation, Analysis, and Algorithms
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Abstract

Graphs are a powerful mathematical model, and they are used to represent real-world structures in various fields.
In many applications, real-world structures with high connectivity and robustness are preferable. For enhancing the
connectivity and robustness of graphs, two operations, adding edges and anchoring nodes, have been extensively
studied. However, merging nodes, which is a realistic operation in many scenarios (e.g., bus station reorganization,
multiple team formation), has been overlooked. In this work, we study the problem of improving graph cohesiveness
by merging nodes. First, we formulate the problem mathematically using the size of the k-truss, for a given k, as the
objective. Then, we prove the NP-hardness and non-modularity of the problem. After that, we develop BATMAN, a
fast and effective algorithm for choosing sets of nodes to be merged, based on our theoretical findings and empirical
observations. Lastly, we demonstrate the superiority of BATMAN over several baselines, in terms of speed and
effectiveness, through extensive experiments on fourteen real-world graphs.

1 Introduction

As a powerful mathematical model, graphs have been widely used in various fields to represent real-world structures.
Some typical applications of graphs are recommendation systems (Silva et al., [2010), social network analysis (Scott,
1988), and biological system analysis on molecular graphs (Manolopoulos and Fowler, [1992)) and protein-protein
interactions (Brohee and Van Helden, 2006). Moreover, many optimization problems on real-world structures have
been formulated as ones on the abstracted graphs.

In many real-world applications, it is desirable to have a well-connected and robust structure. For example, in
transportation systems, it is preferable that stations are connected tightly with each other so that traffic routes are
resilient even if some accidents happen (Jin et al.| [2014; |Zhou et al., [2019); in organizations like companies, often
several interconnected projects or tasks are carried out at the same time, and thus several teams are supposed to form
dense and highly-connected communities in an underlying graph so that the teams can closely collaborate with each
other (Gutiérrez et al., 2016; Baghel and Bhavani, 2018; |Addanki et al., 2020).

A straightforward operation to enhance the connectivity and robustness of graph structures is adding edges (Beygelz-
imer et al.l 2005} [Sun et al., |2021a)). Besides, anchoring nodes (i.e., forcefully including some nodes in a cohesive
subgraph) (Bhawalkar et al., [2015}; Zhang et al., 2017a, 2018a.bj |[Laishram et al.| [2020; [Linghu et al.l [2020) has also
been widely studied.

However, merging nodes, which is another realistic operation in many applications, has been overlooked. Merging
nodes, or formally vertex identification (Oxleyl 2006), is the operation where we merge two nodes into one, and any
other node adjacent to either of the two nodes will be adjacent to the “new” node. Merging nodes may strike you as
too radical at first sight, but it is indeed a very realistic and helpful operation in several real-world examples such as:

1. Bus station reorganization. Merging some nearby stations not only makes traffic networks more compact and
systematic but also reduces maintenance expenses since the total number of stations is reduced (Wei et al., 2020).
For example, CTtransit, a bus-system company in the united states, proposed to merge multiple bus stations in New
Haven and discussed the benefits (CTtransit, 2010).

2. Multiple Team formation. Forming teams (i.e., “merging” individuals) within an organization can increase indi-
vidual performance and cultivate a collaborative environment (Chhabra et al.||2013). How to form well-performing
and synergic teams is an important research topic (Gutiérrez et al.} 2016; [Baghel and Bhavani, 2018; /Addanki et al.}
2020) in business and management (Moreland et al.} 2002; |Kozlowski and Bell, [2013]).
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Figure 1: Merging nodes is much more effective than adding edges in enhancing graph robustness. For each robustness
measure, we do 10 rounds of merging nodes (dotted) or adding edges (dashed). In each round, we greedily choose the
node pair or edge that improves the measure most. In the legend, we include the minimum times (< 3 for all measures)
of merging nodes that are needed to achieve a better improvement achieved by adding 10 edges. See Section [7.] for
the details.
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Figure 2: Maximizing the size of a k-truss is effective: graph robustness improves when we enlarge a k-truss. For
each robustness measure, we report the relation between it and the truss size along the process of enlarging a k-truss
by merging nodes using our proposed method BATMAN. We include the absolute value (0.97-0.99 for all measures)
of Pearson’s r in the legend. See Section@ for the details.

In this paper, we study the problem of improving the connectivity and robustness of graphs by merging nodes. To
the best of our knowledge, we are the first who study this problem. We propose to use the size (spec., the number of
edges) of a k-truss (Cohen, [2008)) as the objective quantifying the connectivity and robustness. Given a graph G and
an integer k, the k-truss of G is the maximal subgraph of G where each edge is in at least £ — 2 triangles; and we
say that an edge has trussness k if the edge is in the k-truss but not the (k + 1)-truss. Specifically, k-trusses have the
following merits:

1. Cohesiveness. k-Trusses require both engagements of the nodes and interrelatedness of the edges compared to
some other cohesive subgraph models. Specifically, given any graph, a k-truss is always a subgraph of the (k — 1)-
core (Seidman,|1983) but not vice versa, and each connected component of a k-truss is (k — 1)-edge-connected (Jor-
danl |1869; |Cai and Sun, |1989) with bounded diameter (Huang et al., 2014).

2. Computational efficiency. k-Trusses can be computed efficiently with time complexity O(m!%) (Wang and
Cheng| [2012), where m is the number of edges; in contrary, given a graph, enumerating all the cliques or many
variants (n-cliques (Lucel [1950), k-plexes (Seidman and Foster, [1978]), n-clans and n-clubs (Mokken et al.,{1979))
is NP-hard.

3. Applicability. k-Trusses, especially their sizes, ably capture connectivity and robustness of transportation (Diop
et al., 2020), social networks (Zhu et al., |2019; [Zhao et al., |2020), communication (Ghalmane et al., 2018]), and
recommendation (Yang et al.L|2022)). Specifically, k-trusses also have realistic meanings in the two aforementioned
real-world examples (bus station (Zhu et al.,|2022; Derrible and Kennedy, |2010) reorganization and multiple team
formation (Brewer and Holmes|, [2016; [Durak et al.| [2012))).

Due to the desirable theoretical properties and practical meaningfulness of k-trusses, several existing works (Zhang
et al.| 20205 |Chen et al., 20214} 2022} [Zhu et al., 2019} [Sun et al.,|2021a) used the size of a k-truss as the objective.
Therefore, we consider the problem of maximizing the size of a k-truss in a given graph by merging nodes. In
Figures|[I]and 2] we show the effectiveness of merging nodes (spec., its superiority over adding edges) and maximizing
the size of a k-truss (spec., the correlations between the truss size and various robustness measures), respectively (see
Section[7.I| for more details). We mathematically formulate the problem as an optimization problem on graphs named
TIMBER (Truss-sIze Maximization By mERgers), and prove the NP-hardness and non-modularity of the problem.
For the TIMBER problem, we develop BATMAN (Best-merger seArcher for Truss MAximizatioN), a fast and
effective algorithm equipped with (1) search-space pruning based on our theoretical analysis, and (2) simple yet pow-
erful heuristics for choosing promising mergers. Starting from a computationally prohibitive naive greedy algorithm,



we theoretically analyze the changes on a graph after mergers and use the findings to design speed-improving heuris-
tics. For example, we prove that after merging two nodes, the trussness of an edge that is not incident to either of the
merged nodes changes by at most one. Hence, we only need to consider the edges with original trussness at least k — 1
for an input k. We first reduce the search space by (1) losslessly pruning the space of outside nodes (nodes that are not
in the (k — 1)-truss) using a maximal-set-based algorithm, (2) proposing and using a new heuristic to efficiently find
promising inside nodes (nodes that are in the (k — 1)-truss), and (3) excluding the mergers of two outside nodes with
the rationality of doing so. Our fast and effective heuristics for finding promising pairs among the selected nodes are
based on the number of edges with trussness & — 1 gaining (and losing) support.

Through extensive experiments on 14 real-world graphs, we compare our proposed algorithm, BATMAN, to sev-
eral baseline methods and show that BATMAN consistently performs best w.r.t the final increase in the size of k-
trusses, achieving 1.38x to 10.08x performance superiority over the baseline methods on all the datasets.

In short, our contributions are four-fold:

1. A novel Problem: We introduce and formulate TIMBER (Problem [I), a novel optimization problem on graphs
with several potential real-world applications, as listed above.

2. Theoretical Analysis: We prove the NP-hardness (Theorem 1)) and non-submodularity (Theorem [2) of TIMBER.

3. A fast Algorithm: We design BATMAN (Algorithm [5), a fast and effective algorithm for TIMBER, based on our
theoretical (Lemmas [I}{7)) and empirical findings (Section[7.3). We also theoretically analyze the time complexity
of BATMAN (Theorem [4)).

4. Extensive Experiments: We compare BATMAN with several baseline methods and demonstrate the advantages
of BATMAN and its components using 14 real-world graphs (Section 7).

For reproducibility, the code and datasets are available online (Bu and Shin), 2023)

2  On real-world examples

In this section, we provide more discussions on the real-world examples (bus station reorganization and multiple team
formation) used in this work. Specifically, we provide more details on how both merging nodes and k-trusses have
realistic meanings.

2.1 Bus station reorganization

Regarding bus station reorganization (or transportation systems in general), we can consider the following specific
real-world scenario: we are managing the bus transportation system of a city, and we want to reduce the total number
of bus stations to decrease the expenses of maintaining the bus stations due to some financial reasons. We model the
transportation system as a graph with bus stations as nodes and routes as edges, and we aim to do so by merging bus
stations while maximizing connectivity among the stations. As a measure of (higher-order) connectivity (Huang et al.,
2014; [Yin et al., 2017} |(Chang and Qinl |2019), the size of a k-truss is a reasonable choice as a numerical metric for
this purpose. Moreover, k-trusses are highly related to triangles, while triangles are important motifs for indicating
higher-order connectivity (Zhu et al., [2022; Zhang et al., [2019) and robustness (Derrible and Kennedy, 2010; |[Eraso-
Hernandez et al.} 2021} Ping et al., |2006) in transportation/traffic systems. In such a scenario, our proposed algorithm,
which aims to maximize the k-truss size by merging nodes, can be used as a solution for finding stations to merge.

2.2 Multiple team formation

Regarding multiple team formation, we can consider the following specific real-world example: as the CEO of a
company, we have employees (nodes) and social relations (edges) between them (which corresponds to the input
graph), and we want to form multiple small-scale teams (merge nodes) among the employees. We aim to maximize
the communication between teams (which is known to be beneficial to teams’ performance (Brewer and Holmes! |2016;
Hillier and Dunn-Jensen, |2013; Macht et al., | 2014), where we suppose that two teams A and B can communicate well
with each other if at least one member in A and one member in B have social connections (i.e., communication is
correlated with connectivity). In general, when we merge nodes into teams, the formed teams constitute a social
network, where cohesive subgraphs such as k-trusses are indicative of high connectivity and robustness (Wang and
Cheng| [2012). Moreover, the abundance of triangles and the bounded diameter (i.e., teams can reach each other

Ihttps://github.com/bokveizen/cohesive-truss—merge
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Table 1: Notations.

Notation Definition

G=(V,E) a graph with node set V' and edge set E/

N(v;G) the set of neighbors of v € V'

d(v; G) the degree of v € V

G|V’ the induced subgraph of Gon V' C V

s(e; G) the supportof e € F

T, (G) the k-truss of G

t(e; G), t(v; G) the trussness of e € Eandv € V

Eu(@) the shell edges with trussness k, i.e., E(Tx—1) \ E(T})
PM(v1,v9; G) the graph after merging v; and v € V into v1 in G
Ni(v; G) the inside neighbors of v € V, i.e., N(v) N V(Tj-1)

within a bounded number of hops) indicated by k-trusses are both helpful for better communication between nodes
(teams) (Durak et al., 2012)). In such a scenario, our proposed algorithm, which aims to maximize the k-truss size by
merging nodes, can be used as a solution for forming teams.

2.3 Limitations and more discussions

Definitely, in real-world scenarios, more conditions and factors might be considered, and we would like to emphasize
that we are considering a more general problem, while additional real-world constraints can be considered ad hoc in
practical usage. For example, for the bus station reorganization application, where we consider the constraints that
only bus stations within a distance threshold can be merged (and indeed we have such information), when we choose
candidate pairs (in Algorithms [3]and[)), for each candidate merger, we can simply check the distance between the two
nodes (staigons), and include the merger in the final returned set of candidates only if the distance is within the distance
threshold

3 Related Work

k-Trusses. Based on the concept of k-cores|Seidman|(1983), the concept of k-trusses was introduced by|Cohen|(2008)).
Wang and Cheng|(2012) proposed an efficient truss decomposition algorithm with time complexity O(m!-®), where m
is the number of edges in the input graph. Huang et al.|(2014)) used k-trusses to model the communities in graphs (see
also (Akbas and Zhaol 2017)) and studied the update of k-trusses in dynamical graphs (see also (Zhang and Yu, 2019
Luo et al.l [2020)). Related problems are also studied for weighted graphs (Zheng et al.| 2017), signed graphs (Zhao
et al., 2020), directed graphs (Liu et al.,2020), uncertain graphs (Huang et al., 2016;|Sun et al.,|2021b), and simplicial
complexes (Preti et al.| [2021). In (Chen et al.,2021b), higher-order neighbors are considered to generalize the concept
of k-trusses.

Graph structure enhancement and attacks. Several studies of graph structure enhancement or attacks are conducted
based on cohesive subgraph models. Specifically, the problems of maximizing the size of a k-truss by anchoring
nodes (Zhang et al., 2018bla) and by adding edges (Sun et al., [2021a; |Chen et al., |2022) have been studied; and the
opposite direction, i.e., minimizing the size of a k-truss, has also been considered (Chen et al.,|[2021a, 2022)). There
are also a series of counterparts considering the model of k-cores (Bhawalkar et al., 2015} |Zhang et al., 2017albj [Zhu
et al.l 2018 |Zhang et al.l 2018b; [Liu et al.| 2021} |Zhou et al., 2022 Linghu et al., 2020} 2022} |Laishram et al., [2020;
Medya et al.,[2020}; [Zhang et al., 2020; Zhao et al., 2021} Sun et al.| [2022) using the operations of adding (or deleting)
edges (or nodes) and anchoring nodes. However, no existing work studies graph structure enhancement or attacks by
merging nodes, while merging nodes is indeed a basic operation on graphs (Oxleyl 2006)) and practically meaningful.
Related work on real-world examples. For designing and optimizing traffic networks, many tools and methods have
been used, e.g., mixed-integer programming (Jin et al., 2014)), linear programming (Liang et al.|[2019), and genetic al-
gorithm (Cao et al.| [2022; |Li et al.l 2019). The multiple team formation problems have been widely studied in the field
of operations research, where many methods, such as variable neighborhood local search metaheuristics (Gutiérrez
et al., |2016)) integer programming (Campélo and Figueiredo, [2021)), and evolutionary algorithm (Baghel and Bhavani,
2018), have been used. In this work, we study the problems from the perspective of social networks.

2See Sectionfor related experiments on real-world bus station datasets, where we take distance constraints into consideration.
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Figure 3: Two different ways of merging a pair of nodes in a graph with different consequences.

4 Preliminaries

Let G = (V, E) be an unweighted, undirected graph without self-loops, multiple edges, or isolated nodes. Let N
denote the set of positive integers and let \ denote the set subtraction operation. We call V' = V(G) the node set of
Gand E = E(G) C (‘2/) the edge set of G. Each edge ¢ = (v1,vs) = (v2,v1) € E joins two nodes vy and vy
and is treated as a 2-set without order. The set N (v; G) of neighbors of a node v consists of the nodes adjacent to
v,ie, N(v;G) = {v/ € V : (v,v) € E}; and the degree d(v; G) of v in G is the number of neighbors of v, i.e.,
d(v; G) = |[N(v; G)|. Given a subset V' C V of nodes, the induced subgraph G[V'] = (V', E') of G induced on V'
is defined by B = {e € E: e C V'}, and we use G\ V' to denote the graph G[V \ V'[| obtained by removing the
nodes in V' from G. The support s(e; G) of e = (v1,v2) is the number of triangles that contain both v; and vs.

Definition 1 (k-truss and trussness). Givena graph G = (V, E) and k € Nfthe k-truss of G, denoted by T, = T,(G),
is the maximal subgraph of G where each edge in T}, has support at least k — 2 within T, i.e., s(e; Tx) > k — 2,Ve €
E(Tk)E] We call the number |E(T};)| of edges in T}, its size. The trussness t(e; G) of an edge e (w.r.t G) is the largest
ksuchthateisin Ty (G), i.e., t(e; G) = max{k € N: e € E(T}(G))}. The trussness t(v; G) of a node v is the largest
trussness among the trussness of all the edges containing (i.e. incident to) v, i.e., t(v; G) = max{t(e; G) : v € e}.

For example, in Figure[3] in the original graph in the middle, the degree of the node vb is 6, the support of the edge
(va, vd) is 3, the 5-truss is the subgraph formed by the five nodes (va, vb, ve, vd, and ve) and the ten edges between
them (the size is 10), and the trussness of each edge is explicitly demonstrated.

In this paper, merging two nodes in a graph means identifying the two nodes (Oxley, |2006) into one node, as
described in Definition 2] Any other node adjacent to either of the two nodes will be connected to the merged node,
without adding any self-loop or multi-edge. Since we focus on simple graphs, we neither add a multi-edge even if
some node is adjacent to both pre-merger nodes, nor add a self-loop even if the two pre-merger nodes are adjacent to
each other.

Definition 2 (mergers). Given a graph G = (V, E) and two nodes vy, vy € V. If we merge v; and v into v1 in G, then
the post-merger graph PM (v, vq; G) = (V' E') after the merger between v, and vo is defined by V' = V' \ {v2}
and E’ derives from E by “shifting” the edges incident to vy to vy without adding multiple edges or self-loops, i.e.,
E' = EU{(v1,u) : w € N(va),u # v1} \ {(v2,u) : u € N(v2)}. We use PM(P;G) to denote the post-merger
graph when we merge multiple pairs in P in G (note that the order does not matter).

Recall the example in Figure[3] Let G, denote the original graph in the middle, then the two post-merger graphs
on the left and right are PM (vd, vb; G) and PM (v f, vz; G), respectively.

We summarize the notations in Table[I| In the notations, the input graph G can be omitted when the context is
clear.

5 Problem Statement and Hardness

In this section, we give the formal problem statement and analyze the theoretical hardness of our problem.

3We use \ to denote the set subtraction operation.

4We use N to denote the set {1,2,3, ...} of positive integers.

5k-Trusses are meaningful only when k > 3 since otherwise the k-truss is just the whole graph. In this paper, we assume that & > 3 without
further clarification.



Figure 4: An example for the counterpart problem.

5.1 Problem statement
Problem 1. (TIMBER: Truss-sIze Maximization By mERgers)

* Given: agraph G = (V, E), k € N,and b € N,
* Find: a set P of up to b node mergers in G, i.e., P C (‘2/) and |P| <0,

* to Maximize: the size of the k-truss after the mergers, i.e.,

f(P) = f(P;G, k) = |[E(T,(PM(P; G)))|

As mentioned before, for the example in Figure 3| merging v f and vz maximizes the size of the 3-truss, i.e., with
the original graph in Figure |3} k¥ = 3, and b = 1 as the inputs, P = {(vf,vz)} is the solution that maximizes our
objective function f(P) = f(P; G, k).

5.2 On the counterpart problem using k-cores

We would like to discuss the counterpart problem using k-cores and analyze the technical similarity between this
problem and the anchored k-core problem (Bhawalkar et al.l 2015). The counterpart problem using k-cores is defined
below. Note that the size of a k-core is usually defined as the number of nodes in the k-core.

Problem 2. (The counterpart problem of TIMBER using k-cores)
* Given: agraph G = (V, E), k € N,and b € N,
* Find: a set P of up to b node mergers in G, i.e., P C ( ) and |P| <0,

* to Maximize: the size of the k-core after the mergers, i.e.,
f(P) = f(P;G, k) = |V(C(PM(P;G)))l,
where C},(Gy) is the k-core of a graph G.

We also provide the problem statement of the anchored k-core problem here for the sake of completeness. We first
define the anchored k-core.

Definition 3 (anchored k-cores). Given G = (V, ~E), k € Nand aset A C V of anchors, the anchored k-core of G
w.r.t the anchor set A is the maximum subgraph Cj(G; A) = (V' E’) of G where A C V' and d(v'; C(G; A)) >
kYo' e VI A

Problem 3. (The anchored k-core problem)
» Given: a graph G = (V, E), k € N,and b € N,
* Find: aset A of up to bnodes in G,i.e., A C V and |A| <,

* to Maximize: the size of the k-core after anchoring the chosen nodes in A4, i.e.,

F(A) = [(4 G k) = [V(Cu(G; 4))].
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Figure 5: The constructed instance of the TIMBER problem corresponding to the maximum cover problem with & = 4,
where Sl = {tl, tQ}, SQ = {tz, tg}, and Sn = {tg, tm}.

We claim the technical similarity between the counterpart problem of TIMBER using k-cores and the anchored
k-core problem, stated as follows.

Claim 1. Problem 2]and Problem 3]are technically similar. Specifically, merging two nodes in Problem[2]is similar to
anchoring both of the nodes in Problem 3]

Formally, given G = (V, E) and k € N, if two nodes v; and v, are not in the current k-core and have no common
neighbor in the current (k — 1)- and (k — 2)-shellE| and after the merger between them, v; is the new k-core, then
[V(Cw(G; {v1,v2}))| = |V(Cr(PM({(v1,v2)}; G)))| + 1, where the difference of one node comes from the merger
itself which reduces the number of nodes by one. See the example in Figure @] Let k¥ = 4, the current k-core
contains the five nodes 1,2,3,4,5. Both merging 6 and 7 and anchoring 6 and 7 brings 8 and 9 into the k-core.
See also Section for empirical comparison between k-trusses and k-cores as measures of graph cohesiveness and
robustness.

5.3 Hardness Analysis
Theorem 1. The TIMBER problem is NP-hard for all £ > 3E|

Proof. Proof. We show the NP-hardness by reducing the NP-hard maximum coverage (MC) problem to the TIMBER
problem. Consider the MC problem with the collection of n sets S = {S1,S59,...,S,} and budget b. Let T" =
{t1,t2,. .., tm} = U:-L:l S;. Consider the decision version where we shall answer whether there is a subset S’ C S
with |S’| < b such that at least X elements in T" are covered by S’. We shall construct a corresponding instance
of the TIMBER problem. We construct the graph G as follows. For each t; € T, we create 2d nodes ¢;,; and
tip2, V1 < p < d, where d is sufficiently large (d > 10kmn), and add edges (;p1,1;,2) for all p # p’. For each
S; € S, we create two nodes s;1 and s;2, and for each t; € S;, we add edges (s;1,t;p1) and (S;2,t5p2),V1 < p < d.
Fix any & > 3, we create k£ — 3 nodes 7,72, ...,7;—3, each of which is connected with all ¢-nodes (i.e., t;,1 and
tip2,Vj,p). See Figure E] for an example of the construction. We also consider the decision version of the TIMBER
problem where we shall answer whether there is a set P’ of pairs of nodes with | P/| < b such that f(P’) > Xd>.

=) Given a YES-instance &' = {S;,,S;,,...,S5;, } with |[S’| = b" < b for the MC problem, we claim that P' =
{(s4,1,5i,2)}0_, is a YES-instance P’ for the TIMBER problem. By our construction and | Uges S’ > X, merging
all pairs in P’ makes all the edges among the at least X corresponding groups of ¢-nodes enter the k-truss, and the
total number is at least X d>.

<) Given a YES-instance P’ with |P’| = b’ < b for the TIMBER problem, we claim that (1) those edges entering the
k-truss are distributed in at least X groups of ¢-nodes corresponding to the elements in 7', and (2) there exists P" C

A weaker but still sufficient condition is that [V (Cj(PM ({(v1,v2)}; G); {v1}))| = |[V(Cr(PM({(v1,v2)}; G); {v1}))| — 1, i.e., no
node other than v; and v in the anchored k-core after anchoring v and vg has exactly degree k and are adjacent to both v and vs.
TThat is, for all meaningful k values.



Algorithm 1: Naive greedy algorithm

Input : graph G = (V, E); trussness k; budget b
Output: P: the pairs of nodes to be merged

1 P+ 0

2 while |P| < bdo

3| f{pY) < |E(T(PM(p;G)))I,Vp € ()
4 | p* <« argmax, f({p}); P« PU{p"}

5 if |P| < bthen G = (V, E) « PM(p*; G)
6 return P

{(8i1, 8i2) }1_; with |P”| = ¥’ that is also a YES-instance of the TIMBER problem. For (1), assume the opposite, i.e.,
less than X groups are involved, then the size of the new k-truss is at most (X — 1)d? +2(k — 3)md + 2mnd < Xd2,
which contradicts the fact that P’ is a YES-instance. For (2), it is easy to see that each non-(s;1, $;2)-type pair can be
replaced an (s;1, S;2)-type pair without decreasing the size of the k-truss. For (s;1,5;1) or (Si2, 8;2) or (tip1, ;1) With
i # j, or a pair containing any r-node, there are no edges between two ¢-nodes entering the k-truss when we merge
such a pair. For (s;1, s;2) with ¢ # j, merging such a pair is no better than merging (s;1, s;2) or (s;1, s;2). For a pair
consisting of an s-node and a ¢-node, it is no better than merging any (s;1, $;2) benefiting the same part. Hence we
can replace each element in P’ by an (s;1, s;2)-type pair without decreasing the number of groups of edges among
t-nodes entering the k-truss. So we can find P C {(s;1, 8;2) }7; with |P”| =¥’ and f(P"”) > Xd?, completing the
proof. O

O

Theorem 2. The function f(P) is not submodular.

Proof. Consider the example in Figure [5] but with k& = 5 (there are r; and ro connected to all ¢-nodes). Let X =
{(s11,512)}, Y = {(511, 512), (s21, 822)} D X, and & = (sn1, s2), f(X U{z}) - f(X) =0 < f(YU{z}) — f(Y),
completing the proof. O

Considering the NP-hardness and non-submodularity of the TIMBER problem, we aim to find a practicable and
efficient heuristic.

6 Methodology

In this section, starting from the naive greedy algorithm, we first analyze the changes occurring when we merge a pair
of nodes, and then based on our findings, we improve the computational efficiency while maintaining effectiveness as
much as possible.

6.1 Naive greedy algorithm

First, we present the naive greedy algorithm in Algorithm|l| At each iteration, we merge each possible pair, compute
the size of the k-truss after each merger, and find and operate the merger with the best performance. We repeat the
above process until b mergers are selected. Although Algorithm|I]is algorithmically simple it suffers from prohibitive
complexity, as shown in the following theorem.

Theorem 3. Given an input graph G = (V, E)) and budget b, Algorithm |I| takes O(b|V'|?| E|'-?) time and O(|E|)
space for any k.

Proof. Truss decomposition algorithm takes O(|E|!-%) time and O(|V'| + |E|) space (Wang and Cheng,|[2012). Since
we only consider connected graphs, |E| = O(|V]) and thus O(|]V'|+|E|) = O(|E|). Computing the size of the k-truss
after each merger takes O(|E|.5) time. Because there are O(|V'|?) pairs and b iterations, the total time complexity is
O(b|V'|?|E|!-?). The space complexity is determined by that of storing the graphs and truss decomposition, which is
O(|E). 0

Remark 1. In the time complexity, |V/|? is from the space of all possible pairs and |E|*® is from the truss decompo-

sition algorithm.




6.2 Theoretical analyses: changes after mergers

We shall show several theoretical findings regarding the changes occurring when we merge a pair of nodes. First of
all, in general, merging two nodes v; and v2 in G can be viewed as a two-step process: we (1) remove vy and all its
incident edges (including the edge between v; and v, if it exists) and then (2) add edges between v; and each node that
is originally adjacent to vy but not to v;. The following lemma shows that when we merge two nodes, the trussness of
each edge containing neither of them changes (both increase and decrease are possible) by at most 1.

Lemma 1. Given any G, vy, and vq, for any e € E(G), if v1,v2 € e, then |t(e; PM (v1,v2)) — t(e; G)| < 1.

Proof. Let G’ denote PM (v1, va; G). First, we show the decrease is limited. For each k, for each edge in the current
k-truss, merging a pair of nodes can decrease the support by at most 1. Therefore, each current k-truss at least satisfies
the condition of (k — 1)-truss after the merger, completing the proof of the limited decrease. Regarding the increase,
consider the inverse operation of merging two nodes, and we shall show the decrease is limited. Formally, we split vy
in G’ back into two nodes v; and vy in G, with N(v1; G') = N(v1; G) U N(ve; G). Regarding the trussness of each
edge, this operation is no worse than deleting the node. Similarly, when we delete a node, for each k, for each edge in
the current k-truss, the support decreases by at most 1, completing the proof. O

Note that (1) the trussness can both increase and decrease and (2) the above lemma does not apply to the edges
incident to the merged nodes.footnoteAn example can be found in Figure 5] the edges incident to any of the s-nodes
have trussness 2 originally, but may have trussness much higher after a merger between two s-nodes. After a merger,
only (1) the edges in the original (k — 1)-truss and (2) those between a node in the original (k — 1)-truss and a merged
node are possibly in the new k-truss.

Corollary 1. Given any G, k, and v1,vs € V(G), Tx(PM (v1,v2;G)) = Tx(G'), where V(G') = V(G) and
E(G") = E(Tu1(G) \ {v1,v2}) U{(v1,2) s & € (N(v1) UN(v2) \ {v1,02}) NV (Ti-1)}).

Proof. Recall that Tj,_1(G) \ {v1,v2} is defined as the subgraph obtained by removing vy, vo, and all their inci-
dent edges from Ty _1(G). Since G’ C PM (vy,v2), T, (G") C Tip(PM (v1,v2)). Hence, it suffices to show that
T (PM (v, v2)) C Ty (G'). First, by Lemmal[l] for e € E(G\ {v1,v2}), if t(e; G) < k—1, then t(e; PM (v1,v2)) <
k and thus e ¢ E(Ty,(PM (v1,v2))), completing the proof for the first part (Ty,—1(G) \ {v1,v2}). Second, for an edge
(v1, ), such an edge exists iff £ € N(v1) U N (v2) \ {v1,v2}; if & ¢ V(T)—1), then vy will be the only neighbor of
and thus (v1, z) cannot be in the k-truss after the merger, completing the proof. O

The following lemma shows that each edge with trussness larger than that of any merged node cannot lose its
trussness.

Lemma 2. Given any G and vy, vy € V(G), without loss of generality, we assume t(v1) > t(v2). Forany e € E(G),
if t(e) > t(v2), then t(e; PM (v1,v92)) > t(e; G).

Proof. If t(v2) < t(e), then vo & V(Ty()(G)). So merging v1 and vy can only bring new edges into the #(e)-truss,
and thus the trussness of e cannot decrease, completing the proof. O
Notably, mergers between nodes with low trussness can result in an increase in trussness for edges with higher
trussness
Lemmas|T]and 2]reduce the range of edges that we need to check for the k-truss after a merger, especially for those
edges incident to neither of the merged nodes. Regarding the edges incident to the merged nodes, Lemma 3| shows a
connection to k-cores.

Lemma 3. Given any G, k, and v1,v2 € V(G), let N* denote N (v1) U N(vz) \ {v1,v2}. Forany & € N*, (v1,z) is
in T} := T}, (PM (v, v2)) if and only if « is in the (k — 2)-core of T}, [N*].

Proof. <) Put {(v1,z) : xisin the (k — 2)-core of T} [N*]} and E(T},[N*]) together, each such (vq, x) is in at least

k — 2 triangles A\, 2, With 2’ € N*, completing the proof.

=) Let X denote {z : (v1,z) € T}}. Foreach z € X, we have at least k—2 triangles A, ;,» with all three constituent

edges in T}.. Hence d(x; T}, [N]) > k — 2,V € X, completing the proof. O
Based on the above analyses, we find it useful to consider the nodes inside and outside T}, separately and the

neighbors inside Ty, 1 of a node need our special attention. Below, we formally define these concepts that will be

frequently used throughout the paper.

8In Figure the mergers among the s-nodes with trussness 2 cause trussness increase for the ¢-edges with higher trussness.



Algorithm 2: Prune outside nodes (based on|Gene| (2013)))

Input : outside nodes V,; inside neighbors Ny (v), Vv € V,
Output: V,": the outside nodes with maximal set of inside neighbors
S, VI« 0

2 forv eV, do

3 | if Nk(v) ¢ Sthen (S < SU{Nk(v)}: Vs « Vg U{v}}
41+ 0,m)+0VoeVu V)« 10

5 forv e V) do

6 L for u € Ny, (v) do m(u) < BitwiseOr(m(u),?2")
7

—

14 1+1
r(v) < BitwiseAnd({m(u) : u € Nx(v)}),Vv € V.
9 V5 < {v:r(v)is apower of 2}
10 return V'

Definition 4 (inside/outside nodes and inside neighbors). Given a graph G = (V, E) and k € N, we callanode v € V
an inside node (w.r.t G and k) if v € V(Ty_1) (i.e., t(v) > k — 1) and we call v an outside node (w.r.t G and k) if
v ¢ V(Tk-1) (e, t(v) < k —1). Given any node u, the set of u’s inside neighbors (w.r.t G and k) is defined as
Ny(u; G) = N(u; G) NV (Ty—1).

Lemma ] provides a simple way to compare the performance of two outside nodes w.r.t. the considered objective.

Lemma 4. Given G and k, forany uy, ug ¢ V (T—1), if Ni(u1) € Ni(us), then Ty (PM (v, u1)) C Tp(PM(v,uz)), Vo €
V; if further Ny, (u1) = Ny (ug), then Tp(PM (v,uy1)) = Ti(PM (v,uz)),Yv € V.

6.3 Proof of Lemma @

Proof. Given any G, by Lemmas I and if u ¢ V(Ty_1), then Ty € Tp(PM(v,u)) € Ty € PM(v,u),
where Ty, = Ti(v,u) = Tp—1 U {(v,2) : 2 € N(v) UN(u)\ {u,v}},Vo. If & ¢ V(T}—1) U {v,u}, then
d(z; Ty (PM (v,u))) < d(x;T)(v,u)) = 0. By Lemma x ¢ V(Tp(PM(v,u))), and thus T (PM (v,u)) =
Te(Ti(v,u)) = Ti(v,u), where Tj(v,u) = Th_q U {(v, x) rx € (N(v) UN(u)\ {v,u}) N V(Tk-1)}. For
ul,u2 ¢ V(Ty—1),if N(u1) N V(T—1) € N(uz) NV (Tk—1), then Ty, (v,u1) € Ty (v, uz). If Np(ul) = Ny(u2),

, Ne(ul) C© Np(u2) A Np(u2) € Ni(ul), then Tp(PM(v,u1)) € Tp(PM(v,ug)) A Ti(PM(v,uz)) C
Tk(PM(v,ul)) ie., Tp(PM(v,u1)) = T, (PM(v,u2)), completing the proof. O

Remark 2. We can also see that if Ny, (u1) = Ny (uz), then for each v € V/(G), Ti(PM (v,u1)) = Ti(PM (v, us3)).

Below, we shall devise several practical improvements for the naive greedy algorithm (Algorithm[I]) based on the
above theoretical findings, in order to increase the time efficiency.

6.4 Reduce the number of pairs to consider

As mentioned in Remark [} one reason why the time complexity of the naive algorithm (Algorithm I)) is high is that
the space of all possible mergers is large (O(|V|?)). We shall first introduce several approaches to reduce the number
of pairs to consider for a merger.

Maximal-set-based pruning for outside nodes. Lemma]shows that for any given outside node u ¢ V (T_1), we do
not need to consider  if there exists another outside node v’ ¢ V (Tj,_1) with N (v )NV (Ti—1) 2 N(u)NV (T—1). It
is because, in such a case, for any node v, merging v and « cannot be better than merging v and u’ w.r.t the considered
objectiveﬂ Therefore, we only need to consider those nodes u with maximal set N (u) of inside neighbors.

Lemma 5. Given G and £, let V, = V(G) \ V(T},—1) denote the set of outside nodes, and let Vo={uecV,:fuc
V A\ V(Ti-1) sit. N(u') 2 N(u)} denote the set of outside nodes with a maximal set of inside neighbors. Then,
max{|E(T,(PM (v1,v2)))| : v1,v2 € V(G)} = max{|E(T(PM (v1,v2)))| : v1,v2 € V(T)—1) U V,}.

Proof. Tt suffices to show that for any u € V,, \ V,,if a merger includes u, then there exists another merger consisting
of two nodes in V(T},—1) U V,, with no worse performance. And this is an immediate corollary of Lemma@ O

9For completeness, we should also consider merging « and ’, and it is easy to see that merging « and «’ cannot increase the objective that we
consider.

10



Moreover, by Lemma[d] if several outside nodes have the same set of inside neighbors, only one of them needs to
be considered. Finding maximal sets among a given collection of sets is a well-studied theoretical problem (Yellin,
1992) with a number of fast algorithms. Based on (Gene] 2013), we present in Algorithm [2]a simple yet practical way
to find the outside nodes with a maximal set of inside neighbors. Lemma [6] shows the correctness, time complexity,
and space complexity of Algorithm[2]

Lemma 6. Given the set of outside nodes V,, and the sets of their inside neighpors Nk(v), Yv € V,, Algorithm
correctly finds the set of nodes v’ € V,, with maximal Ny (v’) in O(> |Nt(0)]|V5]) = O(JV]|E]|) time and
O(|E|) space.

Proof. Lines 1] to 3] remove the outside nodes with duplicate inside neighborhood and take O(|V,|) times. Lines [4]to
build the membership function m where for a inside node u, the i-th bit of m(u) indicates the membership relation
between u and the i-th element of V), which takes O(}_ .y, |Nk(v)|) time. Lines ﬁ to@use m to check the maximality

of each unique inside neighborhood and take O (>

veV,

vev, | N1, (v)||V,|). For the correctness, 7-(v) consists of the nodes

v’ with Nk(v’) D Ny (v). If the final = is a power of 2, i.e., exactly a single bit of 7 is 1, then this bit represents v
itself, which means that no other v’ satisfies that Nj,(v') D Ny (v). Regarding the space complexity, the inputs and all
the variables (S, V, and V) take O(| E|) space, m(v) for all v € V* takes O(Zvevu' |N.(v)]) = O(| E|) space if we
represent the binary arrays in a sparse way (Barrett et al.,|1994). O

Remark 3. This maximal-set-based pruning does not apply to inside nodes. Consider again the example in Figure
with k = 3, both merging v f and vd and merging vz and vd perform worse than merging v f and vz, while N; &(vd) 2
Ni(vf) and Ng(vd) 2 Ny (vz).

In our implementation, among all the outside nodes with a maximal set of inside neighbors, we further sort the
outside nodes by the number of inside neighbors and choose the ones with the most inside neighbors as the candidates.
A heuristic for finding promising inside nodes. Notably, our maximal-set-based pruning scheme does not apply to
inside nodes, and thus we need different techniques for inside nodes. We propose and use a heuristic based on incident
prospects (IPs) to evaluate the inside nodes and select the promising ones.

Definition 5 (incident prospects). Given a graph G = (V, E) and k € N, for each v € V, the set of the incident
prospects (IPs) of v is defined as Ny (v) \ N (v; Tk).

Intuitively, the IPs of a node v correspond to the edges that are not in the current k-truss but possibly enter the new
k-truss after a merger involving v (see Corollary [I). Therefore, if a node v has more IPs, then a merger involving v is
preferable since it is more likely that the size of the k-truss will increase more because more edges incident to v may
enter the new k-truss after the merger. Moreover, the number of the IPs of a node v is a lower bound of the number of
inside neighbors of a node v, and thus if a node v has a larger number of IPs, then v also has a larger number of inside
neighbors, i.e., more non-incident edges may benefit from the merger. See Section[7.3]for the empirical support of the
proposed heuristic, including the comparison of multiple heuristics.

In our implementation, we sort the inside nodes by the number of IPs of each inside node and choose the ones with

the most IPs as our candidate inside nodes.
Exclude outside-outside mergers. After dividing nodes into inside nodes and outside nodes, we now have three types
of mergers: (1) inside-inside mergers (IIMs) where two inside nodes are merged, (2) outside-outside mergers (OOMs)
where two outside nodes are merged, and (3) inside-outside mergers (IOMs) where one inside node and one outside
node are merged. We shall show that OOMs are less desirable than the other two types in general. Merging two nodes
vy and vo can equivalently be seen as (1) removing all edges incident to v, and (2) adding each “new” edge (v1,x)
forx € N(v2) \ N(v1)\ {v1}. Proposition|7|shows that if we do not include an inside node in the merger (i.e., for an
OOM), then each single “new” edge cannot increase the size of T}.

Lemma 7. Given any G = (V, E), k, and vy, vs ¢ T_1, forany € N(v1) U N(v2) \ {v1,v2}, Tk (G) = Ti(G"),
where V(G’) = V(G) and E(G’) = E(G) U {(v1,2)}.

Proof. If an edge e is inserted into G such that the trussness of e after the insertion is /, then all edges with original
trussness at least [ will not gain any trussness, and the remaining edges can gain at most 1 trussness (Huang et al.|
2014). Hence, it suffices to show that for each considered z, after inserting (v1, ) into G, the trussness of (v1,x) is
at most k — 1. Indeed, since vy ¢ Tj_1, all edges incident to v have original trussness at most k£ — 2 and thus have
trussness at most k — 1 after the insertion. Therefore, all triangles containing (v;, ) will not be in T}, and thus neither
will (vq, z). O
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Algorithm 3: Find IOM candidates

Input : pruned outside nodes V'; inside nodes V;; inside neighbors Ny, (v), Vv € VJ U V;; shell edges Ey; k-truss Ty
number of inside nodes to check n;; number of outside nodes to check n,; number of pairs to choose n.
Output: Crons: the chosen IOM candidates
1 V; « the n; inside nodes v; in V; with most incident prospects

2 V, « the n, outside nodes v, in V; with most inside neighbors
3 for v; € Vi do
4 H(t;) + Ni(t:) U Ni(v:), Vs € Vi \ Ni(v:) \ {vs}
for v, € Vo do
Z = Z(vi,v) + (Ni(vi) U Ni(v0)) \ (N (033 Tie) U {vi})
H; <—UzeZH(z)A ) )
H, +{(z,y)€Ex:(z€ZVyeZ)Nx € ZUNr(vi) Ny € ZU Ni(v;)}
I—f[k(vi,vo) ~— H,UH,

e ® NN W

10 Cronm < the n. IOMs (v, v,) € Vi x V., with largest |I:Ik (vi, vo)| (tie broken by | Z(vs, vo)]|)
11 return Crons

See also Section[7.3]for the empirical evidence supporting our choice. Therefore, from now on we assume that we
always include at least one inside node in the merger. Then there are two cases that we need to consider: IOMs and
IIMs, and no one is necessarily better than the other.

6.5 Promising pairs among promising nodes

With the above analyses, we can utilize the maximal-set-based pruning for outside nodes, and use the heuristics for
inside and outside nodes to further reduce the number of candidate nodes. However, even with the above analyses, it
is still computationally expensive to compute the size of the new k-truss after each possible merger, even when the
number of candidate nodes is relatively small. For example, in the youtube dataset (to be introduced in Section
with £ = 10, the total number of possible IOMs and IIMs is 6.6 billion. Although after pruning the outside nodes,
the number is reduced to 374 million, and even if we only choose 100 inside nodes and 50 outside nodes, it still
takes more than two hours to check the actual size of the k-truss after all the 9,950 possible mergers. Therefore, it
is still imperative to further reduce the number of times that we check the actual size of the k-truss. To this end, we
shall propose and use some heuristics to efficiently find promising mergers (IOMs and IIMs). For both cases, our
algorithmic framework is in the following form:

1. We first find the promising nodes as described above.

2. Among all the possible pairs between the promising nodes, we use novel heuristics to find a small number of
promising pairs.

3. We check the increase in the size of the k-truss for each of the promising pairs and merge a pair with the greatest
increase.

4. We repeat the above process until we exhaust the budget.

Inside-outside mergers. We shall deal with IOMs first. By Corollary [T, we know that an IOM between an inside
node v; and an outside node v, w.r.t. the size of the k-truss, brings “new” edges (v1, z) for each “new” neighbor
2 € (N(v2) U Ni(v1)) \ (N (v1, Tr—1) U {v1}) into the current (k — 1)-truss. Note that Ny, (v1) 2 N(v1, Ty_1) may
hold since an edge between two nodes in the (k — 1)-truss may exist in the original graph but not in the (k — 1)-truss.

To efficiently evaluate the candidate IOMs, we propose to use the concept of potentially helped shell edges (PH-
SEs). For given G and k, we use Ey(G) to denote Ey(G) = E(Ty_1) \ E(T}) (the edges with trussness k — 1) and
call such edges shell edges (w.r.t G and k).

Definition 6 (potentially helped shell edges). Given a graph G = (V, E), k € N, an inside node v, and an out-
side node vy, the set of the potentially helped shell edges (PHSEs) w.r.t the IOM between v; and ve, denoted by
H (v, v2; G), consists of the shell edges (2,y) € Ej(G) such that at least a triangle containing (z,y) is newly
formed because of the “new” edges brought into 7j_; by the IOM. Formally, Hi(v1,00:G) = {e € Ep(G) :
s(e;GU{(v1,2) : z € Z}) > s(e; G)}, where Z = (Ni(v2) U Ni(v1)) \ (N (v1, Ti—1) U {v1}).
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In the above definition, we require that (v1,z) and (z,y) are in the same triangle, thus we have x € {vy, z} or
y € {v1, z}. Accordingly, there are two ways in which some shell edges (x,y) can be helped: (1) the IOM brings a
“new” neighbor z to v; and thus forms a new triangle A, ../ for some 2’ that is adjacent to v, in the original graph,
and (2) the IOM brings two “new” neighbors z; and zy and thus forms a new triangle A, ,.,. The first case (1)
further includes two sub-cases: (1a) some shell edge (vq, 2’) incident to vy is helped, and (1b) some shell edge (z, 2’)
not incident to v, is helped. In Figure[6fa), we provide an illustrative example.

We present the whole heuristic-based procedure for choosing IOM candidates in Algorithm[3] Among the inputs
of Algorithm |3} V5, V, N, s Ek, and T}, are computed from the inherent inputs G and k of the TIMBER problem,
while n;, n,, and n. are set by the user to control the computational cost.

We first choose the most promising inside nodes and outside nodes using some heuristics as presented in Sec-
tion[6.4] (Lines[I}{2). After choosing the promising nodes, for each chosen inside node v;, we first compute the incident
PHSE:s that each “new” neighbor may bring (Lines 3}4). Then, for each outside node v,, we compute the “new”
neighbors the IOM between v; and v, brings to v; (Line [6)), collect all the incident PHSEs of the “new” neighbors
(Line , compute the non-incident PHSEs (Line , and take the union to get all the PHSEs (Line E]) Finally, we use
the computed PHSE:s to select the most promising IOMs (Line [I0). See Section for the empirical support of the
proposed heuristics.

Lemma 8. Given pruned outside nodes V', insideAnodes V;, inside neighbors N &, shell edges Ek and k-truss T},
Algorithm [3| takes O(|V"|logn, + nino(|Vi| + |Ex| + logn,)) time to find n, IOM candidates from n; and n,
promising inside and outside nodes, respectively.

Proof. Finding the top-n; inside nodes and top-n, outside nodes (Lines [I]and 2) takes O(|V;]logn; + |V, |log n,).
For all inside nodes and all “new” neighbors, computing the incident PHSEs (Lines[3|to[d) takes O (n;|V (T}, —1)|) time;
and computing PHSEs for all pairs (Linesto |§I) takes O(n;no(|V (Tx—1)| + |Ex|)) time. Maintaining the candidate
set takes O(n;n, log n..) time. Hence, the total time complexity is O(|V,*|log o +nino(|Vi—1|+ | Ex| +logne)). O
Inside-inside mergers. Now we are going to deal with inside-insider mergers (IIMs). As we have mentioned, w.r.t.
the size of the k-truss, an inside-outside merger (IOM) is equivalent to adding into the current (k — 1)-truss new edges
incident to the inside node in the IOM. However, this is not true for inside-insider mergers (IIMs). Consider an [IM
between two nodes v; and vo. In Figure[6(b), we provide an example of an IIM between v; and vo. An IIM may incur
three kinds of changes that may affect the size of the k-truss. The first kind is support gains (SGs), which are also
caused by IOMs. For IIMs, SGs further include two sub-cases:

* SG-n (Support gains of non-incident edges). It may happen for an edge between a node adjacent to v; but not to
v and another node adjacent to v, but not to v;. In Figure @b), (23, z4) gains one support after the IIM between v;
and vs.

* SG-i (Support gains of incident edges). Incident edges are the edges incident to either of the merged nodes. In
Figure [6{b), both (v1, 23) and (v, z4) gain one support after the IIM.

The latter two kinds can only be caused by IIMs but not by IOMs:

* CL (Collisions). ITMs can directly make some edges collide and disappear. Specifically, each pair of edges (v1, x)
and (ve,x) incident to the same node x and the two merged nodes collide and only one of them remains. In
Figure [6{b), there are collisions between (25, v1) and (25, v2); and between (26, v1) and (26, v2).

* SL (Support losses). IIMs can reduce the support of some edges in the current (k — 1)-truss, potentially decreasing
their trussness. Specifically, each edge between the common neighbors of v; and v5 loses a common neighbor after
the merger between v; and vs. In Figure @b), the edge (25, 2¢) loses one support after the ITIM.

Due to the new types of changes that we need to consider, there are several noticeable points that we shall discuss
below.

Lemma ] tells us that for [OMs, outside nodes with large neighborhoods are generally preferable, while including
inside nodes with large neighborhoods does not always give better performance. One of the reasons is that including
inside nodes with larger neighborhoods may cause more collisions and support losses described above.

For IOMs, we have used the number of all potentially helped shell edges (PHSEs, Definition|[6) to find the candidate
IOMs (Lines[7]to[9]in Algorithm[3)). Specifically, we consider both incident PHSEs (Line[7) and non-incident PHSEs
(Line . However, there are two subtleties: (a) for IIMs, the computation of incident PHSEs becomes tricky due to
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Figure 6: Illustrative examples of the changes caused by an IOM (left) or an IIM (right) between v; and vs.

Algorithm 4: Find IIM candidates

Input : inside nodes V;; inside neighbors Nk(v), Yv € V;; shell edges Ey.; k-truss Ty; number of inside nodes to check
n;; number of pairs to choose 7.
Output: Cryas: the chosen IIM candidates
1 V; < the n; inside nodes v; in V; with most incident prospects
2 for (v1,v2) € (%) do
h(v1,v2) = —[{u € V(Tk) : {(v1,w), (vz2,u)} © E(Th)}|
for (z,y) € Ey with x, y & {v1,v2} and {z,y} C Ni(v1) U Ny, (v2) do
ifx,y % Nk(vl) N Nk(’Uz) then
L h(Ul,Uz) — h(vl, 1}2) +1

else if {x,y} C Ni(v1) N Ni(v2) then
8 L h(U17U2) — h(Ul,UQ) —1

N NN

9 Crryv + the ne IIMs (’U1 R ’UQ) S (Zl) with largest h(vh 1)2)
10 return Crry

the collisions mentioned above; (b) moreover, we also need to additionally take the support losses into consideration.
To address the two subtleties, we slightly modified the heuristic we have used for IOMs. Regarding subtlety (a), since
the incident shell edges have been considered when we choose the inside nodes w.r.t the incident prospects (IPs), for
simplicity, we only consider the immediate collisions among the edges in the current k-truss without computing the
support gains and support losses of the incident shell edges. Regarding subtlety (b), we count both the shell edges with
support gains and those with support losses. To conclude, for each shell edge with support gains, we give +1 score
(reward) to the corresponding IIM; for each shell edge with support losses and each collision between two edges in
the current k-truss, we give —1 score (penalty). See Section for the empirical comparisons of different heuristics
in choosing candidate 1IMs.

In Algorithm we present the whole procedure for choosing candidate IIMs. Among the inputs, V;, Ny, Ey, and
T}, are computed from the inherent inputs G' and & of the TIMBER problem, while n; and n. are set by the user to
control the computational cost.

We first choose the most promising inside nodes and outside nodes using the heuristics mentioned in Section [6.4]
(Lines . After that, for each pair (v, vy) between two chosen inside nodes, we compute its score using the heuristic
described above. Specifically, for each pair, we first initialize the score by giving —1 score to each collision between
two edges in the current k-truss (Line , then for each non-incident shell edge (z, y) whose support changes (Line [4)),
add +1 score for each one whose support increases (Line [f]), and give —1 score for each one whose support decreases
(Line[8). Finally, we use the computed scores to select the most promising IIMs (Line [J).

Lemma 9. Given inside nodes V;, inside neighbors Nk, shell edges Ek, and the k-truss T}, Algorithm 4 I takes
O(|V;|log n; + n2(|Ex| + logn.)) time to find n. IIM candidates from n; promising inside nodes.

Proof. Finding the top-n; inside nodes (Llne takes O(|V;|log n;) time. For all pairs among the chosen inside nodes,
computing the scores (L1nes to[8) takes O(n2|Ey|) time. Maintaining the set of candidates IOMs takes O(n?logn,)
time. Therefore, the total time complexity is O(|V;|log n; + n2(|Ex| + logn.)). O

6.6 Considering both IIMs and IOMs

Theoretically, merging IOMs is not always better than IIMs, and vice versa. Indeed, as empirically shown in Sec-
tion [7.2] neither IOMs nor IIMs can be consistently superior to the other. In general, when k is small, IIMs are more
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Algorithm 5: BATMAN: final proposed algorithm

Input : graph G = (V, E); trussness k; budget b; number of inside nodes to check n;; number of outside nodes to check
N3 number of pairs to choose n.
Output: P: the pairs of nodes to be merged
1 P+ 0;nip + |nc/2]
2 while |P| < bdo
3 compute or update ¢(e) using truss decomposition
Ex+—{ecE:tle)=k—1}
t(v) < maxesy t(e), Vv € V
Vie—{veV:itlv)>k—1hV,+ {V}I\V
Nk(v) — N(’U) N V(Tk,ug)),vv eV
Vo« Alg. with inputs V,, and Ny,
Crowm + Alg.]3|with inputs V", Vi, N, Ex, Ti(G), 14, o, Mo
10 Crim Alg. w/ inputs Vi7 Nk, Ek, Tk(G)7 Niy Ne — Nio
1 p* + argmax, Ty(PM(vi,v2)) > Corollary (1| is used for simplification

- S N N

c=(v1,v2)€CTOoMYCITM
12 P+ PU{p"}
13 if |P| < b then

14 G=(V,E) < PM(p";G)

15 if p* € Cron then

16 L Nio + min(no + |ne/bJ, [ne(b—1)/0])
17 else

18 L Nio < max(nio — [ne/b], [ne/b])

19 return P

desirable, while IOMs gain strength when & increases. Intuitively, when & increases, the k-truss is denser, and thus
IIMs inevitably cause more collisions and support losses due to the high overlaps among the neighborhoods of the
inside nodes. Therefore, it is necessary to consider both IOMs and IIMs.

We propose a strategy to take both [IMs and IOMs into consideration without wasting too much computation on
the less-promising case. The key idea is to adaptively distribute the number of candidates between the two cases.
Specifically, we fix the total number of pairs to choose in each round (i.e., the sum of n.’s for Algorithms [3] and [)
and divide it into two parts for [IMs and IOMs. Initially, the number is equally divided. Then in each round, we
shift 1/b fraction of the total number, fo the case where the best-performing pair in this round belongs from the other
case. We make sure that the n, for each case does not decrease to zero. See Section [7.2|for the empirical support for
considering both IIMs and IOMs and the adaptive distribution of the number of candidates. The pseudo-code of the
process mentioned above is given in Algorithm 5] (see Lines [I5]to[I8), which will be described in detail in Section[6.8]

6.7 Check the result after each merger

By proposing techniques to reduce the search space and proposing heuristics to find promising pairs efficiently, we
have been addressing the problem of the O(|V'|?) space of all possible pairs. Another overhead (see Remark is the
truss decomposition which takes O(|E|'-®) time.

For checking the size of the k-truss after each possible merger between two nodes v, and vy, we do not need to com-
pute it from the whole post-merger graph. We use Corollary by which the computation takes only O(|E(Tj_1)[*%)
time since |[{(vi,z) : ¢ € (N(v1) U N(v2) \ {v1,02}) NV (Ti—1)} = O(|E(Ti—1)])-

Remark 4. It is theoretically possible to use incremental algorithms for updating k-trusses after edge additions and
removals (Huang et al., 2014} [Luo et al.| [2020). However, their efficiency is limited in our case since even a single
node merger can cause a large number of edge additions and removals.

6.8 Opverall algorithm (BATMAN)

In Algorithm [5] we present the procedure of the proposed algorithm BATMAN (Best-merger seArcher for Truss
MAximizatioN). The inputs are the inherent inputs of the TIMBER problem (an input graph G, trussness k, and a
budget b) and the parameters that control the computational cost (n;, n,, and n.).
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Figure 7: The first three subfigures on the left: The average increase in the truss size of each considered algorithm
on each dataset over all the considered %k values. The proposed algorithm (BM), with its variants (EQ, II, and 10)
consistently outperforms the baseline methods (NT, NE, and RD) by 1.38x to 10.08 x. Overall, BM performs better
than its variants, showing the usefulness of our algorithmic designs. The rightmost subfigure: The results with each
algorithm with different budget b. The proposed method (BM) and its variants consistently outperform the baseline
methods by 2.4x to 4.1x.

In each round, we first compute or update the edge trussness (Line [3), and prepare the information that we need
later (Linesf]to[7). Then we use Algorithm[2)to prune the set of outside nodes using the maximal-set-based technique
(Line[8). After that, we use Algorithms[3]and[4]to obtain the candidate IOMs and IIMs, respectively (Lines [9]and[I0).
Then we check the performance of all the candidate mergers and find the best one (Line [TT), and update the graph
together with its edge trussness accordingly if not all budget has been exhausted (Line[I3). Regarding the distribution
of the number of pairs to check in each round, initially the number is equally distributed between IOMs and IIMs
(Line[T), and in each round we increase the number of the case where the best-performing pair belongs and decrease
that of the other case (Lines [T3]to[T8). We make sure that both cases are considered throughout the process.

Theorem 4. Given an input graph G, trussness k, a budget b, and the parameters n;, n,, and n, Algorithm 5] takes
OB(|E*® +ne| B(Te-1)|"° + V5| log 1o + nino(|Vil + | Ek| +log ne) +n (| Ek| +log ne))) time and O(|E| +n.)
space to find b pairs to be merged.

Proof. In each round, truss decomposition (Line takes O(|E|*®) time. Collecting all the information (LinesEIto
takes O(|E|) time. By Lemmas [8]and 9] obtaining the candidate mergers (Lines [9] and [T0) takes O(| V| log n, +
nino(|Vil + |Ek| + logn.) + n?(|Ex| + logn.)) time. Checking the results after all candidates (Line takes
O(ne|E(Tj—1)|**®) time. Updating the graph (Line[14) takes O(| E|) time. Hence, it takes O (b(| E|**®+n | E(Tj—1)|**+
[V [log g +nim6(|Vi|+| Ex | +log ne) +n2 (| Ex |+1og n.))) time in total. All the inputs and variables take O(| E|+n..)
space, including the intermediate ones in Algorithms[3]and[4](note that we only maintain the set of best candidate nodes
and pairs). By Lemmalf] Algorithm 2]takes O(|E|) space. Hence, the total space complexity is O(|E| + n.). O

Remark 5. The dominant terms in the time complexity are the two 1.5-order terms from the truss decomposition and
checking the truss size after each candidate merger. When we fix n; and n,, as constants, the time complexity becomes
Ob(|E|*® +ne|E(Ty—1)|'5); If we further fix n. as a constant, then the time complexity becomes O (b|E|*-?) totally
dominated by that of truss decomposition. Empirically, we do observe that for different heuristics, the differences in
the running time are small as long as the times checking the truss size are the same (see Section[7.2).

7 Experimental Evaluation

In this section, through extensive experiments on fourteen real-world graphs, we shall show the effectiveness and the
efficiency of BATMAN, the proposed algorithm. Specifically, we shall answer each of the following questions:

* Q1: how effective are merging nodes and maximizing the size of a k-truss in enhancing graph robustness?
* Q2: how effective and computationally efficient is BATMAN in maximizing the size of a k-truss by merging nodes?
* Q3: how effective is each algorithmic choice in BATMAN?

Experimental settings. For each dataset, we conduct experiments for each k& € {5, 10, 15,20}. We use b = 10, check
100 inside nodes and 50 outside nodes (n; = 100, n, = 50 in Algorithm EI), and the number of pairs to check in each
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Table 2: The basic statistics of the 14 real-world datasets. Notations: n denotes the number of nodes, n;, the number
of nodes in T}, m the number of edges, my the number of edges in Tk, and k,,,,, the maximum k such that T} is
non-empty.

Dataset n m Kmax ns ms n10 mio nis mis na0 mag
email (EM) 986 16,064 23 743 14,771 492 10,494 257 5,308 73 1,622
facebook (FB) 4,038 87,887 97 3,599 85,336 2,509 74,436 1,707 62,567 1,196 52,884
enron (ER) 33,696 180,811 22 13,983 139,351 2,159 53,913 769 21,837 192 4,441
brightkite (BK) 56,739 212,945 43 8,009 74,498 1,454 27,742 544 15,950 353 12,274
relato (RL) 54,007 251,370 44 6,897 144,787 2,386 89,041 1,282 60,093 781 41,808
epinions (EP) 75,877 405,739 33 9,706 218,990 3,138 111,694 1,357 55,560 593 25,679
hepph (HP) 34,401 420,784 25 22,760 298,416 5,011 75,343 864 14,065 124 2,109
slashdot (SD) 77,360 469,180 35 4,048 72,554 638 19,174 372 13,036 237 9,554
syracuse (SC) 13,640 543,975 59 12,274 484,914 8,696 301,374 5,446 185,365 3,672 128,992
gowalla (GW) 196,591 950,327 29 42,860 434,483 7,163 140,993 2,060 52,009 531 16,381
twitter (TT) 81,306 1,342,296 82 61,162 1,255,418 35,354 961,958 21,911 697,239 13,592 479,795
stanford (SF) 255,265 1,941,926 62 151,955 1,569,406 49,199 934,901 33,980 694,205 16,157 383,159
youtube (YT) 1,134,890 2,987,624 19 42,508 543,739 4,061 120,055 998 33,637 0 0
wikitalk (WT) 2,388,953 4,656,682 53 34,509 811,728 6,577 405,501 3,349 281,684 2,259 214,676

round (n, in Algorithm[3)) is set to 10 by default. We conduct all the experiments on a machine with i9-10900K CPU
and 64GB RAM. All algorithms are implemented in C++, and complied by G++ with O3 optimization.

Datasets. In Table 2| we report some statistics (the number of nodes/edges, max trussness, and sizes of k-trusses for
different k values) of the real-world graphs (Yin et al.l 2017} Leskovec et al., 2007} |[Leskovec and Mcauley, |2012;
Leskovec et al., |2009; |Cho et al., 2011; Jurneyl 2013} |Richardson et al., |2003; [Leskovec et al.,|2005}[2010bj;|Rossi and;
Ahmed, 2015} [Yang and Leskovec, |2015; |Leskovec et al.,2010a) used for the experiments.

7.1 Q1: Effectiveness of merging nodes and truss-size maximization

We shall first show that merging nodes is an effective operation to enhance graph robustness. Then, we show that
when we maximize the size of a k-truss, we effectively improve graph robustness.

Effectiveness of merging nodes. First, we show that merging nodes is an effective way to enhance cohesiveness and
robustness, specifically, compared to adding edges. We consider different robustness measures (Freitas et al., [2021}
Ellens and Kooij, [2013): (1) VB (average vertex betweenness), (2) EB (average edge betweenness), (3) ER (effective
resistance) (Ghosh et al.| 2008; [Ellens et al.,[2011), (4) SG (spectral gap) (Malliaros et al.,[2012), and (5) NC (natural
connectivity) (Chan et al., 2014). On the Erdos-Rényi model (Erdos et al.l [1960) with n = 50 and p = 0.1, for each
measure, we use greedy search to find the mergers or new edges that improve the measure most. In Figure[T] we report
the change of the measure in each setting when we merge nodes or add edges 10 times, where merging nodes is much
more effective. Mean values over five independent trials are reported.

We also consider other random graph models. The considered random graph models are:

* the Erdos-Rényi model (n = 50 and p = 0.1),
* the Watts—Strogatz small-world model (n = 50, k = 7, and p = 0.1), and
* the Holme-Kim powerlaw-cluster model (n = 50, m = 3, and p = 0.1).

In Tables 3] we provide the results using the three different random graph models.

Effectiveness of enlarging a k-truss. Second, we conduct a case study on the email dataset. In Figure @ we show
how the five robustness measures mentioned above change along with the truss size, when we apply our proposed
algorithm BATMAN on the email dataset to maximize the size of its 10-truss by 100 mergers. The measures are
linearly normalized so that all the original values correspond to 1. The chosen mergers increase the robustness even
though BATMAN only directly aims to increase the size of a k-truss, showing that maximizing the size of a k-truss is
indeed a reasonable way to reinforce graph cohesiveness and robustness.

We also empirically compare k-trusses with k-cores in measuring cohesiveness and robustness. We have conducted
experiments where we apply our proposed algorithm on the email dataset to enlarge the size of its 10-truss by 100
mergers. We observe that the size of the 10-truss increases and so does the robustness of the whole graph w.r.t multiple
robustness measures, where high correlations between the truss size and the robustness measures exist. However, the
size (specifically, both the number of nodes and the number of edges) of 11-core (10-truss is a subgraph of 11-core)
actually decreases, i.e., the size of a k-core decreases while the robustness of the whole graph increases, surprisingly
showing a negative correlation between the size of a k-core and the robustness of the whole graph. We have also tried
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(a) The Erdos-Rényi model.

measure ‘ # operations ‘ 1 2 3 4 5 6 7 8 9 10
VB merging 831 792 755 719 684 654 625 599 575 554
87.3 adding 862 854 847 841 835 830 8.5 821 8l.6 812
EB merging 233 216 200 186 174 163 152 142 133 124
253 adding 246 241 236 232 228 225 221 217 214 211
ER merging 7148 633.0 570.2 5157 4685 427.0 389.3 3552 325.1 2975
834.8 adding 776.1 7395 7123 6899 671.1 6540 639.7 6260 613.1 601.3
NC merging 3.1 3.6 4.0 43 4.7 5.0 5.4 5.7 6.0 6.2
2.7 adding 2.8 29 3.0 3.1 32 34 35 3.6 3.7 39
SG merging 3.1 3.7 4.3 4.7 52 5.5 5.9 6.2 6.5 6.8
2.3 adding 25 2.7 29 3.1 32 34 3.6 3.7 39 4.0

(b) the Watts-Strogatz small-world model.

measure ‘ # operations ‘ 1 2 3 4 5 6 7 8 9 10
VB merging 70.1 677 655 635 617 600 585 569 553 537
72.58 adding 723 721 719 717 714 713 711 709 707  70.5
EB merging 10.2 9.6 9.1 8.6 8.1 7.6 7.2 6.8 6.4 6.0
10.8 adding 10.6 106 105 104 103 102 10.1 10.0 9.9 9.9
ER merging 343.1 319.2 2963 2743 2534 2339 2153 1982 182.1 1672
369.0 adding 364.6  360.7 356.8 353.1 349.6 346.1 3428 339.7 3368 3339
NC merging 8.0 8.4 8.8 9.2 9.5 9.8 10.1 104 107 110
7.5 adding 7.6 7.8 79 8.0 8.2 8.3 8.4 8.5 8.6 8.7
SG merging 3.1 3.7 4.3 4.7 52 5.5 5.9 6.2 6.5 6.8
2.3 adding 25 2.7 29 3.1 32 34 3.6 3.7 39 4.0

(c) the Holme-Kim powerlaw-cluster model.

measure ‘ # operations ‘ 1 2 3 4 5 6 7 8 9 10
VB merging 734 695 658 630 608 59.1 574 558 542 526
71.5 adding 769 764 760 756 752 749 745 742 738 735
EB merging 9.7 8.8 8.1 7.5 7.0 6.6 6.3 59 5.6 53
10.6 adding 104 103 102  10.1 10.0 9.8 9.7 9.6 9.5 9.4
ER merging 276.1 25477 2363 2198 2044 190.1 176.7 164.0 152.0 140.7
300.2 adding 2964 293.1 289.9 287.1 2843 281.8 2793 277.0 2747 272.6
NC merging 7.0 7.7 8.3 8.7 9.3 9.7 10.1 10.5 109 112
6.5 adding 6.6 6.6 6.7 6.8 6.9 6.9 7.0 7.1 72 7.3
SG merging 2.8 3.6 43 4.8 5.6 6.1 6.6 7.1 7.6 8.1
1.7 adding 1.9 2.0 2.1 23 2.4 25 2.6 2.7 29 3.0

Table 3: Results of the effectiveness study using three different random graph models. For each measure, we report
the change of it when we do 10 times of merging nodes or adding edges, over five independent trials, with the original
value below the measure name. For each measure, the first result of merging nodes that is better than adding 10 edges
is marked in bold.

merging nodes to maximize the size of a k-core (i.e., the counterpart problem using k-cores). We adapt an algorithm
for the anchored k-core problem for this purpose because the counterpart problem using k-cores is technically similar
to the anchored k-core problem (see Section [5.2). We observe that the correlations between the core size and the
robustness measures (although also positive) are clearly weaker than the correlations between the truss size and the
robustness measures (see Table ).

7.2 Q2: Effectiveness & efficiency of BATMAN

We shall compare BATMAN with several baseline methods, showing BATMAN’s high effectiveness and high effi-
ciency.
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Table 4: The correlations between the core size and the robustness measures are clearly weaker than the correlations
between the truss size and the robustness measures. For each robustness metric, we list Pearson’s r between the truss
size and the metric when we try to maximize the size of a k-truss, and Pearson’s r between the core size and the metric
when we try to maximize the size of a k-core.

metric truss core
VB 0.99 0.55
EB 0.98 0.57
ER 0.97 0.51
SG 0.99 0.50
NC 0.99 0.55

Considered algorithms. Since the TIMBER problem is formulated for the first time by us, no existing algorithms are
directly available. Therefore, we use several intuitive baseline methods as the competitors and also compare several
variants of the proposed algorithm. For all algorithms, the maximal-set-based pruning for outside nodes described in
Section is always used. In each round, all the algorithms find candidate mergers and operate the best one after
checking all the candidates. The considered algorithms are:

* RD (Random): uniform random sampling among all the IIMs and IOMs. Average performances over five trials are
reported.

* NE (Most new edges): among all the IOMS choosing the ones that increase the number of edges among the nodes
in the current (k — 1)-truss most.

* NT (Most new triangles): among all the IIMs and IOMs, choosing ones that increase the number of triangles
consisting of the nodes in the current (k — 1)-truss most.

* BM (BATMAN): the proposed method (Algorithm 5).

* EQ (BATMAN-EQ): a BATMAN variant always equally distributing the number of pairs to check between 1IMs
and IOMs.

* II (BATMAN-II): a BATMAN variant considering IIMs only.
* 10 (BATMAN:-IO): a BATMAN variant considering IOMs only.

Remark 6. We acknowledge that there exist algorithms proposed for maximizing/minimizing the size of a k-truss via
adding/deleting nodes/edges, and have discussed them in Section [3] However, since those algorithms greedily find
a single node/edge as the objective and do not consider the combination of multiple nodes/edges, those algorithms
cannot be directly applied to our problem. Moreover, we compared the best pairs to merge and connect, and the best
choices for merging and connecting are very different. Specifically, merging the best pair for connecting usually does
not increase the size of the k-truss for the same k.

Evaluation metric. We evaluate the performance of each algorithm by the increase in the size of the k-truss, i.e., we
measure |E(T,(PM(P; G)))| — |E(Tk(QG))|, for each output P for a graph G.

Results on each dataset. In Figure[7](the first 3 subfigures), for each dataset, we report the average performance over
all k € {5,10, 15,20} of each algorithm. The proposed algorithm BATMAN with its variants consistently outper-
forms the baseline methods, and the overall performance of BATMAN is better than that of its variants. Specifically,
compared to the best baseline method on each dataset, BATMAN gives 1.38x to 10.08x better performance, and
the ratio is above 2x on 9 out of 14 datasets. Overall, BATMAN performs better than its variants that consider only
IIMs or IOMs, or always equally distribute the number of candidate mergers to check. This shows the usefulness of
considering both IIMs and IOMs and adaptive distribution of the number of candidate mergers.

Results on different budgets 0. In Figure [/| (the 4th subfigure), for each 1 < b < 100, we report the average perfor-
mance of each algorithm over all datasets and all k£ values. As shown in the results, BATMAN clearly outperforms the
baseline methods regardless of b values. When b = 10, 50, and 100, BATMAN performs 4.1x, 2.7x, and 2.4 better
than the best baseline method, respectively.

19Note that IIMs cannot increase the number of such edges.
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Figure 8: The first three subfigures on the left: The average performance and running time of each considered algo-
rithm over all datasets and & values when the number of candidate pairs checked in each round varies. The proposed
algorithm (BM) and its variants (EQ, II, and 10) clearly outperform the baseline methods (NT, NE, and RD). BM
outperforms the baseline methods even when the baseline methods check more candidates; and BM is more effective
and more stable than its variants, especially when we check more candidates (see Appendix J for the tests for statistical
significance of the superiority of the proposed method over the variants). The rightmost subfigure: The average per-
formance of each algorithm overall datasets when the trussness k varies. The proposed method (BM) and its variants
(EQ, II, and I0) outperform the baseline methods (NT, NE, and RD) for both low and high % values.

Results on different # candidates. In Figure[§|(the first 3 subfigures), for each algorithm checking different numbers
(1,2,5,10, 15, 20) of candidates in each round, we report the average running time and the average performance over
all datasets and all £ values. The proposed algorithm BATMAN clearly outperforms the baseline methods, even when
the baseline methods check more candidate mergers than BATMAN in each round; BATMAN is also more effective
and more stable than its variants, especially when we check a larger number of candidate pairs. Also, for different
algorithms (except NT), the running time is similar when we check the same number of candidate pairs in each round,
validating the theoretical analyses on the time complexity of BATMAN.

Results on different k. We divide the considered % values into two groups: low (5/10) and high (15/20), and compare
the performance of the algorithms in each group. In Figure[§](the 4th subfigure), for each group, we report the average
increase in the truss size of each algorithm over all the datasets and over the two k values in the group. Again,
BATMAN consistently outperforms the baseline methods, regardless of the k£ value. Notably, when k is low, [IMs
perform much better than IOMs w.r.t the increase in the truss size; but when & is high, this superiority is decreased,
even reversed, and thus considering both IIMs and IOMs shows higher necessity.

The above results show from different perspectives that BATMAN overall outperforms the baselines as well as its

variants. The full results in each considered setting (datasets and parameters) are in the online appendix
(2023).
Case Study. Here, we provide a case study on the relato dataset showing which nodes (companies) are merged to-
gether by BATMAN. In the relato dataset, each node represents a company (mainly in the IT field) and each edge
represents some business-partner relationship between two companies. We use BATMAN on the relato dataset with
(k,b,ni,n0,n.) = (10,100,100, 50, 10). After b = 100 rounds, the size of (k = 10)-truss increases from 89041 to
94944. Only 110 nodes participate in the 100 mergers. There are 7 groups of companies consisting of more than two
companies are merged together:

* (size =28) Apple Inc., Experian, Ameriprise, Peavey, REC Solar, Salesforce, Cubic, Kirin, RSA, Hanold Associates,
Novatek, SKS, Interbrand, Hewlett Packard, Cemex, Beijing Enterprises, space150, NuGen, InSite, Wesco, Thomas
& Betts, Bloom Energy, Ashland, Oshkosh Corporation, Azul Systems, ADC, BTG, Palantir; This group consists
of a giant company (Apple Inc.) and 27 relatively small companies in various fields; This kind of mergers usually
happen in real-world situations.

* (size = 22) SAP, CloudBees, DragonWave, Klocwork, SunTrust, Basho, Merry Maids, Signal, Xcerra, SGI, Veeva,
SWIFT, Mitsui & Co, Hologic, Comdata, Martin Agency, Spectra Energy, Zensar Technologies, United Rentals,
ThreatMetrix, IMG College, NAVTEQ; Similarly, this group consists of a giant company SAP and 21 relatively
small companies in various fields.

* (size = 19) Oracle, Airwatch, Amylin Pharmaceuticals, E2open, BMO Financial Group, Cyber-Ark Software, UC
Berkeley, MedImmune, Petco, Piper Aircraft, Wheel Pros, Aker Solutions, Swiss Life, Torch, Brooks Brothers,
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Table 5: Empirical support of our algorithmic choices: excluding outside-outside (OO) mergers and the proposed
heuristics (IP and SE). The results are averaged over all the datasets. See Appendix H for the results on each individual
dataset.

(a) Justification of excluding outside- (b) Justification of using the heuristic (c) Justification of using the heuristic
outside mergers. IP to choose inside nodes. SE to choose mergers.
Type Perf. # Performance Performance
% 4089 10376 Heur. IOM IIM Heur. IOM IIM
I0* 269.1 10931 IP* 562.3 1496.3 SE* 524.1 14455
00 152.1 1039 IN 547.9 1407.9 NN/AE 203.9 1348.9
* used in BATMAN RD 397.9 326.3 RD 182.8 339.7
* used in BATMAN BE 562.3 1496.3
* used in BATMAN

RWE Group, Bell Mobility, Calabrio, Compal Electronics; Similar to the previous two groups, where the giant
company is Oracle.

* (size = 12) Google, Databricks, SimpliVity, Azul, Henry Schein, Apple, Newport News, HCL Technologies Amer-
ica, HP, AES, Hewlett Packard Enterprise, Marshall Aerospace; Similarly, the giant company is Google.

* (size = 11) IBM, Nine Entertainment, Gores, OneSpot, TALX, Kaiser Aluminum, Coty, JC Penney, Scivantage,
Ch2m Hill, State bank of India; Similarly, the giant company is IBM; It is interesting to see State bank of India here.

* (size = 8) Facebook, VCE, SDL, Reval, MAXIM INTEGRATED, NEC, ThyssenKrupp, Commonwealth Bank of
Australia; Similarly, the giant company is Facebook; Again, we see a foreign bank here (Commonwealth Bank of
Australia).

* (size = 4) Amazon Web Services, Hewlett-Packard, Xignite, Gainsight; This group is a bit different, both Amazon
Web Services and Hewlett-Packard giant companies, while Xignite and Gainsight are two relatively small data and
market companies.

* (size = 2) Cisco, YourEncore; This is a combination of Cisco, which corresponds to the node with the highest node
degree in the dataset, and a fairly small company YourEncore.

* (size = 2) Intel, Mimecast; This is also a combination between a large company and a small company.

* (size = 2) Amazon, Purdue University; In this dataset, Amazon Web Services and Amazon are two separate nodes;
It is interesting to see that Purdue University can help Amazon through a merger between these two entities.

Here, mergers represent business mergers and the size of each merger represents the scale of the corresponding busi-
ness merger. We conclude that the main case is that a giant company gets merged with a large number of companies in
various fields, which is also the most common case in real-world situations (Lamoreaux), [1988)); it is fairly uncommon
for two relatively large companies to be merged together, but not totally impossible.

7.3 Q3: Effectiveness of the algorithmic choices

We shall show several results that empirically support our three algorithmic choices: (1) excluding outside-outside
mergers, and (2 & 3) the heuristics for choosing promising inside nodes and mergers.

Exclude outside-outside mergers. For each dataset and each k € {5, 10, 15, 20}, we randomly sample 10, 000 inside-
inside (II)/inside-outside (I0)/outside-outside (OO) mergers, and report the highest increase in the truss size among
all the 10, 000 sampled mergers in each of the three cases. For each experimental setting (dataset and k) and each case
(II/TO/00), we do five independent trials and take the average. We do this for one round (i.e., the budget b = 1). For
each dataset, we compute the truss-size increase and the number of possible mergers of each case averaged over all the
considered £ values. Compared to II and IO mergers, the number of OO mergers is much higher (38 x on average),
while their performance is much lower (1.8 on average). Thus, excluding OO mergers in our proposed method,
BATMAN, for speed is justified.

21



g 14 0 =2
3 89
— o —
2 gx
o — c e
2% ]
[ ey ]
€ wn N =
e 8 07 %1
] n
- wn X
93 2=
= 935
5w > >
- P o
2 o 0
n
= 1 x| 2Ts8
5102 mm 10 Bl oy
o [ e
§ 10| ™= 00 2y
E ]
& wE,
>
2 10 0 x
v 2=
2 10° 5w
1+ oo
10 3
T ox X Jao ooV kF-LiE-E O 0
WL woex wIT ounwwokrw>=>=x %
dataset
(a) Top: the best performance among (b) Top/Bottom: the best performance

10000 random inside-inside (II) / inside-
outside (I0) / outside-outside (OO) merg-
ers. Bottom: the total number of possible
mergers of each case. Overall, OO merg-
ers have the highest number and worse
performance.

among all the IOMs / IIMs using the 100
inside nodes chosen by each heuristic.
The heuristic used in BATMAN, IP, out-
performs the random baseline consistently
and performs more stably than IN with
better overall performance.

N

o~

w's

b=

o

e

s X

.EV)

3

[

N2

[

o>

wn X

2=

= n

X

> 5

)

O T ox XX Jo ooV EXZkFEwWiEEO
mmmmxu:mmo}—m)z%

dataset

o)

N

avg. truss-size increase
over all k values (x103)

a o
=)

dataset

)
EM
BK

[S=
n G

o
x w

avg

(c) Top/Bottom: the best performance
among all the IOMs / IIMs using the 10
outside nodes chosen by each heuristic
and the 100 inside nodes chosen by IP.
The performance of the heuristic used in
BATMAN, SE, is consistently higher than
that of the competitors, being very close
(IOMs: 93.2%; IIMs: 96.6%) to the best
possible (BE).

Figure 9: Empirical support of our algorithmic choices: excluding outside-outside mergers and the proposed heuristics.

Heuristics for choosing nodes and mergers. Specifically, there are three kinds of heuristics we shall compare: the

heuristics for choosing inside nodes, those for choosing IOMs, and those for choosing IIMs. The considered heuristics

for choosing inside nodes are:

« IP (Most inside prospects): choosing the inside nodes with most inside prospects (Definition [3));

* IN (Most inside neighbors): choosing the inside nodes with most inside neighbors (Definition d));

* RD (Random): sampling inside nodes uniformly at random. We report the average performance over three inde-

pendent trials.

The considered heuristics for choosing IOMs are:

* SE (Most potentially helped shell edges): choosing the mergers with most potentially helped shell edges (Defini-

tion [6);

* NN (Most new neighbors): choosing the mergers that bring most “new” neighbors to the inside node in the mergers;

* RD (Random): sampling mergers uniformly at randomEl

The considered heuristics for choosing IIMs are:

. SF_E| (Scoring using shell edges): choosing the mergers with highest scores that are described in Section |6.5]'”|

' We report the average performance over three independent trials.
12The SE for IOMs can be seen as a special case of the SE for IIMs since the -1 scores are only possible for IIMs, and thus we use the same

abbreviation for both cases.

1341 /-1 for each non-incident shell edge with support gains / losses; also -1 for each collision between two edges in the current k-truss;
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Table 6: The results of the tests for statistical significance. Smaller p-values indicate the superiority of BATMAN over
the corresponding variant is more obvious. For each variant, the null hypothesis is clearly rejected with any reasonable
significance level.

variant t-statistic p-value
EQ 3.28 5.65e-04
I 4.75 1.41e-06
10 25.85 1.40e-87

* AE (Scoring using all edges in the (k — 1)-truss): choosing the mergers that with highest scores that are measured
as in SE but based on all edges in the (k — 1)-truss instead of shell edges;

* RD (Random): sampling mergers uniformly at random I

For each kind of heuristics, for each dataset and each k € {5, 10, 15,20}, we use each considered heuristic to choose
the inside nodes or mergers, and report the best performance among all the mergers using the chosen inside nodes (or
all the chosen mergers). We choose 100 inside nodes using each heuristics for choosing inside nodes, and choose 10
mergers using each heuristic for choosing mergers. We always use 50 outside nodes with most inside neighbors. We
do this for one round (i.e., the budget b = 1).

We compare the best performance among all the possible IIMs (the 4950 pairs among the 100 chosen inside nodes)
or IOMs (the 5000 pairs between the 100 chosen inside nodes and the 50 outside nodes with most inside neighbors)
using the 100 inside nodes chosen by each heuristic. On all datasets, IP outperforms the random baseline, with an
average superiority of 1.4x and 4.3 %, for IOMs and IIMs, respectively. Overall, the performance of IP is better than
that of IN. Hence, our proposed algorithm, BATMAN, employs the heuristic IP to choose the inside nodes. Below, for
the heuristics choosing pairs, the inside nodes are chosen by IP.

We compare the best performance among the 10 IIMs/IOMs chosen by each heuristic. We also include the best
(BE) performance among all possible mergers from the considered inside and outside nodes (i.e., the results of IP in
Figure[9(b)), as a reference. In both cases, SE outperforms the other competitors consistently. Notably, in both bases,
SE achieves results close (93.2% for IOMs and 96.6% for IIMs) to the best possible performance (BE). Thus, our
proposed algorithm, BATMAN, uses the SE heuristic. See Figure [0]for the detailed comparison among the algorithmic
choices. We provide summarized results in Table[5] We summarize the results in the table as follows:

* In Table [5[a), we show the best performance (Perf.) among 10000 random inside-inside (II) / inside-outside (I0)
/ outside-outside (OO) mergers, and the total number of mergers (#) of each case. Compared to IIMs and IOMs,
the number of OOMs is much higher, while their performance is much lower, which justifies excluding them in
BATMAN.

* In Table[5b), we show the best performance among all the IOMs / IIMs using the 100 inside nodes chosen by each
heuristic. Overall, the heuristic used in BATMAN for choosing inside nodes, IP, outperforms the competitors.

* In Table[5]c), we show the best performance among all the IOMs / IIMs using the 10 outside nodes chosen by each
heuristic and the 100 inside nodes chosen by IP. Overall, the heuristic used in BATMAN for choosing mergers, SE,
outperforms the competitors, achieving a performance close to the best possible (BE) results achievable using the
100 inside nodes chosen by IP.

7.4 Tests for statistical significance

We conduct tests for the statistical significance of the empirical superiority of our proposed method BATMAN, es-
pecially over the variants. We generate 400 random graphs using the Watts-Strogatz small-world random graph
model (Watts and Strogatzl [1998) with n = 1000 nodes, d € {10, 20, 30,40}, and p = 0.5, where d is the num-
ber of nearest neighbors each node is joined with, and p is the probability of rewiring each edge. For each d value, we
generate 100 random graphs. We apply the proposed method (BM) over the variants (EQ, I, and IO) to the 400 random
graphs and obtain the 400 final truss sizes (s, s37,... s} ) for each method M € {BM, EQ,II,I0}. We apply the
proposed method and the variants to maximize (k = 5)-truss with b = 10 mergers, n; = 100 candidate inside nodes,
n, = 50 candidate outside nodes, and n. = 100 pairs to check in each round. For each variant T € {EQ, II, IO}, we

compute the differences in the final truss size DT = (sPM — T sBM _ T'  $BM _ T ) and apply a one-tailed

23



Table 7: The basic statistics of the 21 bus station datasets. Notations: n denotes the number of nodes, m the number
of edges, and py;, the number of pairs within the 1-km distance threshold.

Dataset n m Dth
kuopio 528 676 6,695
luxembourg 1,350 1,850 9,382
venice 1,622 2,250 20,177
turku 1,817 2,304 37,094
palermo 2,176 2,559 72,907
nantes 2,206 2,579 40,198
canberra 2,520 2,908 42,143
lisbon 2,730 3,362 181,852
bordeaux 3,212 3,798 64,786
berlin 4,316 5,869 26,764
dublin 4,361 5,271 97,764
prague 4,441 5,862 58,002
winnipeg 5,079 5,846 159,139
detroit 5,683 5,946 140,450
helsinki 6,633 8,592 145,802
adelaide 7,210 8,827 131,111
rome 7,457 9,616 219,972
brisbane 9,279 11,242 181,933
paris 10,644 12,309 372,037
melbourne 17,250 19,071 363,122
sydney 22,659 26,720 555,262

one-sample ¢-test to this population D” with the null hypothesis Hy: the mean value of Dy < 0. See Table E]for the
details (¢-statistics and p-values) of the tests, where we observe that BATMAN outperforms the variants with statistical
significance.

Note that the only difference between the proposed method BATMAN and the variants is the adaptive candidate-
distribution component. Intuitively, such a candidate-distribution component enhances the stability of our method
since a wider range of candidate mergers is considered (as shown in Fig 6), which is validated by the cases when the
variants (EQ, II, and 10) significantly perform worse than the proposed method. The candidate-distribution component
is used mainly to improve the worst-case performance, and such a target is achieved as shown by the cases where the
variants without such a component perform much worse than BATMAN with such a component.

It is definitely possible that in some scenarios, e.g., inside-inside mergers (IIMs) are consistently better than inside-
outside mergers (IOMs). In such cases, BATMAN would increase the proportion of IIMs in the candidate mergers and
can perform comparably to II (as we observe in the experimental results). We will further clarify this in the revised
manuscript.

8 Additional experiments on real-world bus station datasets

We conduct additional experiments on real-world bus station datasets, where real-world distance constraints are con-
sidered.

8.1 Necessary algorithmic modifications

As mentioned in Section 2] we can make modifications in Algorithms 2 and 3 to incorporate distance constraints (or
other real-world constraints). Here, provide more details.

Suppose that we are given a distance threshold d;;, and we are allowed to merge stations within the distance thresh-
old only. For each pair of nodes, v; and vs, let dist(v1, v2) denote the distance between v; and ve. In Algorithm 2,
after Line 5 and before Line 6, we can check the distance between v; and v,,, and skip the pair (v;, v, ) if the distance
between the two nodes exceeds the given threshold. Similarly, in Algorithm 3, after Line 2 and before Line 3, we can
check the distance between v; and v, and skip the pair (v1, v2) if the distance between the two nodes exceeds the
given threshold. By doing so, we make sure that the candidate mergers all satisfy the distance-threshold constraints.
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(a) BM (BATMAN) (b) CR (core)

(c) CS (constraints) (d) CL (closed)

Figure 10: The results on the kuopio dataset in the additional experiments on real-world bus station datasets.

8.2 Experimental results

We conduct experiments on real-world bus station datasets (Kujala et al., 2018)). Among the 25 available datasets, four
datasets are not included because they are too sparse. See Table[7)for the basic statistics of the datasets. Note that the
number of possible mergers can be considerably large in real-world bus station networks, and thus it is nontrivial to
find good mergers. We set the distance threshold as one kilometer for all the datasets. We take the largest connected
component of each dataset.

We compare the proposed method BATMAN with 3 baseline methods:

BM (BATMAN): the proposed method with necessary modifications to consider distance constraints;
* CR (core): a method for the counterpart problem considering k-cores;

* CS (constraints): a method considering distance constraints only, and pricking pairs satisfying the constraints
uniformly at random (the average performance over 10 random trials are reported);

CL (closest): a method greedily merging the pairs with the smallest distance.

The performance is evaluated by 8 robustness measures that have been considered for transportation networks: (1)
VB (average vertex betweenness) (Lordan et all,[2014;[Wandelt et al., 2021}, [Peng et al.} 2018}, [Cats and Krishnakumari,
[2020), (2) EB (average edge betweenness) (Lordan et al.,[2014;[Wandelt et al., 2021} [Peng et al.| 2018} [Cats and Krish-|
[2020), (3) ER (effective resistance) (Yang et al., 2018} [Wang et al.| 2017; [Yamashita and Ohsakil 2021)), (4)
SG (spectral gap) (Candelieri et al.}[2019;[Wang et al.}, 2017 [Estrada, [2006), (5) NC (natural connectivity)
[2017; [Frutos Bernal and Martin del Rey, [2019), (6) AD (average distance) (Frutos Bernal and Martin del Reyl 2019
[Mouronte and BENITO), [2012), (7) TS (transitivity) (Julliard et al., 2015} [Frutos Bernal and Martin del Rey}, 2019}
2017), and (8) LC (average local clustering coefficient) (Julliard et al., 2015} [Frutos Bernal and Martin del
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(c) CS (constraints) (d) CL (closed)

Figure 11: The results on the venice dataset in the additional experiments on real-world bus station datasets.

Table 8: The results of additional experiments on real-world bus station datasets measured by the Z-score (the larger
the better). The best performance is marked in bold.

metric BM CR CS CL
VB 0.2961 0.4953 0.2996 -1.0910
EB 0.2686 0.5820 0.3109 -1.1615
ER -0.8604 0.9090 0.6313 -0.6798
SG 0.7637 -0.2035 -0.2932 -0.2670
NC 1.6303 -0.3605 -0.5380 -0.6366
AD -0.2857 -0.1408 1.2968 -0.8702
TS 1.6837 -0.6469 -0.3103 -0.7266
LC 0.8895 -0.7762 0.8599 -0.9732

average 0.5482 -0.0177 0.2821 -0.8008

[2019; [Wang et al.l 2017). The proposed method performs best overall. See Tables[8|and [9]for the detailed results.
For each dataset, we apply the mergers output by each considered method, and compute each considered robustness
metric of the post-merger graph. We compute for each metric the Z-score (standard score) and the average ranking (the
arithmetic mean of the ranking w.r.t the corresponding metric, over all datasets). We also report the average Z-scores
and the average (again, the arithmetic mean) of the average rankings over all the considered metrics.

In Figures [IOfI2} we visualize the results of different methods on several datasets. For each dataset, we draw
each node (bus station) with the location information and the topology information (i.e., routes). In each plot, each
point represents a node (station), and each black line segment between two nodes represents an edge (route). We also
mark the merged nodes (bus stations) in different colors, where the nodes merged together are in the same color. The
visualization of graphs helps us obtain a direct and intuitive understanding of the structure of the bus system and helps
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(c) CS (constraints) (d) CL (closed)

Figure 12: The results on the rome dataset in the additional experiments on real-world bus station datasets.

Table 9: The results of additional experiments on real-world bus station datasets measured by the average rank (the
smaller the better). The best performance is marked in bold.

metric BM CR CS CL
VB 2.0952 2.0476 2.0952 3.7619
EB 2.0476 2.0000 2.1429 3.8095
ER 3.2857 1.6190 1.8095 3.2857
SG 1.7619 2.5238 2.3810 2.6667
NC 1.0000 2.3333 2.7619 2.9048
AD 2.6190 2.2381 1.2381 3.9048
TS 1.0000 3.3810 2.2381 3.3810
LC 1.5714 3.2381 1.6190 3.5238

average 1.9226 2.4226 2.0357 3.4048

us to more easily analyze the pattern of merged stations.

9 Conclusion

In this work, motivated by real-world scenarios and applications, we formulated and studied the problem of improving
the connectivity and robustness of graphs by merging nodes (Problem [I), for which we used the number of edges
in the k-truss for some given k as the objective. Then, we proved the NP-hardness and non-submodularity of the
problem (Theorems [T] and 2). For the problem, based on our theoretical findings regarding mergers between nodes
and k-trusses (Lemmas [T}f3), we proposed BATMAN (Algorithm [3)), a fast and effective algorithm equipped with
strong search-space-pruning schemes (Algorithms[3f4]land[2) and analyzed its time and space complexity (Theorem)).
Through experiments on real-world graphs, we demonstrated the superiority of BATMAN over several baselines and
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the effectiveness of every component of BATMAN (Figures [7/18). For reproducibility, we made the code and datasets
publicly available at (Bu and Shin| |2023)). We plan to consider this problem on weighted/uncertain graphs and explore
other cohesive models.
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