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ABSTRACT

Introducing computational thinking in primary school curricula
implies that teachers have to prepare appropriate lesson material.
Typically this includes creating programming tasks, which may
overwhelm primary school teachers with lacking programming sub-
ject knowledge. Inadequate resulting example code may negatively
affect learning, and students might adopt bad programming habits
or misconceptions. To avoid this problem, automated program anal-
ysis tools have the potential to help scaffolding task creation pro-
cesses. For example, static program analysis tools can automatically
detect both good and bad code patterns, and provide hints on im-
proving the code. To explore how teachers generally proceed when
creating programming tasks, whether tool support can help, and
how it is perceived by teachers, we performed a pre-study with 26
and a main study with 59 teachers in training and the LitterBox
static analysis tool for Scratch. We find that teachers in training
(1) often start with brainstorming thematic ideas rather than setting
learning objectives, (2) write code before the task text, (3) give more
hints in their task texts and create fewer bugs when supported by
LitterBox, and (4) mention both positive aspects of the tool and
suggestions for improvement. These findings provide an improved
understanding of how to inform teacher training with respect to
support needed by teachers when creating programming tasks.
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Figure 1: Hint on the the bug pattern Missing Loop of a

teacher’s Scratch program provided by LitterBox.

1 INTRODUCTION

Programming tasks can be used to foster computational think-
ing [25] and represent a crucial part of computer science lessons [37].
Such tasks usually show example code to young learners before
they create their own code, such as in the Use-Modify-Create frame-
work [23], the PRIMM approach [41], or the TIPP&SEE strategy [39].
When this example code, however, is of poor quality, learners might
adopt bad programming habits and their learning might be im-
peded [18]. This problem is further exacerbated at primary school
level: Computer science related topics have often only recently
been introduced to the curricula [17, 32] and such changes often
go along with various issues [22, 38, 49]. Furthermore, particularly
primary school teachers consider their lacking subject knowledge a
challenge [13, 40]. As a consequence, primary school teachers may
struggle when creating example code for their programming tasks.

Professional programmers receive feedback on their code from
automated analysis tools. In principle, such tools may also provide
scaffolding for teachers, in particular since new tools have also
started to emerge for educational programming languages such as
Scratch [24]. For example, LitterBox provides hints on how to
improve code that contains smells or bugs [6, 15]. Figure 1 shows
a bug in a teacher’s example code which would certainly lead to
confusion with learners, and the feedback LitterBox provides.

In this paper, we aim to investigate whether and how the use of
a tool such as LitterBox also affects the creation of programming
tasks. We therefore conducted an A/B study with 85 teachers in
training. All participants were instructed to create a programming
task for primary school children and completed a survey afterwards,
and half the participants used the LitterBox tool during the cre-
ation. By comparing the resulting tasks and survey responses we
aim to empirically answer the following research questions:
RQ 1: How do teachers in training create programming tasks?
RQ 2: How does tool support affect the task text and the code?
RQ 3: How do teachers in training perceive the tool support?

We find that (1) teachers tend to start with programming be-
fore writing a task text; (2) tool support has positive effects on
code as well as task texts; and (3) teacher feedback helps us pro-
vide criteria for effective (tool) support. Consequently, we derive
recommendations to inform teacher training on task creation.
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2 BACKGROUND

2.1 Pedagogical Programming Tasks

Exploration of how teachers create tasks should consider criteria for
pedagogical tasks. Generally, pedagogical tasks are characterised
by the school setting in contrast to real-world or target tasks [33].
However, students should be able to transfer their gained competen-
cies which is why pedagogical tasks should also relate to real-world
activities. Moreover, pedagogical tasks should involve the learner
and have clear task specifications [11, 33]. Creating such pedagog-
ical tasks can be seen as one essential part of designing lessons
besides organising social structures and designing supportive en-
vironments [11]. Tasks also have a crucial role in the computer
science classroom, e.g., in the form of exercises or examples [37]
which is also reflected in courses for primary school teachers [9].
However, to our knowledge, there has not yet been a systematic
evaluation of the creation of pedagogical programming tasks.

As computational thinking can be fostered by programming
activities [25], programming tasks are commonly created by com-
puter science teachers [37]. Independently of their classification
(e.g., their inherent activities [5], or the representation of the prob-
lem and the solution [37]), code is often included to be debugged,
completed or tested [5, 37]. This goes along with several teaching
approaches that start with or even focus on tasks with given code
such as the Use-Modify-Create framework: In the first two of the
three phases learners are tasked to deal with given code [23]. The
use phase is further structured within the PRIMM approach, where
young learners work intensively with the given code as they pre-
dict, run and investigate it [41]. The learning strategy TIPP&SEE
provides meta-cognitive scaffolding between the use and modify
step and has been designed in particular to support diverse learn-
ers at primary school level [39]. Other approaches for primary
school computer science education such as the Universal Design
for Learning also consider splitting tasks into minor parts [20].

2.2 Good Example Code

The existence of tasks including example code as part of the learn-
ing process [23, 39, 41] makes it crucial to consider criteria for
good code, such as being dedicated to only one (new) element [21],
being kept simple [16], and adhering to criteria related to names,
expressions, or decomposition [43]. When learners are exposed to
example code, they might adopt good programming habits from
code examples if these are well written [36]. However, when the
code quality is low, learners might not only imitate this coding style:
Hermans and Aivaloglou found that code comprehension decreases
when learners aged 12 to 14 years are given programs that contain
code smells [18]. This is problematic since understanding code is a
prerequisite to, e.g., deliberate on a bug and fix it during debugging
activities [36]. Such effects might even increase for primary school
children [8]. There exist many suggestions on how to achieve high
code quality. Therefore, Stegeman et al. analysed handbooks and
interviewed instructors to develop an assessment model [43]: They
derived nine main criteria, such as names, expressions or decompo-
sition. Consequently, educators should consider code quality when
designing example code, but this might be particularly challeng-
ing for primary school teachers who often consider their lacking
subject knowledge a problem [13, 40].

2.3 Tool Support for Scratch Programs

Code quality can be analysed automatically by tools [4, 6, 30, 35, 44],
which differ regarding the given feedback [31]: Dr. Scratch [30]
and LitterBox [6], which are both accessible via a convenient
web frontend, both give positive feedback (in terms of scores by
Dr. Scratch and code perfumes [34] by LitterBox) and feedback
on concepts. While Dr. Scratch returns general information on
the detected computational thinking concepts, LitterBox returns
specific hints on how to proceed regarding detected smells and
bug patterns. Therefore, Dr. Scratch might be particularly effec-
tive for extending programs according to computational thinking
concepts [46] and LitterBox for repairing and improving pro-
grams [15]. LitterBox thus might support creating good example
code, which is why in this paper we focus on this tool.

LitterBox [6] detects bad (bugs and smells) and good code
patterns (perfumes [34]). When checking programs on the web
interface, hints on the detected patterns are given. As shown in
Fig. 1, a typical hint consists of an explanation of the underlying
concept and (for bad code patterns) a suggested improvement [6].
While the automated hints have been demonstrated to be helpful
for debugging foreign code [15], it has not been investigated yet
whether they support teachers in creating programming tasks.

3 METHOD

3.1 Pre-Study

We performed a preliminary study to optimise the setting of our
main study and retrieve additional feedback on the tool. The pre-
study was performed as part of an earlier implementation of the
seminar “Computational Thinking in Primary School” at the Uni-
versity of Passau in Germany with 12 teachers in training and
additionally in a standalone workshop with 14 teachers in train-
ing. All participants were instructed to use LitterBox for creating
a task and therefore received a short instruction on the usage of
LitterBox (but none regarding code quality). In contrast to the
main study, participants were completely free in how often to use
the tool, they had less time (about 40 instead of 60-70 minutes) and
were allowed to work in groups.

The pre-study informed the design of the main study (e.g., re-
garding time and tool usage) and some updates of the LitterBox
tool. The updates enable us to compare the evaluations of earlier
versions of the tool in the pre-study with more current versions in
the main study in RQ 3 (Table 1).

3.2 Participants

In the main study, 59 teachers in training (46 females and 13 males)
participated. All of them are teachers in training at the University
of Passau in Germany: 86.4 % are pursuing a degree in primary
school education, 6.8 % in secondary school education and 8.5 %
additionally or exclusively in (media) pedagogy. Within their stud-
ies, they chose the seminar “Computational Thinking in Primary
School”. The teachers in training were divided into two groups
(Ctrl, Trmt) by their last names. This method was chosen due to the
learning platform used. We ensured that the groups are balanced
which resulted in 29 participants in group Ctrl and 30 participants
in group Trmt and similar programming experience (Table 2). While
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Table 1: Data used to answer the RQs.

RQ Study Group Qualitative Data Quantitative Data

1 main study Trmt, Ctrl • textual answers on the procedure (“How did you pro-
ceed?”) and specific issues (“Where did you have difficul-
ties and what worked well?”)

• numerical answers on time (“How much
time did you invest in your own task?”)

2 main study Trmt, Ctrl • task text (task title, sub-tasks, task type [37]) • code metrics and code patterns
3 main study,

pre-study
Trmt • textual answers on positive tool evaluation (“Note posi-

tive aspects, purposes, advantages, especially helpful hints
etc.”) and negative (“Note negative aspects, limitations,
suggestions for improvement, less helpful hints etc.”)

• evaluation of the tool’s usefulness on a 5-
point Likert scale from “completely true” to
“not at all true” (“LitterBox can help teachers
to create good example programs.” )

Table 2: Participants’ prior experience with programming.

Group School University Seminar Units 1–4

Ctrl 62.1 % 79.3 % 100 %
Trmt 53.3 % 80.0 % 100 %

group Ctrl did not receive any additional support, group Trmt were
instructed to use the LitterBox tool at least two times. As the
teachers in training had not used the tool previously, group Trmt
also received a short video about its usage and how it works, as
we knew from our pre-study and a related study with high school
students [27] that explaining these aspects would avoid confusion.

3.3 Data Collection

Table 1 gives an overview of the collected data regarding each
research question. All data were collected in the fifth unit of the
seminar, in which the theory of scaffolding, the Use-Modify-Create
framework [23] and different task types [10, 37] were also intro-
duced. The teachers in training were then tasked to create their
own Scratch programming task (consisting of a task text, a starter
program, and where applicable a sample solution) for the target
group of primary school children. While there were no specifica-
tions regarding, e.g., program size or task type, they were instructed
to spend at least 60 to 70 minutes to create their task. The teachers
in training were also advised to use a template for their task text
and to design an appealing task. They were not instructed to use
specific programming concepts, but were reminded to bear their
self-selected learning objectives such as a specific pattern or control
structure in mind. After completing their task, they submitted the
task text and a starter Scratch program.When the chosen task type
required changing or extending the code, a solution Scratch pro-
gramwas also submitted. Finally, they answered a survey consisting
of four open and two closed questions for group Trmt respectively
two open and one closed question for group Ctrl (Table 1). The
anonymised usage of the collected data has been granted by all
teachers in training.

3.4 Data Analysis

3.4.1 Qualitative analysis. We applied thematic analysis [3] on the
answers to the open questions of the survey (Table 1). One author
and one assistant read all statements and agreed on a coding scheme.
Then one author rated all data and the assistant rated 20 % of all
data independently to guarantee inter-rater reliability (𝐾 = 0.76).

To recognise more generalisable tendencies for our target group of
primary school teachers (in training), we counted occurrences for
each (sub-)category, which provides further quantitative data.

3.4.2 Quantitative analysis. We used a Wilcoxon rank sum test to
measure statistical differences between groups Ctrl and Trmt with
𝛼 = 0.05, and the Vargha-Delaney 𝐴12 effect size, which ranges
from 0 to 1. If 𝐴12 = .50, there are no effects in favour of any group,
if 𝐴12 > .50 the values of the dependent variable are higher for
group Ctrl than group Trmt and vice versa if 𝐴12 < .50.

3.4.3 RQ 1. We analysed the answers on the open questions for
RQ 1 (Table 1) qualitatively and then quantitatively to discover
differences between group Ctrl and group Trmt.

3.4.4 RQ 2. We analysed the data for RQ 2 (Table 1) quantitatively
to discover differences between group Ctrl and group Trmt. The
created tasks provided us with metrics on the code (calculated with
the LitterBox version from 5 January 2023) and the number of
types of programming tasks (deduced from [37]). As the teachers
in training were free to choose their task type, we analysed either
the solution Scratch program or the starter Scratch program de-
pending on the chosen task type: For USE tasks, there is no solution
program and for MODIFY tasks, the starter programs might con-
tain intended bugs or incomplete code patterns on purpose which
would distort the analysis. This resulted in 56 analysed programs
(53 solution programs and 3 starter programs).

3.4.5 RQ 3. We analysed the answers on the open questions for
RQ 3 (Table 1) qualitatively and then quantitatively to discover
differences between the pre- and the main study.

3.5 Threats to Validity

3.5.1 External validity. The teachers in training chose the seminar
voluntarily for their studies. This implies that the cohort (1) is self-
selected and (2) results might be different for less interested teachers
in training on the one hand and more experienced teachers or also
larger programs on the other. While participants were instructed
to create their own Scratch programs, they were told to use a
template for their task text that also contained an example task. The
example task was an extend task type with two subtasks and one
hint for each subtask and was aimed at collision detection. While
the example was perceived as helpful, it probably led to teachers
in training creating similar tasks, which is why the resulting task
texts may not be generalisable to other contexts.
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Table 3: Procedure of teachers in training to create a task.

(Sub-)Category % teachers in training

Starting point 57.7 %
brainstorming or idea search 50.0 %
setting of learning objectives 9.6 %

Inspiration 30.8 %
example task 13.5 %
seminar material 13.5 %
Scratch environment 11.5 %

Sprite selection 17.3 %
Order 71.2 %
start with program, then task text 40.4 %
iterative approach or trial and error 25.0 %
start with task text, then program 15.4 %

Insecurity or difficulties 7.7 %

3.5.2 Internal validity. The study started with a short explanation
that students can learn from the example code in the tasks which is
why the code should be correct, readable and not promote miscon-
ceptions. However, this probably increased the attention to code
quality thus subsuming some of the impact of the tool support.
While group Trmt were instructed to use the LitterBox tool at
least twice, we did not check their behaviour. Moreover, they were
not obliged to implement the suggestions of LitterBox. A more
formal setting or including howmuch they actually used the output
of a tool could mitigate this threat.

4 RESULTS

To answer the research questions posed in Section 1, we consider
the task texts, Scratch programs and survey results as described
in Section 3.

4.1 RQ 1: Procedure

On average, the teachers in training spent 82.52 minutes to cre-
ate their task. Table 3 shows the (sub-)categories identified in the
responses about how they proceeded when creating their tasks.

4.1.1 Starting point. Before starting the actual task creation, teach-
ers in training tend to brainstorm ideas (Table 3). The importance of
setting learning objectives, however, seems to be underestimated by
teachers in training (Table 3). Maybe it is (1) considered an obvious
part of creating a task that it does not have to bementioned; (2) done
very quickly and considered a minor and thus not noteworthy part
of creating a task; or (3) forgotten about and thus not considered in
the answer. The latter two explanations would be problematic as
setting goals and related criteria is a crucial aspect when carefully
designing tasks [7], for example for assessing learning outcomes.

4.1.2 Inspiration. The teachers in training often required some
kind of inspiration when brainstorming ideas (Table 3): “I looked at
all examples again that we have encountered so far. It was not easy for

me to come up with my own idea.” (Trmt, P66) Besides the example task or
other seminar material, some teachers in training took inspiration
from Scratch sprites, backgrounds, and tutorials.

4.1.3 Sprite selection. Sprites are not only a source of inspiration,
but their selection can be seen as an explicit step of task creation (Ta-
ble 3), which shows the non-negligible role of figures in Scratch.

4.1.4 Order. There are two alternatives of where to start creating
the task content: with programming, or with writing the task text.
Most teachers in training start—and partially also end—with the
code, for example one participant “created the initial scenario in

Scratch; wrote the task description; created the solution” (Ctrl, P46).
Additionally, trial and error, iterative, and even parallel approaches
are partially used (Table 3) like “at the same time, I thought about

possible task texts and noted hints for the solution” (Trmt, P16).

4.1.5 Insecurity. Some teachers in training perceived the creation
of tasks as difficult (Table 3), in particular because it was their
first attempt to design a complete task on their own. This matches
the finding that especially primary school teachers consider their
lacking knowledge a challenge [40].

4.1.6 Specific issues. While we found no significant differences
in the previous categories, when asked if they had specific issues,
group Trmt reported significantly fewer programming difficulties
(𝑝 = 0.038, 𝐴12 = 0.66) and group Ctrl stated that “creating compact

code” (Ctrl, P32) and “programming efficiently” (Ctrl, P33) was difficult.

RQ 1 Summary. Before creating their own tasks, the teachers in
training often search for ideas and take inspiration from other
examples. Generally, teachers in training tend to start with pro-
gramming and write the task text afterwards.

4.2 RQ 2: Effects of Tool Support on the Tasks

All tasks (both task texts and Scratch programs) of both groups
are available at https://doi.org/10.6084/m9.figshare.22657402.

4.2.1 Task text. The example task consisted of two subtasks (both
were ‘extend’ task types) and two hints. This should be kept in mind
when interpreting the following results. The tasks of the teachers
in training had 2.28 subtasks on average with a median of 2. Of the
teachers in training, 70 % created only ‘extend’ tasks in all of their
subtasks. Other task types [37] that were implemented in subtasks
could be classified as ‘create with given code’, ‘debug’ and ‘test’ task
types. ‘Optimising’ or ‘explaining’, e.g., were never realised even
though these task types were presented in the seminar. Regarding
the task titles, the topics seem to focus on animals (34.5 %), ball
games (20.7 %), every day life such as food (17.2 %) and fantasy
worlds (13.8 %). However, other school subjects than sports were
only addressed in 3.4 % of task titles. Group Trmt gave significantly
more hints in their task text than group Ctrl (𝑝 = 0.01, 𝐴12 = 0.33).
Group Ctrl inserted 1.28 (𝑥 = 2) and group Trmt 1.9 (𝑥 = 2) hints
on average. This might relate to group Trmt experiencing the tool’s
hints as helpful and discovering strategies for elaborated feedback
on concepts and on how to proceed. They might therefore also
want to scaffold their own tasks more.

4.2.2 Code metrics and code patterns. The created Scratch pro-
grams contain 3.44 sprites (𝑥 = 3), 7.53 scripts (𝑥 = 5) and 58.42
blocks (𝑥 = 40) on average. Considering the patterns found in the
code, the programs contain on average 0.98 different bug patterns
(𝑥 = 1), 2.71 smells (𝑥 = 2) and 5.91 perfumes (𝑥 = 6). However, the

https://doi.org/10.6084/m9.figshare.22657402
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Table 4: Evaluation of positive aspects of the LitterBox tool

for creating tasks.

(Sub-)Category % teachers in training

Functionality 94.1 %
detection of patterns 70.6 %
suggestions for improvement 54.9 %
other 17.6 %

Advantages for teachers 29.4 %
time 9.8 %
additional help 9.8 %
affective help 5.9 %
other 5.9 %

Representation 27.5 %
Usefulness for students 19.6 %

Table 5: Evaluation of negative aspects of the LitterBox tool

for creating tasks.

(Sub-)Category % teachers in training

Functionality 33.3 %
no solving of all problems 11.8 %
no analysis of semantics 9.8 %
incorrect analysis 7.8 %
no automatic refactoring 5.9 %

Representation 33.3 %
comprehension problems 25.5 %
usability 9.8 %

None 27.5 %
No usefulness for students 7.8 %

number of smells and bug patterns differs significantly between
group Ctrl and group Trmt: When supported by LitterBox, teach-
ers in training inserted significantly fewer bug patterns (𝑝 = 0.034,
𝐴12 = 0.66) and smells (𝑝 = 0.022, 𝐴12 = 0.68). Group Ctrl inserted
1.26 (𝑥 = 1) bug patterns while Group Trmt inserted 0.72 (𝑥 = 0)
bug patterns. Group Ctrl inserted 3.19 (𝑥 = 3) smells while group
Trmt inserted 2.28 (𝑥 = 2) smells. This suggests that the LitterBox
tool is helpful for debugging programs and for improving the code
quality. To avoid that this finding is only an artefact of smaller pro-
grams, we also calculated the bug density and smell density with
#bugs/#blocks and #smells/#blocks which is still significantly lower
for group Trmt than group Ctrl (bugs: 𝑝 = 0.034,𝐴12 = 0.66; smells:
𝑝 = 0.022, 𝐴12 = 0.68). We also looked at the individual patterns
and (despite the small sample size) found that the Missing Loop bug
pattern occurs significantly more often in the programs of group
Ctrl (𝑝 = 0.035, 𝐴12 = 0.57). This could be because the bug pattern
is generally very common and the corresponding LitterBox hint
(Fig. 1) is easy to implement.

RQ 2 Summary. LitterBox supports teachers in training with
creating more scaffolded task texts and less faulty programs while
there were no effects on, e.g., program size or the task type.

82% 0%18%Usefulness

100 50 0 50 100

completely true fairly true partly true somewhat untrue not at all true

Figure 2: Rated usefulness of the tool for creating tasks.

4.3 RQ 3: Tool Evaluation

The categories of the textual answers provide information about
positive (Table 4) and negative aspects (Table 5) of the tool support.

4.3.1 General evaluation. Overall, the teachers in training were in
favour of the tool support and no teacher in training disagreed with
its usefulness (Fig. 2). This aligns with primary school teachers
considering tools useful for giving feedback (even though they
often were not aware of tools) [13]. When directly asked about
negative aspects of and suggested improvements for the tool, 27.5 %
of teachers in training stated that they cannot think of any (Table 5).

4.3.2 Functionality. Teachers in training like that the LitterBox
tool detects different types of patterns and gives suggestions for im-
provement (Table 4). Indeed, most LitterBox hints are composed
of feedback on concepts and feedback on how to proceed [6, 31],
“that makes it easier for inexperienced teachers to recognise and fix

bugs” (Trmt, P82). Teachers in training perceived some missing func-
tionality as negative (Table 5). While incorrect analyses such as
false positives are a common problem of automated feedback tools
and should therefore be explained beforehand to enable users to
interpret automated hints [27], other criticised aspects are out of
the scope of the LitterBox tool such as the analysis of semantics
(Table 5): “Litterbox cannot judge, if my code makes sense semanti-

cally” (Trmt, P35). This is true as LitterBox is a static analysis tool that
analyses the code patterns but not the output [6]. Semantics could
be analysed with dynamic analysis tools such as the Whisker test
framework for Scratch [42]. Another interesting suggestion of the
teachers in training was to perform automatic refactoring (as for ex-
ample already explored for Scratch programs [1, 45]) as “you still

have to repair the bug yourself and find a new solution” (Trmt, P61). Auto-
matic refactoring might save time for teachers, although one needs
to be careful regarding learning processes: Elaborated feedback
involves and motivates the learner (both at teacher or student level)
more than a provided or automatically generated solution [14, 31].

4.3.3 Advantages for teachers. Teachers in training perceive sev-
eral advantages especially for teachers such as the additional help
they receive, or help in terms of affective factors (Table 4). Litter-
Box might moreover save time as “bugs can be detected without

having to search and try for a long time” (Trmt, P69) and you “get feedback
in the process and are able to react to it immediately” (Trmt, P42). This
refers to some keys of effective feedback such as being timely, ac-
tionable and ongoing or formative [48]. This could support teachers
regarding the frequently identified lack of time for planning and
during computer science lessons [40, 50], as for example reported
in a recent study on the efficiency of automated hints for debug-
ging Scratch programs [15]. Apart from timing issues, automated
tools might also provide some support regarding the reported rel-
atively low computer science self-esteem [47] and programming
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self-concept [13] of primary school teachers as “it is not only shown
what is wrong or messy, but also what you have done well. That is

motivating” (Trmt, P64) (i.e., it reports code perfumes [34]).

4.3.4 Representation. The way LitterBox represents its findings
was mentioned both positively and negatively (Tables 4 and 5). The
teachers in training are in favour of the tool’s illustration such as
“the visual representation is always great” (Trmt, P5). However, teachers in
training often had comprehension problems. These are significantly
lower in the main compared to the pre-study (𝑝 = 0.048,𝐴12 = 0.62).
Further investigation is needed on whether this results from the
revised study design or improvements of the tool.

4.3.5 (Not) for students. While the teachers in training were asked
about positive and negative aspects of the LitterBox tool for cre-
ating tasks, some teachers in training also noted their opinion on
the usefulness of LitterBox for students. While some teachers in
training consider the tool “functional for primary school students to

check themselves” (Trmt, P1) and to get a “sense of achievement without

the teacher’s help” (Trmt, P6), others state that “for a primary school

child, Litterbox would probably seem overwhelming, so it is only use-

ful for the teacher” (Trmt, P67). Therefore, more research is needed on
whether LitterBox is usable by young learners, how they can be
activated, for example using self-explanation prompts [26], and if
more straightforward hints are needed.

RQ 3 Summary. The teachers in training consider it helpful to
get feedback on code patterns during the creation of a task but
suggest some extensions such as automatic refactoring.

5 DISCUSSION

5.1 Teacher Training in General

One way for research to actually propagate to the classroom is to
inform teacher training, which is a main strategy to counteract
challenges such as lacking knowledge or confidence [13]. Mason
and Rich [28] performed a systematic literature review of 21 studies
on computing education training for primary school teachers and
found that teacher training can be effective both for increasing
knowledge and for improving attitudes. The knowledge teachers
gain during training can be categorised into technological knowl-
edge (TK), pedagogical knowledge (PK) and content knowledge
(CK) according to the TPACK framework [19]. We consider these
three categories regarding our results and related work on the
support needed by teachers when creating programming tasks.

5.2 Pedagogical Knowledge of Tasks

We found that teachers in training need ideas for their tasks (RQ 1).
Experienced teachers draw inspiration from existing material [13]
from, e.g., Code.org (https://code.org/), Teach Computing (https:
//teachcomputing.org/primary-teachers), the Raspberry Pi Founda-
tion (https://raspberrypi.org/), or publicly shared Scratch projects.
When selecting existing or creating new programs, gender differ-
ences should also be considered, i.e., “I thought of a topic that is

appealing for both boys and girls” (Trmt, P42), which is in-line with prior
research: While both girls and boys like programs with animals,
girls’ programs rather involve, e.g., music and dancing and boys’
programs, e.g., soccer [12]. In our study, shared preferences and

those of boys were applied, but girls’ preferences are rather under-
represented. These preferences show a need for differentiation, but
also allow for cross-curricular teaching with, e.g., artistic subjects,
which again opens up a wide range of ideas for tasks.

5.3 Content Knowledge of Programming

We found that teachers in training often have difficulties when pro-
gramming (RQs 1 and 2). Teacher training is known to be effective
for promoting subject knowledge [28], for example by letting pri-
mary school teachers try out a variety of task types [9]. This might
not only help with pedagogical knowledge but also with content
knowledge, as the teachers are exposed to (appropriate) example
code. This could also reduce affective issues, as low confidence is
related to lacking subject knowledge [13].

5.4 Technological Knowledge of Tools

We found that even when primary school teachers in training strug-
gle with programming they can be supported with tools such as
LitterBox (RQs 1 to 3). Teachers also have difficulties supporting
students during programming [29, 50], which again could be sup-
ported with automated analysis tools. However, even in-service
teachers are often unaware of available tools, although they con-
sider them useful once they are presented to them [13].We therefore
suggest that teacher training should introduce automated analysis
tools. Since programming is the most common approach to foster
computational thinking [2], and Scratch is a very popular program-
ming environment, tools for Scratch could often be meaningfully
integrated into teacher training.

6 CONCLUSIONS

Example code is an essential component of educational program-
ming tasks, but inadequate example code may negatively affect
learning. Unfortunately, primary school teachers often have insuf-
ficient programming knowledge to produce good example code
when preparing tasks. In this paper we studied whether and how
the support of a static code analysis tool, LitterBox, influences
teachers in training when creating tasks. While the study led to
important suggestions on how to improve LitterBox further, we
also found positive effects on code as well as the task text.

While a primary aim of our study is to inform teacher training,
it also has implications on future research in code analysis tools.
For example, analysis tools are built to simply report all code issues
they encounter. However, depending on the task type there can
be different types of code examples, such as starter code, inten-
tionally buggy code, or solution code, and each type of program
may merit different types of analyses. Future research could also
consider further tools and types of analysis, as well as the use of
deep learning techniques to analyse not only the code in isolation,
but in conjunction with the corresponding task text.
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