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Interactive web demo at https://merf42.github.io
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228 MB 210 MB 3904 MB

28 FPS 23 FPS 21 FPS

Fig. 1. Our method,MERF, allows for real-time view synthesis in the browser (framerates shown here are measured on a Macbook Pro M1). We design a
volumetric scene representation that is first optimized to maximize rendering quality and then losslessly baked into a more efficient format for fast rendering.
As depicted above, this representation uses a combination of a low-resolution 3D grid and a set of higher-resolution 2D planes (spatial extent of each
visualization signifies memory consumption). Compared to prior real-time view synthesis methods such as SNeRG++ (our improved version of Hedman et al.
[2021]), MERF achieves better image quality for the same amount of compression, matching the output of a SNeRG++ model that is over 17× larger.

Neural radiance fields enable state-of-the-art photorealistic view synthesis.
However, existing radiance field representations are either too compute-
intensive for real-time rendering or require too much memory to scale to
large scenes. We present a Memory-Efficient Radiance Field (MERF) repre-
sentation that achieves real-time rendering of large-scale scenes in a browser.
MERF reduces the memory consumption of prior sparse volumetric radi-
ance fields using a combination of a sparse feature grid and high-resolution
2D feature planes. To support large-scale unbounded scenes, we introduce
a novel contraction function that maps scene coordinates into a bounded
volume while still allowing for efficient ray-box intersection. We design
a lossless procedure for baking the parameterization used during training
into a model that achieves real-time rendering while still preserving the
photorealistic view synthesis quality of a volumetric radiance field.

∗Work done while interning at Google.

1 INTRODUCTION
Neural volumetric scene representations such as Neural Radiance
Fields (NeRF) [Mildenhall et al. 2020] enable photorealistic novel
view synthesis of scenes with complex geometry and appearance,
but the compute required to query such neural representations dur-
ing volumetric raymarching prohibits real-time rendering. Subse-
quent works have proposed discretized volumetric representations
that can substantially increase rendering performance [Garbin et al.
2021; Hedman et al. 2021; Yu et al. 2021], but these approaches do
not yet enable practical real-time rendering for large-scale scenes.

These representations struggle to scale to larger scenes primarily
due to graphics hardware constraints. Volumetric data is necessarily
larger than a 2D surface representation and occupies more space
in memory. Similarly, while a camera ray intersects a hard surface
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at most once, rendering a ray through a volume may require many
samples. With state of the art neural or hybrid representations,
each of these sample queries is very expensive to evaluate, either
in terms of compute or memory bandwidth. As a result, methods
that work for scenes with limited extent (single objects in space or
forward-facing scenes) typically do not scale up to larger unbounded
scenes.
All neural or hybrid volumetric methods must address two fun-

damental trade-offs that arise from these constraints:
• Volume vs. surface? Purely volumetric rendering models are most
amenable to gradient-based optimization and produce excellent
view synthesis results [Barron et al. 2022]. On the other hand,
increasing sparsity and moving closer [Wang et al. 2021; Yariv
et al. 2021] or completely [Chen et al. 2022a; Munkberg et al. 2022]
to a surface-like representation degrades image quality but results
in compact representations that are cheap to render.

• Memory bound vs. compute bound? The most compact represen-
tations (such as the MLP network in Mildenhall et al. [2020]
or the low-rank decomposition in Chen et al. [2022b]) require
many FLOPS to query, and the fastest representations (such as
the sparse 3D data structures used in Yu et al. [2021] and Hedman
et al. [2021]) consume large amounts of graphics memory.

One approach to this trade-off is to embrace a slower, more com-
pact volumetric model for optimization and to subsequently “bake”
it into a larger but faster representation for rendering. However,
baking often affects the representation or rendering model which
can lead to a large drop in image quality. Though this can partially
be ameliorated by fine-tuning the baked representation, fine-tuning
does not easily scale to larger scenes, as computing gradients for
optimization requires significantly more memory than rendering.

The goal of our work is to find a representation that is well suited
for both optimization and fast rendering. Our solution is a single
unified radiance field representation with two different underlying
parameterizations. In both stages, our memory-efficient radiance
field (MERF) is defined by a combination of a voxel grid [Sun et al.
2022; Yu et al. 2022] and triplane data structure [Chan et al. 2022].
During optimization, we use the NGP hash grid structure [Müller
et al. 2022] to compress our parameterization, which allows for
differentiable sparsification and provides an inductive bias that aids
convergence. After optimization, we query the recovered NGP to
explicitly bake out the MERF and create a binary occupancy grid to
accelerate rendering. Critically, both the NGP-parameterized and
baked MERF represent the same underlying radiance field function.
This means that the high quality achieved by the optimized MERF
carries over to our real-time browser-based rendering engine.

2 RELATED WORK
As our goal is real-time view synthesis in large unbounded scenes,
this discussion is focused on approaches that accelerate rendering
or reconstruct large spaces. For a comprehensive overview of recent
view synthesis approaches, please refer to Tewari et al. [2022].

Early methods for real-time large-scale view synthesis either
captured a large number of images and interpolated them with
optical flow [Aliaga et al. 2002] or relied heavily on hand-made
geometry proxies [Buehler et al. 2001; Debevec et al. 1998]. Later

techniques used inaccurate, but automatically reconstructed geome-
try proxies [Chaurasia et al. 2013], and relied on screen-space neural
networks to compensate for this [Hedman et al. 2018; Rückert et al.
2022]. Neural Radiance Fields (NeRF) [Mildenhall et al. 2020] facili-
tated higher quality reconstructions by representing the full scene
volume as a multi-layer perceptron (MLP). This volumetric repre-
sentation can easily model thin structures and semi-transparent
objects and is also well-suited to gradient-based optimization.

NeRF was quickly extended to reconstruct large scenes by recon-
structing crowdsourced data [Martin-Brualla et al. 2021], tiling the
space with NeRF networks [Tancik et al. 2022; Turki et al. 2022],
and reconstructing the scene in a warped domain where far-away
regions are compressed [Barron et al. 2022; Zhang et al. 2020]. Later,
fast radiance field reconstruction was achieved by representing the
scene as a grid, stored either densely [Yu et al. 2022], as latent fea-
tures to be decoded [Karnewar et al. 2022; Sun et al. 2022], or as
latent hash grids [Müller et al. 2022] implemented with specialized
CUDA kernels [Li et al. 2022d]. While this dramatically reduces
reconstruction time, accurate real-time rendering of large scenes
has not yet been demonstrated at high resolutions.
Other methods addressed real-time rendering by precomputing

and storing (i.e. baking) NeRF’s view-dependent colors and opacities
in volumetric data structures [Garbin et al. 2021; Hedman et al. 2021;
Yu et al. 2021; Zhang et al. 2022], or by splitting the scene into voxels
and representing each voxel with a small separate MLP [Reiser et al.
2021]. However, these representations consume a lot of graphics
memory and are thus limited to objects, not scenes. Furthermore,
these methods incur a quality loss during baking due to the mis-
match between the slower rendering procedure used for training
and the real-time rendering procedure used for inference.

Alternatively, faster rendering can be achieved by extending the
network to work with ray segments rather than points [Lindell
et al. 2021; Wu et al. 2022a] or by training a separate sampling
network [Barron et al. 2022; Kurz et al. 2022; Neff et al. 2021; Pi-
ala and Clark 2021]. However, these approaches have not achieved
real-time rates at high resolutions, likely because they require eval-
uating an MLP for each sample along a ray. Light field coordinates
circumvent this problem and require just one MLP evaluation per
ray [Attal et al. 2022; Li et al. 2022c; Sitzmann et al. 2021; Wang et al.
2022b]. However, like traditional light field representations [Gortler
et al. 1996; Levoy and Hanrahan 1996], this approach has only been
demonstrated to work well within small viewing volumes. Similarly,
multi-plane image [Flynn et al. 2019; Mildenhall et al. 2019; Wizad-
wongsa et al. 2021; Zhou et al. 2018] or multi-sphere image [Attal
et al. 2020; Broxton et al. 2020] representations map well to graphics
hardware and can be rendered in real-time, but also support only
restricted camera motion.

It is also possible to speed-up NeRF rendering by post-processing
the output image with a convolutional neural network. This makes
it possible to perform an expensive volumetric rendering step at a
lower resolution and then upsample that result to the final desired
resolution [Li et al. 2022a; Wang et al. 2022a]. Wu et al. [2022b] com-
bined this approach with baking and showed high-quality real-time
rendering of large scenes. However, to achieve this, they required
a 3D scan of the scene as input, and they used a CUDA implemen-
tation designed for workstation-class hardware. In contrast, our
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method only needs posed images as input and runs in a browser on
commodity hardware such as laptops.

Recent methods achieve extremely fast rendering by constraining
the NeRF network evaluations to planes or polygons [Chen et al.
2022a; Lin et al. 2022]. While this works well for objects or limited
camera motion, we show that these approaches introduce a loss in
quality for large unbounded scenes.

The problem of compressing NeRF reconstructions has also been
explored in priorwork. Severalmethods achieve this by post-processing
an existing reconstruction through incremental pruning [Deng
and Tartaglione 2023] with vector quantization [Li et al. 2022b].
Takikawa et al. [2022] directly optimize for a compressed codebook-
based representation of the scene. While these methods all report
impressive compression ratios, they all rely on evaluating an MLP
for each volume sample and are therefore too slow for real-time
rendering of large scenes.
Our approach works by projecting 3D samples onto three 2D

projections that correspond to the cardinal axes. Similar representa-
tions, often referred to as tri-planes, have been explored for surface
reconstruction from point clouds [Songyou Peng 2020] and gener-
ative modelling of 3D scenes [DeVries et al. 2021] or faces [Chan
et al. 2022]. Recently TensoRF [Chen et al. 2022b] use tri-planes for
NeRF reconstruction. TensorRF decomposes the 3D scene volume
into a sum of vector-matrix outer products, which makes it possi-
ble to directly train a compressed and high quality radiance field.
However, TensoRF trades off memory footprint for more expensive
queries that involve a large matrix multiplication. Our representa-
tion significantly speeds up the query time by removing the need
for the matrix product while simultaneously halving the memory
bandwidth consumption.

3 PRELIMINARIES
We begin with a short review of relevant prior work on radiance
fields for unbounded scenes. A radiance field maps every 3D position
x ∈ R3 and viewing direction d ∈ S2 to the volumetric density
𝜏 ∈ R+ at that location and the RGB color emitted from it along the
view direction, c ∈ R3. The color of the ray emitted from point o
in the direction d can then be computed using the radiance field
by sampling points along the ray, x𝑖 = o + 𝑡𝑖d, and compositing
the corresponding densities {𝜏𝑖 } and colors {c𝑖 } according to the
numerical quadrature approach of Max [1995]:

C =
∑︁
𝑖

𝑤𝑖c𝑖 , 𝑤𝑖 = 𝛼𝑖𝑇𝑖 , 𝑇𝑖 =
𝑖−1∏
𝑗=1

(1 − 𝛼 𝑗 ) , 𝛼𝑖 = 1 − 𝑒−𝜏𝑖𝛿𝑖 , (1)

where 𝑇𝑖 and 𝛼𝑖 denote transmittance and alpha values of sample 𝑖 ,
and 𝛿𝑖 = 𝑡𝑖+1 − 𝑡𝑖 is the distance between adjacent samples.
The original NeRF work parameterized a radiance field using a

Multilayer Perceptron (MLP), which outputs the volume density and
view-dependent color for any continuous 3D location. In order to
reduce the number of MLP evaluations to one per ray, SNeRG uses
a deferred shading model in which the radiance field is decomposed
into a 3D field of densities 𝜏 , diffuse RGB colors cd, and feature
vectors f [Hedman et al. 2021].

(1) (2) (3)

Fig. 2. Our scene representation. For a location x along a ray: (1) We query
its eight neighbors on a low-resolution 3D grid; and we project it onto
each of the three axis-aligned planes, and then query each projection’s four
neighbors on a high-resolution 2D grid. (2) The eight low-resolution 3D
neighbors are evaluated and trilinearly interpolated while the three sets of
four high-resolution 2D neighbors are evaluated and bilinearly interpolated,
and the resulting features are summed into a single feature vector t. (3)
The feature vector is split and nonlinearly mapped into three components:
density 𝜏 , RGB color c𝑑 , and a feature vector f encoding view dependence
effects.

SNeRG’s deferred rendering model volumetrically accumulates
the diffuse colors {c𝑑,𝑖 } and features {f𝑖 } along the ray, similar to
Equation 1:

C𝑑 =
∑︁
𝑖

𝑤𝑖c𝑑,𝑖 , F =
∑︁
𝑖

𝑤𝑖 f𝑖 , (2)

and computes the ray’s color as the sum of the accumulated diffuse
colorC𝑑 and the view-dependent color computed using a small MLP
ℎ that takes as input C𝑑 , F, and the viewing direction d:

C = C𝑑 + ℎ(C𝑑 , F, d). (3)

SNeRG uses a large MLP during training and bakes it after conver-
gence into a block-sparse grid for real-time rendering.
In order for radiance fields to render high quality unbounded

scenes containing nearby objects as well as objects far from the cam-
era, mip-NeRF 360 [Barron et al. 2022] uses a contraction function
to warp the unbounded scene domain into a finite sphere:

contract(x) =
{
x if ∥x∥2 ≤ 1(
2 − 1

∥x∥2

)
x
∥x∥2 if ∥x∥2 > 1

(4)

4 SCENE REPRESENTATION
In this section, we describe the MERF scene representation, which
is designed to enable real-time volumetric rendering of unbounded
scenes while maintaining a low memory footprint.

4.1 Volume Parameterization
MERF represents a scene using a 3D field of volume densities 𝜏 ∈ R+,
diffuse RGB colors cd ∈ R3, and feature vectors f ∈ R𝐾 , as shown in
Figure 2. These quantities are rendered using the deferred shading
model from SNeRG, described in Section 3.
We parameterize this field with a low-resolution 3D 𝐿 × 𝐿 × 𝐿

voxel grid 𝑉 and three high-resolution 2D 𝑅 × 𝑅 grids 𝑃𝑥 , 𝑃𝑦 , and
𝑃𝑧 , one for each of the cardinal 𝑦𝑧, 𝑥𝑧, and 𝑥𝑦 planes. Each element
of the low-resolution 3D grid and the three high-resolution 2D grids
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Fig. 3. A 2D visualization of (a) the spherical contraction function used
by Barron et al. [2022]; and (b) our piecewise projective contraction, both
applied to the same ray (in red). The spherical contraction maps a straight
line to a curve, which makes empty space skipping more expensive, while
our contraction maps a straight line to a small number of line segments.
The gray lines show the result of applying each contraction function to a
regular grid.

stores a vector with 𝐶 = 4 + 𝐾 channels In our experiments, we use
𝐶 = 8 and default to 𝐿 = 512 and 𝑅 = 2048.

We define the continuous field of 𝐶-vectors as the sum of trilin-
early interpolated vectors from the 3D grid and bilinearly interpo-
lated vectors from the three 2D grids:

t(𝑥,𝑦, 𝑧) = V(𝑥,𝑦, 𝑧) + P𝑥 (𝑦, 𝑧) + P𝑦 (𝑥, 𝑧) + P𝑧 (𝑥,𝑦), (5)

where V : R3 → R𝐶 is a trilinear interpolation operator using the
3D grid values, and P𝑖 : R2 → R𝐶 is a bilinear interpolation operator
using the grid perpendicular to the 𝑖th axis, for 𝑖 ∈ {𝑥,𝑦, 𝑧}.
We split the 𝐶-vector at any 3D location into three components

corresponding to density 𝜏 ∈ R, diffuse color c̃𝑑 ∈ R3, and view-
dependence feature f̃ ∈ R𝐾 , and then apply nonlinear functions to
obtain the three values:

𝜏 = exp(𝜏), cd = 𝜎 (c̃𝑑 ), f = 𝜎 (f̃), (6)

where 𝜎 is the standard logistic sigmoid function, which constrains
colors and features to lie within (0, 1). Note that we apply the nonlin-
earities after interpolation and summation, which has been shown
to greatly increase the representational power of grid representa-
tions [Karnewar et al. 2022; Sun et al. 2022].

4.2 Piecewise-projective Contraction
Mip-NeRF 360 [Barron et al. 2022] demonstrated the importance of
applying a contraction function to input coordinates when repre-
senting large-scale scenes with unbounded extent. The contraction
maps large far-away regions of space into small regions in con-
tracted space, which has the effect of allocating model capacity
towards representing high-resolution content near the input cam-
era locations.

The contraction function used in mip-NeRF 360 (Equation 4) non-
linearly maps any point in space x ∈ R3 into a radius-2 ball, and
represents the scene within this contracted space. While mip-NeRF
360’s contraction function is effective and efficient to evaluate, it

cannot be easily used in a real-time rendering pipeline with dis-
cretized voxels. This is because empty space skipping is critical
for efficient volume rendering, and requires a method for analyti-
cally computing the intersection between a ray and an axis-aligned
bounding box (AABB) of any “active” (i.e., occupied) content. As can
be seen in Figure 3a, mip-NeRF 360’s contraction function does not
preserve straight lines, and thereby makes ray-AABB intersections
challenging to compute.
To address this, we propose a novel contraction function for

which ray-AABB intersections can be computed trivially. The 𝑗th
coordinate of a contracted point is defined as follows:

contract𝜋 (x) 𝑗 =


𝑥 𝑗 if ∥x∥∞ ≤ 1
𝑥 𝑗
∥x∥∞ if 𝑥 𝑗 ≠ ∥x∥∞ > 1(
2 − 1

|𝑥 𝑗 |

)
𝑥 𝑗
|𝑥 𝑗 | if 𝑥 𝑗 = ∥x∥∞ > 1

, (7)

where ∥ · ∥∞ is the 𝐿∞ norm (∥x∥∞ = max𝑗 |𝑥 𝑗 |). This contrac-
tion function is piecewise-projective: it contains seven regions, and
within each region, it is a projective transformation. The unit cube
∥x∥∞ is preserved (i.e., the contraction function is the identity), and
the other six regions defined by the coordinate maximizing |𝑥 𝑗 | and
its sign each get mapped by a different projective transformation.
Because projective transformations preserve straight lines, any con-
tracted ray must be piecewise-linear, and the only discontinuities
in its direction are on the boundaries between the seven regions
(see Figure 3b for a 2D example with 5 regions). The origin and
direction of a ray can therefore be computed in contracted space,
which allows us to use standard ray-AABB intersection tests. Table 2
(c) shows that our proposed contraction function performs on par
with the original spherical contraction.

5 TRAINING AND BAKING
In this section, we describe how to efficiently optimize a MERF and
bake it into a representation that can be used for high-quality real-
time rendering. To achieve our goal of not losing quality during this
baking process, we take care to ensure that the baked representa-
tion and the scene representation we use during optimization both
describe the same radiance field. This requires a training procedure
that accounts for any baking discretization or quantization.

5.1 Efficient Training
Modeling high-resolution large-scale scenes requires high-capacity
representations that may consume prohibitive amounts of memory
during training. Significantly more memory is consumed during
training than during rendering because training requires that in-
termediate activations be stored for the sake of backpropagation
and that higher-precision per-parameter statistics be accumulated
for the Adam optimizer. In our case, we found that training re-
quires more than twelve times as much video memory as render-
ing. We thus optimize a compressed representation of MERF’s low-
resolution voxel grid and high-resolution 2D planes by parameteriz-
ing them as MLPs with a multi-resolution hash encoding [Müller
et al. 2022].
However, baking the MLPs’ outputs onto discrete grids for ren-

dering introduces a mismatch between the representations used for
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training and for rendering. Prior work accounted for this by fine-
tuning the baked representation [Yu et al. 2022], but fine-tuning
requires the entire representation to be stored in memory and suf-
fers from the aforementioned scalability issues. Instead, we simulate
finite grid resolutions during training by querying the MLPs at
virtual grid corners and interpolating the resulting outputs using
bilinear interpolation for the high-resolution 2D grids and trilinear
interpolation for the low-resolution voxel grid.

In addition to requiring high-capacity representations, high-resolution
large-scale scenes require dense samples along rays during volume
rendering, which also significantly contributes to the training mem-
ory footprint. To address this, mip-NeRF 360 introduced a hierar-
chical sampling technique that uses “proposal” MLPs to represent
coarse versions of scene geometry. A proposal MLP maps 3D po-
sitions to density values, which are converted into probability dis-
tributions along rays that are supervised to be consistent with the
densities output by the NeRF MLP. These proposal distributions
are used in an iterative resampling procedure that produces a small
number of samples that are concentrated around visible scene con-
tent. While this proposal MLP hierarchical sampling strategy is
effective for reducing the number of samples along each ray during
training, the proposal MLP is too expensive to evaluate for real-time
rendering purposes.

Instead, we use traditional empty space skipping during rendering,
which also concentrates representation queries around surfaces. To
avoid introducing a mismatch between training and rendering, we
only bake content in regions considered occupied by the proposal
MLP during training, as detailed in Section 5.3.

5.2 Quantization
To reduce our system’s memory consumption at render time, we
wish to quantize each of the 𝐶 dimensions at every location in the
grid to a single byte (see further discussion in Section 6). However,
simply quantizing the optimized grid values after training creates
mismatches between the optimized model and the one used for
rendering, which leads to a drop in rendering quality as shown in
Table 2 (b).

Our solution to this is to quantize the 𝐶 values at every location
during optimization. That is, we nonlinearly map them to lie in
[0, 1] using a sigmoid 𝜎 , then quantize them to a single byte using
a quantization function 𝑞, and finally affinely map the result to the
range [−𝑚,𝑚], as:

t̃′ = 2𝑚 · 𝑞
(
𝜎
(
t̃
) )
−𝑚 , (8)

where we choose𝑚 = 14 for densities (which are computed using an
exponential nonlinearity), and𝑚 = 7 for diffuse colors and features.
Note that this only quantizes the values stored in the grid, and the
non-linearities in Equation 6 are subsequently applied after linearly
interpolating and summing these values.
We implement the byte quantization function 𝑞 as:

𝑞(𝑥) = 𝑥 +�∇
(
⌊(28 − 1)𝑥 + 1/2⌋

28 − 1
− 𝑥

)
, (9)

where�∇ (·) is a stop-gradient, which prevents gradients from back-
propagating to its input. This use of a stop-gradient allows us to
obtain gradients for the non-differentiable rounding function by

treating 𝑞 as the identity function during the backward pass, which
is referred to as the straight-through estimator, as used in [Bengio
et al. 2013; Yin et al. 2019].

5.3 Baking
After training, we evaluate and store the MLP’s outputs on discrete
grids for real-time rendering. First, we compute a binary 3D grid A
indicating voxels that contributed to any training image (i.e., voxels
should not be stored if they correspond to occluded content, are not
sampled by any training ray, or have low opacity). To populate A,
we render all training rays and extract from them a set of weighted
points {(x𝑖 ,𝑤𝑖 )}, where x𝑖 is the point’s position, and 𝑤𝑖 is the
associated volume rendering weight from Equation 1. Note that
these points cluster around surfaces in the scene as they are sampled
with a proposal-MLP [Barron et al. 2022].

We mark the eight voxels surrounding a given point x𝑖 as occu-
pied if both the volume rendering weight 𝑤𝑖 and the opacity, 𝛼𝑖 ,
exceed a threshold set to 0.005. To cull as aggressively as possi-
ble, we compute 𝛼𝑖 based on the distance between samples 𝛿𝑖 used
by the real-time renderer — recall that it steps through contracted
space with a small uniform step size. As the proposal-MLP often
suggests steps larger than 𝛿𝑖 , computing 𝛼𝑖 this way leads to better
culling. However, we still guarantee voxels which contribute a signif-
icant opacity value (𝛼𝑖 > 0.005) are not culled in the final sampling
scheme. Note that while the opacity 𝛼𝑖 only depends on the density
at x𝑖 , the weight𝑤𝑖 also depends on densities along the entire ray,
making usage of𝑤𝑖 necessary to account for visibility. We observe
that the opacity check based on the real-time renderer’s step size
significantly decreases the fraction of the volume marked as occu-
pied. Note that this is in addition to the sparsity already achieved
by only considering voxels in locations that have been sampled
by the proposal-MLP. In contrast, existing baking pipelines often
do not consider the proposal-MLP and perform visibility culling
with uniformly-spaced sample points. This often results in fog-like
artifacts and floating blobs because the underlying 3D field can
have arbitrary values in regions not sampled by the proposal-MLP.
Table 2 demonstrates that our Proposal-MLP-aware baking pipeline
is almost lossless.
After computing the binary gridA, we bake the three high-resolution
2D planes and the low-resolution 3D voxel grid. Following SNeRG,
we store this voxel grid in a block-sparse format, where we only
store data blocks that contain occupied voxels. For empty space
skipping, we create multiple lower resolution versions of the binary
occupancy grid A with max-pooling. To reduce storage, we encode
textures as PNGs.

6 REAL-TIME RENDERING
We implement our real-time viewer as a Javascript 3D (three.js) web
application, based on SNeRG’s implementation, where rendering is
orchestrated by a single GLSL fragment shader.
For efficient ray marching, we employ a multi-resolution hier-

archy of occupancy grids. The set of occupancy grids is created
by max-pooling the full-resolution binary mask A with filter sizes
16, 32 and 128. For instance, if the base resolution is 4096, this results
in occupancy grids of size 256, 128 and 32, occupying a total of 18
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Outdoor Indoor
PSNR ↑ SSIM ↑ LPIPS ↓ PSNR ↑ SSIM ↑ LPIPS ↓

NeRF [Mildenhall et al. 2020] 21.46 0.458 0.515 26.84 0.790 0.370
NeRF++ [Zhang et al. 2020] 22.76 0.548 0.427 28.05 0.836 0.309
SVS [Riegler and Koltun 2021] 23.01 0.662 0.253 28.22 0.907 0.160
Mip-NeRF 360 [Barron et al. 2022] 24.47 0.691 0.283 31.72 0.917 0.180
Instant-NGP [Müller et al. 2022] 22.90 0.566 0.371 29.15 0.880 0.216
Deep Blending [Hedman et al. 2018] 21.54 0.524 0.364 26.40 0.844 0.261
Mobile-NeRF [Chen et al. 2022a] 21.95 0.470 0.470 − − −
Ours 23.19 0.616 0.343 27.80 0.855 0.271

Table 1. Quantitative results of our model on all scenes from Mip-NeRF 360 [Barron et al. 2022]. Models that render in real-time are highlighted. Mobile-NeRF
did not evaluate on the “indoor” scenes, so those metrics are absent.

MB of video memory. We leverage this multi-resolution hierarchy
of occupancy grids for faster space skipping. Given any sample loca-
tion, we query the occupancy grids in a coarse-to-fine manner. If any
level indicates the voxel as empty, we can skip the corresponding
volume until the ray enters a new voxel at that level and compute
the new sample location using the efficient ray-AABB intersection
discussed in Section 4.2. We only access the MERF scene represen-
tation for samples where all occupancy grid levels are marked as
occupied. Finally, we terminate ray marching along a ray once the
transmittance value 𝑇𝑖 (defined in Equation 1) falls below 2 × 10−4.
To further decrease the number of memory accesses during ren-

dering, we split textures into density and appearance (containing
diffuse RGB colors and feature vectors) components. When access-
ing the MERF representation at any location, we first query the
density component and only read the corresponding appearance
component if the voxel opacity computed from the returned den-
sity is nonzero. Moreover, we obtain an additional 4× speed-up by
optimizing the deferred rendering MLP. More specifically, we con-
duct loop unrolling, modify the memory layout to facilitate linear
accesses, and exploit fast mat4-multiplication.

7 EXPERIMENTS
We experimentally evaluate our model in terms of rendering qual-
ity, video memory consumption, and real-time rendering perfor-
mance. We compare MERF to a variety of offline view synthesis
methods (NeRF [Mildenhall et al. 2020], mip-NeRF 360 [Barron
et al. 2022], Stable View Synthesis [Riegler and Koltun 2021], and
Instant-NGP [Müller et al. 2022]), and real-time ones (Deep Blend-
ing [Hedman et al. 2018], Mobile-NeRF [Chen et al. 2022a], and
SNeRG [Hedman et al. 2021]). To make this evaluation as rigor-
ous as possible we evaluate against an improved version of SNeRG,
which we call SNeRG++. SNeRG++ uses many components of our
approach: multi-level empty space skipping, an optimized MLP im-
plementation, our improved baking pipeline, and post-activation
interpolation (which increases model expressivity by allowing for
intra-voxel discontinuities [Karnewar et al. 2022; Sun et al. 2022]).
Unless otherwise stated, for MERF we set the triplane resolution 𝑅
to 2048 and the sparse grid resolution 𝐿 to 512, and for SNeRG++
we set the grid resolution to 2048.

For evaluation, we use the challenging mip-NeRF 360 dataset
[Barron et al. 2022] which contains five outdoor and four indoor

scenes. All scenes are unbounded and require a high resolution
representation (20483) to be faithfully reproduced. If not indicated
otherwise, reported metrics are averaged over runs from the five
outdoor scenes. We evaluate rendering quality using peak-signal-
to-noise-ratio (PSNR), SSIM [Wang et al. 2004], and LPIPS [Zhang
et al. 2018].

7.1 Quality Comparison
We first compare our method to a variety of offline and real-time
view synthesis methods in terms of rendering quality on both out-
door and indoor scenes. As can be seen in Table 1, MERF achieves
better scores than the real-time competitors DeepBlending and
Mobile-NeRF on all three metrics. On the outdoor scenes, MERF
even achieves higher scores than the offline methods Instant-NGP,
NeRF and NeRF++ and performs on par with SVS in terms of PSNR
and SSIM, despite offline rendering quality not being the primary
focus of this work. In contrast, on indoor scenes MERF achieves
slightly lower scores than Instant-NGP, SVS, and NeRF++. This
might be a result of the indoor scenes containing more artificial
materials with stronger view-dependent effects that our shallow
decoder MLP ℎ designed for real-time rendering cannot model well.
Qualitatively, Figure 6 shows that our reconstructions of the back-
ground are much sharper compared to Mobile-NeRF and Instant-
NGP, which we attribute to using a scene contraction function.

7.2 MERF vs. SNeRG++
We begin our analysis with a comparison of MERF with SNeRG++:
both use the same training pipeline, view-dependent appearance
model, and rendering engine implementation, and this enables con-
trolled experiments. To support our claim that MERF provides a
favorable trade-off between memory consumption and rendering
quality, we train models with varying resolutions: For MERF, we
vary the feature plane resolution 𝑅 from 512 and 3072 while setting
the grid resolution 𝐿 to either 512 or 1024. Likewise, for SNeRG++,
we vary the grid resolution 𝐿 from 512 to 2048. To demonstrate the
benefit of adding a low-resolution sparse 3D grid, we also train our
models without the 3D grid. As can be seen in Figure 4, the mem-
ory consumption of SNeRG++ quickly rises to multiple gigabytes,
whereas our model scales better to higher resolutions. For models
without 3D grids we observe that quality saturates well below the
other models. In Figure 5 we see that our model (𝑅 = 2048, 𝐿 = 512)
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achieves similar quality to SNeRG++, while requiring a fraction of
the memory. Additionally, in Figure 7 we see that ablating the 3D
grid from MERF leads to a significant loss in quality.

7.3 Real-time Rendering Evaluation
Finally, we evaluate the rendering speed of MERF, MobileNeRF,
SNeRG++, and Instant-NGP in frames per second (FPS). Note that
MERF,Mobile-NeRF and SNeRG++ all run in the browser and use the
view-dependence model introduced by Hedman et al. [Hedman et al.
2021]. In contrast, Instant-NGP uses a different view-dependence
model, and is implemented in CUDA and is therefore less portable
across devices. For benchmarking the methods that include web
viewers (MERF, Mobile-NERF, SNeRG++) we use an M1 MacBook
Pro and set the rendering resolution to 1280× 720. When evaluating
against Instant-NGP, to make the comparison fair we use an RTX
3090 GPU (which Instant-NGP is optimized for) and increase the
rendering resolution to 1920× 1080 to demonstrate MERF’s scalabil-
ity on high-powered devices. As can be seen in Table 3, our method
runs faster than SNeRG++ while consuming only one fifth of the
memory. While MobileNeRF achieves higher frame rates on the
Macbook than MERF, it requires twice as much video memory and
reduces rendering quality (a 1.24 dB reduction in PSNR). This re-
duced quality is especially evident in background regions, as shown
in Figure 6. From our experiment with the RTX 3090, we see that
Instant-NGP does not achieve real-time performance (4 FPS), while
MERF renders at frame rates well above 100.

7.4 Limitations
Sincewe use the view-dependencemodel introduced in SNeRG [Hed-
man et al. 2021], we also inherit its limitations: By evaluating view-
dependent color once per ray, we are unable to faithfully model view-
dependent appearance for rays that intersect with semi-transparent
objects. Furthermore, since the tiny MLP has limited capacity, it
may struggle to scale to much larger scenes or objects with complex
reflections.
Moreover, our method still performs volume rendering, which

limits it to devices equipped with a sufficiently powerful GPU such
as laptops, tablets or workstations. Running our model on smaller,
thermally limited devices such as mobile phones or headsets will
require further reductions in memory and runtime.

8 CONCLUSION
We have presented MERF, a compressed volume representation
for radiance fields, which admits real-time rendering of large-scale
scenes in a browser. By using novel hybrid volumetric parameteriza-
tion, a novel contraction function that preserves straight lines, and
a baking procedure that ensures that our real-time representation
describes the same radiance field as was used during optimization,
MERF is able to achieve faster and more accurate real-time render-
ing of large and complicated real-world scenes than prior real-time
NeRF-like models. Out of all real-time methods, ours produces the
highest-quality renderings for any given memory budget. Not only
does it achieve 31.6% (MSE) higher quality in the outdoor scenes
compared to MobileNeRF, the previous state-of-the-art, it also re-
quires less than half of the GPU memory.

16 64 256 1024 4096

VRAM Consumption (MB)

21.5

22.0

22.5

23.0

23.5

P
S

N
R

Ours

Ours w/o 3D grid

SNeRG++

MobileNeRF

Fig. 4. PSNR (higher is better) vs VRAM consumption (lower is better) for
our model, our improved SNeRG baseline, MobileNeRF, and an ablation
of our model without 3D grids. Each line besides MobileNeRF represents
the same model with a varying resolution of its underlying spatial grid,
indicated by marker size.

PSNR ↑ SSIM ↑ LPIPS ↓
(a) Pre-baking 23.20 0.620 0.336
(b) w/o quant.-aware training 22.64 0.603 0.347
(c) Spherical contraction 23.22 0.619 0.341
Ours (Post-baking) 23.19 0.616 0.343

Table 2. We compare our final model after baking to the model before
baking (a) demonstrating that our Proposal-MLP-aware baking pipeline is
almost lossless. Omitting quantization-aware training (b) leads to a drop
in rendering quality. Our proposed contraction function performs on par
with the original spherical contraction function (c), while enabling efficient
ray-AABB intersection tests. Results are averaged over all outdoor scenes.

PSNR ↑ SSIM ↑ LPIPS ↓ VRAM ↓ DISK ↓ FPS ↑
MacBook M1 Pro, 1280×720

Mobile-NeRF 21.95 0.470 0.470 1162 345 65.7
SNeRG++ 23.64 0.672 0.285 4571 3785 18.7
Ours 23.19 0.616 0.343 524 188 28.3

NVIDIA RTX 3090, 1920×1080
Instant-NGP 22.90 0.566 0.371 − 107 4
Ours 23.19 0.616 0.343 524 188 119

Table 3. Performance comparison on the “outdoor” scenes.
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gardenvase

Ground truth Ours (2048/512) SNeRG++ (512) SNeRG++ (1024) SNeRG++ (2048)
198 MB 117 MB 489 MB 2372 MB

kitchenlego

Ground truth Ours (2048/512) SNeRG++ (512) SNeRG++ (1024) SNeRG++ (2048)
233 MB 213 MB 1000 MB 4570 MB

stump

Ground truth Ours (2048/512) SNeRG++ (512) SNeRG++ (1024) SNeRG++ (2048)
228 MB 210 MB 810 MB 3904 MB

Fig. 5. Visual comparison between MERF and various resolution SNeRG++ [Hedman et al. 2021] models. Total VRAM (GPU memory) usage during rendering
is listed beneath each method name. Only SNeRG++ (512) has comparable size to our model, whereas SNeRG++ (1024) and SNeRG++ (2048) are significantly
larger.

A TRAINING DETAILS
All SNeRG++ and MERF models use the same training hyperpa-
rameters and architectures. We train for 25000 iterations with a
batch size of 216 pixels. A training batch is created by sampling
pixels from all training images. We use the Adam [Kingma and Ba
2015] optimizer with an exponentially decaying learning rate. The
learning rate is warmed up during the first 100 iterations where it is
increased from 1e−4 to 1e−2. Then the learning rate is decayed to
1e−3. Adam’s hyperparameters 𝛽1, 𝛽2 and 𝜖 are set to 0.9, 0.99 and
1e−15, respectively. To regularize the hash grids we use a weight
decay of 0.1 on its grid values.

B ARCHITECTURE
For parameterizing all grids (i.e. 3D voxel grids and 2D planes) we
use an MLP with a multi-resolution hash encoding [Müller et al.
2022]. The hash encoding uses 20 levels and the individual hash
tables have 221 entries. Following Müller et al. [2022], hash colli-
sions are resolved with a 2-layer MLP with 64 hidden units. This
MLP outputs an 8-dimensional vector representing density, diffuse
RGB and the 4-dimensional view-dependency feature vector. For our
deferred view-dependency model we closely follow SNeRG [Hed-
man et al. 2021] and use a 3-layer MLP with 16 hidden units. As in
SNeRG viewing directions are encoded with 4 frequencies. Follow-
ing MipNeRF360 [Barron et al. 2022] we use hierarchical sampling
with three levels and therefore require two Proposal-MLPs. The
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flowerbed

Ground truth Ours Mobile-NeRF Instant NGP mip-NeRF 360

treehill

Ground truth Ours Mobile-NeRF Instant NGP mip-NeRF 360

Fig. 6. Visual comparison between MERF and other view synthesis methods. Mobile-NeRF [Chen et al. 2022a] is the only other real-time method (30fps or
better). Instant NGP [Müller et al. 2022] runs at interactive rates (around 5fps) and mip-NeRF 360 [Barron et al. 2022] is an extremely heavyweight offline
method (around 30 seconds to render a single frame), representing the current state-of-the-art view synthesis quality.

With low-resolution 3D grid Without low-resolution 3D grid

Fig. 7. Visual comparison between MERF with and without a low-resolution 3D voxel grid (both models use three high-resolution 2D grids). Omitting the 3D
grid often results in parts of the scene being poorly reconstructed; note the missing background in this example.

Proposal-MLPs consist of 2 layers with 64 hidden units and use
a hash encoding. Since a Proposoal-MLP merely needs to model
coarse geometry, we use for the Proposal-MLPs’ hash encodings
only 10 levels, a maximum grid resolution of 512 and a hash table
size of 216.

C BENCHMARKING
For each test scene we define a camera pose that is used for bench-
marking. Camera poses are set programmatically in each viewer.
For fair comparison, we ensure that resolutions and camera intrin-
sics (i.e. field of view) are identical across viewers. We compute the
average frame rate across 150 frames.

By default, Instant-NGP makes use of progressive upsampling,
where the image is first rendered at a lower resolution. When the
camera rests additional low resolutions images are rendered that
are dynamically combined into the final high resolution image. We
also implemented progressive rendering as part of our webviewer.
Independent of the method progressive upsampling speeds up ren-
dering in proportion to the ratio of target resolution and initial
render resolution. For simplicity, we disable progressive rendering
for benchmarking.
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