elongated because the computer printer prints out charac－ ters leaving more space between rows than between columns．
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CR CATEGORIES： $3.10,3.17,3.20,4.13,4.90$
procedure $\operatorname{EXPAND}(M)$ ；integer $M$ ；
comment This algorithm algebraically expands arbitrarily parenthesized expressions into monomials．Distribution is direct， without intermediate expansion of lower level expressions．The algorithm has been used as a part of algebra programs in the－ oretical physics［2，3］．It was devised by H．J．Kaiser［1］and re－ constructed by M．J．Levine．Expansion proceeds in two steps： First，parsing an input expression into a sequence of variable－ operator pairs with associated parenthesis－level information， and then picking out the variables which belong together as factors of monomial terms．EXPAND accepts an abbreviated Algol－like syntax：

〈variable）：：＝A｜B｜C｜D｜E｜F｜G，
〈primary＞：：＝〈variable〉｜（（expression〉）
$\langle$ term $\rangle::=\langle$ primary $\rangle \mid\langle$ term $\rangle \times\langle$ primary $\rangle$
$\langle$ expression $\rangle:=\langle$ term $\rangle \mid\langle$ expression $\rangle+\langle$ term $\rangle$
References：
1．Kaiser，H．J．Trace calculation on electronic computer． Nu － clear Physics 43 （1963）， 620.
2．Levine，M．J．Dirac matrix and tensor algebras on a compu－ ter．J．Computat．Phys． 1 （1967）， 454.
3．Swanson，S．M．Computer algorithms for Dirac algebra． J．Computat．Phys．4， 1 （1969），171；
begin
integer $L V L, N, T, U$ ；Boolean array $M U L T[0: M]$ ；
integer array $V, V L, O P L, I N D E X[0: M]$ ；
integer procedure $C H A R$ ；
begin
integer $C$ ；
$A:$ insymbol $(2, ' \times)+(A B C D E F G u ; ', C) ;$ if $C=12$ then go
to $A$ ；
$C H A R:=C$
end $C H A R$ ；
procedure DISTRIBUTE $(N)$ ；integer $N$ ；
comment There are two problems in distribution：first，to se－ lect the variables in an expression which belong together as factors of the current monomial，and then to alter the reference marks in USED to indicate the next monomial．A Boolean value in USED is associated with each variable－operator pair． The expression is scanned from the left to select the first un－ used variable，and then any variables in an additive relation to the selected variable are skipped before continuing the scanning for other factors．For the next monomial，the first selected variable followed by a＂+ ＂is marked used，and the marks on all the variables to the left are altered，depending on

```
    their operator type and level relation to the " + ". Distribu-
    tion is from left to right (initial factors change most often);
    begin
    integer \(I, J, K, L, L E V E L\);
    Boolean ALTER, PRODUCT, TERM;
        Boolean array USED[0:N];
    for \(K:=0\) step 1 until \(N\) do \(U S E D[K]:=\) false;
NEXT: ALTER := true; \(J:=I:=-1\);
FACTOR: \(I:=I+1\); if USED[I] then go to FACTOR;
    \(J:=J+1 ; \quad\) INDEX[J] \(:=I ;\)
SKIP: if MULT[I] then go to FACTOR; LEVEL := OPL[I];
    if \(L E V E L>0\) then
    begin
        if \(A L T E R\) then
        begin
            \(L:=L E V E L ; L E V E L:=V L[I]+1 ;\)
                USED[I]:= PRODUCT \(:=\) TERM \(:=\) true;
                \(A L T E R:=\) false;
        for \(K:=I-1\) step -1 until 0 do
        begin
            if \(O P L[K]<L E V E L\) then
            begin
                LEVEL:= OPL[K]; PRODUCT := MULT[K];
                if \(P R O D U C T\) then \(L E V E L:=L E V E L+1\);
                if \(L E V E L \leqq L\) then \(T E R M:=\) false
                end;
                if \(P R O D U C T\) then \(U S E D[K]:=T E R M\)
            end
        end
        else
        begin
\(R: \quad I:=I+1\); if \(L E V E L \leqq O P L[I]\) then go to \(R\)
        end;
        go to SKIP
    end;
    PROCESS \((J)\); if \(\neg A L T E R\) then go to NEXT;
    end DISTRIBUTE;
    procedure \(\operatorname{PROCESS}(J)\); integer \(J\);
    comment A skeletal output routine (normally, monomials are
        further manipulated, sorted, and accumulated);
begin
    integer \(I\); outstring ( \(\left(1^{\prime},+’\right)\);
    for \(I:=0\) step 1 until \(J\) do
    begin
        outsymbol \((1\), " \(\times)+(A B C D E F G\) ", \(V[I N D E X[I]])\);
        if \(I \neq J\) then outstring ( 1, " \(\times\) ")
        end
    end PROCESS;
    comment The following statements parse the input. A full-
        fledged input routine would extend (primary) to include num-
        bers and would class both " - " and " + " together as 〈adding
        operators \(\rangle\). DISTRIBUTE still works with only " + " and " \(\times\) "
        since a" - " is either absorbed into a following unsigned num-
        ber or replaced by the string " \(-1 \times\) ". Only a single subexpres-
        sion, followed by an unparenthesized " + ", is expanded at a
        time. \(M\) limits the size of this subexpression. A syntax error or
        a semicolon terminates the processing of input;
    \(L V L:=N:=0 ; \quad U:=C H A R ;\) if \(U<4\) then go to \(E R R\);
\(A: T:=U\); if \(U=13\) then \(T:=3\) else \(U:=C H A R\);
    if \(U \geqq 4\) then
    begin
        if \(T=1\) then
        begin
        \(\operatorname{MULT}[N]:=\) true; \(O P L[N]:=L V L ; \quad N:=N+1\)
    end
    else if \(T=3\) then
    begin
        \(M U L T[N]:=\) false; \(O P L[N]:=L V L\);
        if \(L V L=0\) then begin DISTRIBUTE \((N) ; N:=0\) end
```

