```
        converge := converge + 1;
        if converge }\geqq3\mathrm{ then go to TERMINATE else go to D;
C: converge := 1;
D: for }i:=1\mathrm{ step 1 until n do temp[i]:= x[i]
end \(m\);
go to THROUGH;
TERMINATE:
maxit \(:=m\); go to THROUGH;
SING:
singular \(:=0 ;\)
THROUGH:
end nonlinearsystem
```


## APPENDIX

We include a sample procedure evaluatekthfunction for the $2 \times 2$ system:

$$
\begin{array}{r}
\left(1-\frac{1}{4 \pi}\right)\left(e^{2 x_{1}}-e\right)+\frac{e}{\pi} x_{2}-2 e x_{1}=0 \\
\frac{1}{2} \sin \left(x_{1} x_{2}\right)-\frac{x_{2}}{4 \pi}-\frac{x_{1}}{2}=0,
\end{array}
$$

one solution of which is $(.5, \pi)$ see [2]
procedure evaluatekthfunction ( $x, y, k$ );
integer $k$; real $y$; array $x$;
begin switch functionnumber $:=F 1, F 2$;
go to functionnumber [k];
F1: $y:=2.71828183 \times(.920422528 \times(\exp (2 \times x[1]-1)-1)+$
$x[2] / 3.14159265-2 \times x[1])$;
go to RETURN;
F2: $y:=.5 \times \sin (x[1] \times x[2])-x[2] / 12.5663706-x[1] / 2$;
RETURN:
end evaluatekthfunction;
References:
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PERMUTATION [G6]
Charles L. Robinson (Reed. 12 Apr. 1967, 2 May 1967 and 10 July 1967)
Institute for Computer Research, U. of Chicago, Chicago, Ill.

* This work was supported by AEC Contract no. AT (11-1)-614.
procedure permute $(n, k, v)$; value $n, k$; integer array $v$; integer $n, k$;
comment This procedure produces in the vector $v$ the $k$ th permutation on $n$ variables. When $k=0, v$ takes on the value $1,2,3,4, \cdots, n$. This algorithm is not as efficient as previously published algorithms [1], [2], [3] for generating a complete set of permutations but it is significantly better for generating a random permutation, a property useful in certain simulation applications. Any non-negative value of $k$ will produce a valid permutation. To generate a random permutation, $k$ should be chosen from the uniform distribution over the integers from 0 to $n!-1$ inclusive;
begin integer $i, q, r, x, j$;
for $i:=1$ step 1 until $n$ do $v[i]:=0$;
for $i:=n$ step -1 until 1 do
begin
$q:=k \div i ; r:=k-q \times i ; x:=0 ; j:=n ;$
$n o:$ if $v[j]=0$ then
begin
if $x=r$ then go to it else $x:=x+1$
end;
$j:=j-1$; go to $n o$;
$i t: v[j]:=i ; k:=q$;
end
end
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