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#### Abstract

Complex systems usually contain design units that are logically related to several objects in the system. Some examples include: tracing, propagation of interrupts, multiobject protocols, security enforcement etc. This crosscutting between those design units and the objects is a natural phenomenon. But, using traditional implementation techniques, the source code - i.e. the classes - becomes tangled with the implementation of the crosscutting concerns.

AspectJ is an aspect-oriented extension to the Java ${ }^{\mathrm{TM}}$ programming language that enables the clean modularization of crosscutting concerns. Using AspectJ we can encapsulate in program modules (aspects) the implementation of those design units that would otherwise be spread across the classes.

This demo illustrates what the AspectJ language can do and it shows the tools that support developing programs with this language. We present an example program, and demonstrate the edit-compile-debug cycle in an IDE that supports AspectJ.
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