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Abstract: Teaching programming and computational thinking to young 
students has gained increasing attention in recent years. This great attention is 
attributed partially to the emergence of easy-to-use visual programming 
environments. These environments help students focus on the logic and 
concepts of programming and at the same time enhance their engagement. It 
has been shown that the characteristics of visual programming environments 
influence students’ engagement with programming. However, there is still no 
systematic investigation of these characteristics. This study aims to provide 
insights on the characteristics of visual programming environments for K-9 
education based on a systematic literature review of 83 empirical studies on  
K-9 teaching and learning programming. These characteristics are analysed 
based on the following four levels: a) functional features; b) student 
experience; c) teacher experience; d) disadvantages. Finally, herein we discuss 
the features that a programming environment for K-9 education could have to 
improve the experience of students and teachers. 
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1 Introduction 

Recently, teaching of programming to young students has gained increasing interest 
worldwide (Moreno-León et al., 2016). This is evident from the growing number of 
studies (e.g., Keane et al., 2019) focusing on teaching and learning programming to 
young students (Zhang and Nouri, 2019). Researchers in these studies (e.g., Fokides, 
2017b; Kalelioǧlu, 2015) argue that programming and algorithmic skills should be 
developed at an early age to lay the foundation for the future, as they enhance the 
scientific skills of K-9 students (Weintrop et al., 2015). To this end, many countries 
around the world have reformed their curricula to teach programming to younger students 
(Kalelioǧlu, 2015). 

Lye and Koh (2014) attribute the recent interest in teaching and learning 
programming for young students to the availability of easy-to-use visual programming 
environments. Their easy-to-use design is due to the visual characteristics, the provision 
of phrase library, the drag-and-drop mechanism and the fact that the blocks are more 
legible than plain text (Lin and Weintrop, 2021). These tools also prevent syntax errors 
and encourage students to focus on programming logic and concepts (Fronza et al., 2017; 
Lye and Koh, 2014; Sengupta et al., 2013; Tikva and Tambouris, 2021). In addition, 
visual programming environments focus on design and creation (Grover and Pea, 2013a), 
enhancing student engagement in programming by providing fun, motivation, enthusiasm 
(Lazarinis et al., 2018; Sáez-López et al., 2016). As an interactive technology, they can 
also enhance expressiveness (Papadakis, 2022). They are based on the constructionist 
tradition that emphasises on the self-directed learning through art, games and interactive 
stories (Weintrop and Wilensky, 2015). Such engaging and fun environments can lead 
young students to want to learn text-based programming in the future (Lin and Weintrop, 
2021). In contrast, text-based programming environments are not considered 
developmentally appropriate for younger students in K-9 education who are in the early 
stages of learning to read (Papadakis, 2021). Due to the aforementioned characteristics, 
visual programming environments are often exploited in studies involving young learners 
(e.g., Kalelioǧlu 2015; Moreno-León et al., 2016; Sáez-López et al., 2016; Zhong et al., 
2016). 
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However, previous research reveals that specific characteristics of programming 
environments such as gaming, provision of interaction and reward systems may affect 
students’ engagement (Hershkovitz et al., 2019). Therefore, it is important to investigate 
the characteristics of these environments, as well as the user experience they offer, in 
order to provide a holistic overview of the programming and computational thinking tools 
aimed at young students. 

The development of relevant research has led to the publication of reviews that 
investigate programming tools and technologies used in early years education. These 
efforts (e.g., Ching et al., 2018; Tang et al., 2019) mainly provide an overview of 
available tools and technologies by classifying them into general categories. However, 
apart from documenting and classifying these tools, there is a lack of investigation into 
the specific characteristics of visual programming environments used for teaching and 
learning programming in early years of education.  

This work aims to provide insights into the characteristics of visual programming 
environments used in K-9 education, by reviewing empirical studies focusing on K-9 
teaching and learning programming and computational thinking. The characteristics of 
visual programming environments are analysed based on the following four levels: 

a functional features 

b student experience 

c teacher experience 

d disadvantages. 

2 Background work 

The accumulation of previous research has led to the publication of relevant reviews 
(e.g., Ching et al., 2018) with the aim of providing an overview of programming and 
computational thinking tools and environments aimed at young students. Additionally, 
several literature reviews (e.g., Buitrago Flórez et al., 2017; Grover and Pea, 2013a;  
Hsu et al., 2018; Lye and Koh, 2014) include topics such as programming tools and 
environments, among others. Most of these reviews focus on issues such as the role of 
these tools in learning programming and developing computational thinking, as well as 
recording the tools used for this purpose in previous studies. 

Hsu et al. (2018) found that the tools used for teaching and learning computational 
thinking include programming environments, computer games, robots, board games, 
instant response system and videos. Ching et al. (2018) reviewed technologies aimed at 
developing computational thinking for young students by analysing them based on: 

a the design of the tools (agents’ type and manipulatives occurrence) 

b their pedagogical possibilities regarding the concepts (sequence, loops, conditionals, 
operators) that students can learn. 

To this end, they classify the aforementioned technologies in programming toys, board 
games, robot kits, programming applications/websites and animation/game development 
tools. In the same line, Buitrago Flórez et al. (2017) described the most powerful and 
useful tools for novice programming learners and classify them in Virtual approaches 
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(Scratch, Logo, Python), Real life experiences (LEGO®, LEGO® Mindstorms) and 
Game programming. Lin and Weintrop (2021) defined the approaches used in 
transitioning young learners from block-based to text-based programming environments. 

Grover and Pea (2013a) highlighted some of the features that effective computational 
thinking tools should have, including low floor and high ceiling. This means that tools 
should enable novice learners to easily create working programs; while at the same time 
must be powerful enough to create advanced programming projects. The low floor 
feature, as pointed out by Lin and Weintrop (2021), should be the main goal of all visual 
programming environments. Other studies (e.g., Papadakis, 2022; Resnick and 
Silverman, 2005) also emphasise the importance of low floor-high ceiling. Other 
significant features are the iterative exploration of computational thinking, the 
elimination of syntax errors, the motivation and engagement they offer and the ability to 
be used to bridge the gender gap in the programming field. 

Several studies support that visual programming tools allow students to better 
understand the principles of programming and computational thinking as they avoid 
unnecessary syntax such as the use of parentheses, questionmarks, etc. Additionally, 
students in most cases place code in the editor using drag and drop functionality. In these 
ways, students are helped to focus on the logic and concepts of programming (Grover and 
Pea, 2013a; Lye and Koh, 2014) and consequently develop new expressive and emotional 
ways (Papadakis, 2021). Several studies (e.g., Fokides, 2017a; Grover and Pea, 2013a; 
Hsu et al., 2018) also emphasise that teachers find visual programming more appealing to 
students. This is especially true for young students involved in programming.  

Visual programming environments can provide significant opportunities for learning 
programming and developing computational thinking to young students. However, 
investigation of their characteristics is still missing. This study aims to provide insight 
into visual programming environments’ characteristics and therefore could help educators 
identify the most appropriate environment in relation to their and their students’ needs. 

3 Method 

3.1 Study goal and research questions 

This study aims to provide insight into visual programming environments’ characteristics 
aimed at K-9 education. To this end, the following research questions are answered. 

RQ1 What are the visual programming environments aimed at K-9 education? 

RQ2 What are the characteristics of the visual programming environments aimed at K-9 
education? 

3.2 Procedure 

A systematic literature review based on Webster and Watson’s (2002) methodology was 
applied. The steps and results of the three phases of the procedure are presented in  
Figure 1. 
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Figure 1 Procedure 

 

3.2.1 Keywords identification 
During this phase, we identify the programming environments applied in K-9 education 
that serve as keywords for our search strategy. Figure 2 presents the steps of the 
Keywords Identification phase and the related results. 

Figure 2 Steps of the keywords identification phase and related results 

 

We started by doing a manual search in journals for reviews regarding programming and 
computational thinking in K-9 education. We searched for reviews dating back to 2006 
when Wing (2006) re-introduced ‘computational thinking’. We then applied the 
following inclusion criteria to the search results: 

a the main educational focus of the review is K-9 education 

b the scope of the review includes tools and environments for programming and 
computational thinking. 

Since only one review met the first criterion while did not meet the second, we replaced 
the first inclusion criterion with the following: the main educational focus of the review is 
K-12 education. Subsequently, we listed the programming environments included in the 
selected reviews. Finally, we applied the following inclusion and exclusion criteria to the 
recorded programming environments. 

Inclusion criteria: 
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• Active user: programming environments that are designed to encourage students to 
be creators of programming artefacts and not just consumers. This means that the 
final derivative of the process of learning is a functional program, a game, an 
animation or a programming artefact that a third person can use as a consumer 
(Dunjohn, 2013). 

• Visual programming: programming environments that include visual programming. 

• Exclusion criteria: programming environments that include an electronic physical 
agent and manipulatives for programming, robot kits, microcontrollers and board 
games. 

3.2.2 Study selection 
We searched for studies in the following scientific databases: ACM digital library, IEEE 
Xplore, ScienceDirect, ResearchGate and Google Scholar using as keywords the selected 
programming environments derived from the Keywords Identification phase described in 
Section 3.1.1. We then checked the results by reading all the titles and abstracts and 
removed studies that were not written in English language or we could not have full 
access to them. Finally, we scrutinised the remaining studies against inclusion and 
exclusion criteria presented in Table 1. 
Table 1 Inclusion and exclusion criteria 

Inclusion criteria Exclusion criteria 
Journals, conferences or books. Theoretical research and opinion articles. 
Empirical research where participants are K-9 
students or teachers. 

Studies that focus on grades greater than 9th 
grade, higher or adult education. 

3.2.3 Classification and data extraction 
During this step, we applied content analysis to the list of selected primary studies, as 
well as inspected the programming environments and their official websites. For each 
case we recorded the characteristics of the programming environments included in the 
case. Subsequently, we grouped them into the following four levels: 

a functional features 

b advantages in relation to the user experience for students 

c advantages in relation to the user experience for teachers 

d disadvantages. 

4 Results 

4.1 Visual programming environments targeting K-9 education 

In order to identify the programming environments targeting K-9 education we followed 
the procedure describe in Section 3.2.1. The search resulted in 12 reviews from which the 
following three (Ching et al., 2018; Grover and Pea, 2013a; Lye and Koh, 2014) met the 
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inclusion and exclusion criteria. We then, recorded 39 programming environments listed 
in the aforementioned reviews and removed three duplicates. 

Finally, the following 11 programming environments met the inclusion and exclusion 
criteria: AgentCubes, AgentSheets, Alice, Code.org, Game Maker, Hopscotch, Kodu, 
MIT App Inventor, Scratch, Snap!, Tynker 

4.2 Characteristics of visual programming environments 

4.2.1 Overview 
Study selection phase is described in Section 3.2.2. Initially, the searches resulted in  
225 studies. Finally, the review includes 83 primary studies that met the inclusion and 
exclusion criteria. In addition, the official websites of the programming environments are 
also included in the review. The total cases are presented in Appendix. 

Most of the selected studies (67.47%) apply qualitative research methods, but without 
much difference with those that use quantitative research methods (59.03%). A 26.5% 
percentage of the selected studies use both qualitative and quantitative methods. Table 2 
presents the classification of studies by followed method. 
Table 2 Method followed 

Research method Case (id) Sum 
Qualitative 
research 

C1, C4, C6, C9, C12, C13, C15, C16, C20, C21, C25, C27, 
C28, C31, C32, C34, C38, C40, C41, C46, C47, C50, C55, 
C56, C58, C59, C62, C63, C66, C68, C70, C76, C77, C78 

34 

Quantitative 
research 

C2, C5, C7, C8, C10, C11, C17, C23, C24, C33, C37, C44, 
C45, C48, C49, C52, C60, C61, C64, C65, C67, C69, C71, 

C73, C74, C80, C82 

27 

Both C3, C14, C18, C19, C22, C26, C29, C30, C35, C36, C39, C42, 
C43, C51, C53, C54, C57, C72, C75, C79, C81, C83 

22 

Figure 3 Interventions per programming environment 
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The programming environment most used in the selected studies is Scratch  
(34 interventions) followed by MIT App Inventor (17 interventions), Alice  
(ten interventions) and Kodu (nine interventions). The remaining programming 
environments appear in less of five interventions in the selected studies. The number of 
interventions per programming environment is presented in Figure 3. 

4.2.2 Functional advantages of programming environments 
Investigation of the selected studies reveals the following functional advantages of visual 
programming environments targeting K-9 students: object-oriented programming, visual 
to text-based language translator, open-source code, online project library, connectivity 
with other programming environments, and connectivity with external agents. Table 3 
presents the classification of programming environments in each functional advantage. 
Table 3 Functional advantages 

Advantages Programming environment Case (id) 
Object-oriented 
programming 

AgentCubes, AgentSheets, 
Alice, Game Maker, 

Hopscotch, Kodu, MIT App 
Inventor, Scratch, Snap!, 

Tynker 

C1, C3, C6, C9, C10, C11, C23, 
C24, C26, C27, C36, C41, C47, 
C51, C53, C55, C58, C60, C61, 
C68, C71, C73, C74, C75, C76, 

C77, W2, W4, W10 
Visual to text-based 
language translator 

Alice, Code.org, Game 
Maker, Tynker 

C38, C41, W2, W3, W4, W10 

Open-source code Code.org, MIT App Inventor, 
Scratch, Snap! 

W3, W7, W8, W9 

Online project library AgentCubes, AgentSheets, 
Hopscotch, Kodu, MIT App 

Inventor, Scratch, Snap! 

C6, C13, C19, C52, C55, C61, C63, 
C73, W1, W5, W6, W9 

Internet security Hopscotch W5 
Connectivity with other 
programming 
environments 

Hopscotch, Tynker W5, W10 

Connection with external 
agents 

Hopscotch, MIT App 
Inventor, Scratch 

C19, C25, C31, C50, C63, C70, 
C71, C72, W5, W7, W8 

Ten of the 11 programming environments follow the principles of object-orientated 
programming by allowing users to apply classes, abstraction, inheritance and 
encapsulation. Only five of them have methods that are either ready-made or allow users 
to make their own (AgentCubes, AgentSheets, Alice, MIT App Inventor, Snap!). 

Four of the listed programming environments include visual to text code translation. 
This feature allows translation of visual programming blocks into text programming 
languages as follows: Java (Alice), JavaScript (Code.org, Tynker), Python 
(Tynker),GameMaker (Game Maker Language). 

Only four of the selected programming environments are open-source. Open-source 
allows programming environments to be improved and customised according to existing 
needs, thus making a programming environment useful to almost everyone, as new or 
existing features can be added or changed. 

Seven programming environments include an online project library. Allowing 
students to upload their projects, which can then be downloaded by other students and 
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worked on or improved upon can provide additional motivation and inspiration. It can 
also increase collaboration between students in the classroom and the wider online 
community (Papadakis et al., 2014; Resnick et al., 2009) as well as give an open-source 
character to students’ creations (Perdikuri, 2014). However, only Hopscotch provides 
Internet Security features for young primary school students. Internet Security applies to 
cases where an online project accepts feedback from other users, checking whether there 
is a risk of cyber bullying. 

Connectivity with other programming environments allows easy transfer of projects 
between environments. For example, Hopscotch and Tynker provide the ability to import 
projects made with Scratch (Dunjohn, 2013). This function, of course, is difficult to 
achieve for all environments as they do not have similar functions, or even the operating 
systems they run on are different. 

4.2.3 Advantages related to the user experience of teachers  
The investigation of the selected studies reveals the following advantages related to the 
user experience of teachers: easy to learn/teach, multidisciplinary/intersectionality, 
classroom management tool, real-time project analysis or grading, online community, and 
support material. Table 4 presents the classification of programming environments in 
each advantage regarding the user experience of teachers. 
Table 4 Advantages related to the user experience of teachers 

Advantages Programming Environment Case (id) 
Easy to learn / teach AgentSheets, Game Maker, 

Kodu, MIT App Inventor, 
Scratch, Snap! 

C6, C7, C12, C18, C20, C24, 
C26, C38, C42, C47, C48, 
C49, C51, C56, C57, C58, 

C59, C63, C73, C76 
Multidisciplinary / 
intersectionality 

Alice, Code.org, Game Maker, 
Hopscotch, Kodu, MIT App 

Inventor, Scratch, Snap!, Tynker 
 

C11, C12, C14, C15, C16, 
C17, C18, C20, C24, C26, 
C32, C41, C43, C50, C51, 
C52, C57, C58, C59, C62, 

C68, C69, C73, C80, C83, W2, 
W5, W10 

Classroom management tool Code.org, Hopscotch, Tynker C43, W3, W5, W10 
Real-time project analysis or 
grading 

AgentCubes1, Tynker C9, W10 

Online community Code.org, Game Maker, 
Hopscotch, Kodu, Scratch, 

Snap!, Tynker 

C13, C60, C68, C82, C83, W3, 
W4, W5, W6, W8, W9, W10 

Supporting material Alice, Code.org, Game Maker, 
Hopscotch, Kodu, MIT App 

Inventor, Scratch, Snap!, Tynker 

C2, C43, C56, C68, C83, W2, 
W4, W5, W6, W8, W9, W10 

Note: This feature is only supported in the online version of AgentCubes 
Source: Basawapatna et al. (2015) 

For six of the 11 programming environments there are reports of ease of learning by the 
teachers themselves. Consequently, when teachers can easily learn a programming 
environment, they can teach their students more easily. It is easier to learn and teach a 
programming environment when it avoids the need to memorise complex syntax 
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(Kalelioǧlu and Gülbahar, 2014; Lazarinis et al., 2018; Morelli et al., 2010). Additional 
ease can be provided by the hypertonicity of the blocks while the code is executed as it 
happens in Code.org and Scratch (Papadakis et al., 2014). 

Interdisciplinary features are observed in nine programming environments. 
Interdisciplinarity can help introduce programming to students through courses that are 
not directly related to programming (Lewis, 2010; Rodger et al., 2010). 

Only three out of ten programming environments have a class management tool. 
Creating an online classroom and having it managed by teachers is a very powerful tool 
for both teachers and students. Important functions are the possibility of enrolling and 
accepting students, receiving detailed reports on student progress (Kalelioǧlu, 2015) and 
creating courses and exercises in addition to the ready-made ones offered. Another 
function considered important is the automatic analysis and advice to teachers 
(Basawapatna et al., 2015) or, as in Tynker, the automatic correction and grading of 
students’ projects. In addition, a classroom management tool feature can increase 
collaboration between students and enhance work outside the classroom (Kalelioǧlu, 
2015). 

Seven programming environments have an official online community. An active 
online community can help teachers exchange opinions and ideas, lesson plans, solve 
questions with the help of other teachers who are currently online, and also find tutorials 
and educational materials (Resnick et al., 2009). 

Finally, nine programming environments provide teachers with supporting material, 
such as exercise booklets, instructional videos and syllabi for programming or other 
courses. 

4.2.4 Advantages related to the user experience of students 
The investigation of the selected studies reveals the following advantages related to the 
user experience of students: Focus on programming concepts, computational thinking 
development, creativity, development of problem-solving skills, code blocks 
categorisation by colour, ability to create new blocks of code, immediate explanation of 
code blocks, instant code feedback, hypertension of corresponding blocks of code during 
execution, automatically prevent incorrect code input, translated into other languages, 
low floor/high ceiling, create or import of custom graphics, motivation for teamwork, 
additional incentives for use. Table 5 shows the classification of programming 
environments in each advantage in terms of students’ user experience. 

Ten of the 11 programming environments have code-generating mechanisms 
designed in such a way that students can focus on the concepts and logic of programming 
and not get stuck in writing code that can frustrate them (Cooper, 2010; Cooper et al., 
2003; Costa and Miranda, 2016; Sykes, 2007). As Repenning (2017) mentions, in the 
complex mechanisms of constructing a function, there must be a way to simplify it so that 
students do not get bored. 

All programming environments focus on the development of computational thinking. 
Its development through a programming environment can be achieved through interactive 
simulations, testing of the theories taught, visualisation of the actions taken to solve a 
problem and more generally through the exploration of other scientific fields through 
programming (Basawapatna et al., 2013a; Lazarinis et al., 2018). Ten of them particularly 
focus on the development of students’ problem-solving abilities. 
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Table 5 Advantages related to the user experience of students 

Advantages Programming Environment Case (id) 
Focus on 
programming 
concepts 

AgentCubes, AgentSheets, 
Alice, Code.org, Game 
Maker, Hopscotch, MIT 
App Inventor, Scratch, 

Snap!, Tynker 

C2, C4, C5, C7, C11, C13, C16, C17, 
C18, C24, C25, C30, C33, C35, C36, 
C38, C41, C43, C44, C45, C47, C48, 
C49, C50, C51, C52, C53, C55, C56, 
C58, C61, C64, C67, C69, C70, C71, 
C72, C73, C74, C75, C83, W2, W10 

Computational 
thinking 
development 

AgentCubes, AgentSheets, 
Alice, Code.org, Game 

Maker, Hopscotch, Kodu, 
MIT App Inventor, Scratch, 

Snap!, Tynker 

C1, C3, C4, C7, C9, C10, C13, C17, 
C18, C20, C23, C24, C29, C30, C32, 
C35, C36, C38, C39, C41, C43, C44, 
C47, C48, C53, C55, C56, C58, C61, 
C62, C64, C67, C69, C70, C71, C72, 
C74, C76, C77, C81, C82, W2, W10 

Creativity AgentCubes, AgentSheets, 
Alice, Code.org, Game 

Maker, Hopscotch, Kodu, 
MIT App Inventor, Scratch, 

Snap!, Tynker 

C3, C4, C11, C13, C24, C31, C36, C38, 
C41, C42, C43, C47, C51, C53, C56, 
C62, C63, C72, C73, C75, C76, C79, 

C80, C81, C82, W1 

Development of 
problem-solving 
skills 

AgentCubes, AgentSheets, 
Alice, Game Maker, 

Hopscotch, Kodu, MIT 
App Inventor, Scratch, 

Snap!, Tynker 

C1, C3, C4, C5, C7, C12, C17, C19, 
C23, C24, C25, C30, C32, C36, C41, 
C42, C44, C47, C48, C54, C56, C57, 
C58, C61, C63, C72, C74, C76, C77, 

C79, C81, C82 
Code blocks 
categorisation by 
colour 

Code.org, Hopscotch, 
Kodu, MIT App Inventor, 

Scratch, Snap!, Tynker 

C13, C47, C53, C60, C61, C71, C72, 
C73, C76, C78, W3, W5, W6, W8, W9, 

W10 
Ability to create 
new blocks of code 

AgentCubes, AgentSheets, 
Scratch, Snap! 

C33, C51, W1, W8, W9 

Immediate 
explanation of code 
blocks 

Kodu, Scratch, Snap!, 
Tynker 

C51, C53, C76, W9, W10 

Instant code 
feedback 

Code.org, Game Maker, 
Tynker 

C41, W3, W4, W10 

Hypertension of 
corresponding 
blocks of code 
during execution 

Code.org, Kodu, Scratch, 
Snap! 

C60, W3, W6, W9 

Automatically 
prevent incorrect 
code input 

Alice, Kodu, Scratch C18, C49, C60, C68, C75, C76, C77, 
C78, C82 

Translated into 
other languages 

Code.org, Hopscotch, MIT 
App Inventor, Scratch, 

Snap! 

W3, W5, W7, W8, W9 

Low floor / high 
ceiling 

AgentCubes, AgentSheets, 
Alice, Code.org, Game 

Maker, Hopscotch, Kodu, 
MIT App Inventor, Scratch, 

Snap!, Tynker 

C6, C18, C31, C34, C38, C45, C47, C48, 
C58, C63, C68, C74, C76, C82, W1, W2, 

W3, W9, W10 

 



   

 

   

   
 

   

   

 

   

    Visual programming and computational thinking environments 105    
 

    
 
 

   

   
 

   

   

 

   

       
 

Table 5 Advantages related to the user experience of students (continued) 

Advantages Programming Environment Case (id) 
Create or import of 
custom graphics 

AgentCubes, AgentSheets, 
Alice, Code.org, Game 
Maker, Hopscotch, MIT 
App Inventor, Scratch, 

Snap!, Tynker 

C11, C12, C21, C25, C36, C51, C53, 
C60, C62, C68, W1, W2, W3, W5, W9, 

W10 

Motivation for 
teamwork 

AgentSheets, Alice, 
Code.org, Game Maker, 

Kodu, MIT App Inventor, 
Scratch, Snap! 

C6, C14, C23, C24, C25, C26, C28, C29, 
C32, C37, C38, C39, C41, C42, C43, 

C44, C54, C58, C60, C68, C80 

Additional 
incentives for use 

AgentCubes, AgentSheets, 
Alice, Code.org, Game 

Maker, Hopscotch, Kodu, 
MIT App Inventor, Scratch, 

Snap!, Tynker 

C1, C2, C3, C4, C5, C6, C7, C8, C11, 
C12, C13, C14, C15, C16, C20, C24, 
C25, C26, C33, C34, C35, C36, C38, 
C40, C41, C43, C46, C47, C48, C50, 
C52, C53, C56, C58, C59, C60, C62, 
C64, C65, C67, C69, C70, C72, C74, 

C75, C76, C79, C80, W10 

Focusing on some of the more technical features that aid learning, seven programming 
environments were found to provide block categorisation by colour according to their 
type of functionality. 

Only four of the 11 programming environments allow students to create their own 
blocks of code and add them to the code library according to their needs. Therefore, 
students are not limited to using only predefined blocks. At the same time, by creating 
new solutions and blocks, students’ creativity is enhanced (Repenning and Sumner, 
1995). 

Instant explanation of the ready-made blocks of code in the library is offered by four 
programming environments. In Scratch, when students click on the desired block, they 
discover its function as it is executed on the screen (Maloney et al., 2008) while in 
Tynker, an explanatory video is displayed. Kodu has descriptive tiles (WHEN-DO), so 
practically students can immediately see what a piece of code can do (Aggarwal et al., 
2018). In addition, three programming environments give direct feedback on the 
generated code after its execution. 

In addition, highlighting the code snippet while it is running can help students 
understand it better. This feature, which is only available at Code.org, Kodu, Scratch and 
Snap!, can be very useful as it facilitates the control of large programs (Papadakis et al., 
2014). 

Three programming environments do not allow students to enter a piece of code that 
is incorrect (Cooper, 2010; Cooper et al., 2003; Costa and Miranda, 2016; Resnick et al., 
2009; Sykes, 2007). However, this function is controversial, as according to some 
studies, (e.g., Cooper et al., 2003; Sykes, 2007) it does not allow students to learn from 
their mistakes. 

All of the selected programming environments are designed to be equally interesting 
to both beginners and advanced learners, as they allow beginners to learn relatively 
easily, while providing experienced users with features and mechanisms that allow them 
to create more complex programs. Thus, the risk of frustration for beginners and the 
boredom for students with previous programming experience can be avoided 
(Basawapatna et al., 2013b; Ioannidou et al., 2009; Repenning, 2012). 
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In ten programming environments students can design or import custom graphics 
based on their own needs. This process can increase their interest (Resnick et al., 2009). 
However, it should not be too complicated and difficult to avoid the opposite effect 
(Remshagen et al., 2018; Rodger et al., 2010). 

Eight programming environments provide some motivation to increase students’ 
teamwork and collaboration. For example, Alice encourages students to unite their 
worlds and create larger or online libraries with comments received from other students. 
Other environments (e.g., Scratch, Tynker) encourage students to create group projects 
(Chuter, 2016; Cooper et al., 2003; Padlipsky, 2018; Werner et al., 2012). 

In addition, all 11 programming environments provide additional incentives for 
students. Some examples are the transfer and execution of student projects on everyday 
objects, such as smartphones (Grover and Pea, 2013b; Papadakis et al., 2014; Perdikuri, 
2014), the use of the reward system with the distribution of points or stars after the 
completion of the project, the use of familiar objects in projects (Cooper, 2010; Empson, 
2014; Kalelioǧlu, 2015; Sykes, 2007) and the provision of everyday life problems to be 
solved (Trory et al., 2018). In addition, the combination of the reward system with the 
simultaneous existence of multiple solutions where the optimal solution gets more points, 
can increase motivation (Kalelioǧlu, 2015) but also competitiveness in the classroom 
(Gedik et al., 2017). 

4.2.5 Disadvantages of the studied programming environments 
Examination of the selected studies reveals the following disadvantages: future difficulty 
in logical connection with real (text-based) programming, hard to understand 
programming language, difficult to detect errors or relations between objects, repetition, 
disorientation from programming, limited graphics, mandatory Google account, 
bugs/problems, quite complicated, especially at younger ages, feedback error messages 
can discourage the students. Table 6 presents the classification of programming 
environments in each disadvantage. 

Particular attention should be given to how programming is introduced in K-9 
education. If too much emphasis is placed on non-programming elements, such as 
animation, students may in the future find it difficult to relate the knowledge they have 
acquired to text programming, as observed in Alice (Lewis, 2010). In the same line, 
Maloney et al. (2008) point out that the students who participated in their study were 
distracted from learning programming and its concepts by things that are too impressive 
to the child’s eye, such animations in Scratch. On the other hand, in the studies of 
Kalelioǧlu and Gülbahar (2014) and Fokides (2017a), students and teachers complained 
about the limited graphics provided in Scratch. 

The level of difficulty of the respective programming environment should be also 
taken into account. For example, Repenning (2017) found that the programming language 
of AgentCubes and AgentSheets was extremely difficult for the elementary school 
students who participated in his study, even the most eager of them. In addition, in the 
aforementioned programming environments and App Inventor, debugging proved to be 
very difficult especially in large programs (Monteiro et al., 2017; Papadakis et al., 2014). 
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Table 6 Disadvantages 

Disadvantages Programming environment Case (id) 
Future difficulty in logical connection with 
real (text-based) programming 

Alice C49 

Hard to understand programming language AgentCubes, AgentSheets C55 
Difficult to detect errors or relations between 
objects 

AgentCubes, AgentSheets, 
MIT App Inventor 

C55, C60 

Forgotten hidden objects can result to 
underperforming programs 

AgentCubes, AgentSheets C55 

Repetition Scratch C60 
Disorientation from programming Scratch C53 
Limited graphics Kodu, Scratch C3, C26, 

C42, C66 
Mandatory Google account MIT App Inventor, Tynker C63, W10 
Bugs / Problems AgentCubes, AgentSheets, 

Alice, MIT App Inventor, 
Tynker 

C19, C55, 
C63, C75 

Quite complicated, especially at younger ages Game Maker C41 
Feedback error messages can discourage the 
students 

Game Maker C41 

Available only on one platform Hopscotch C34, C74, 
C83 

Mandatory Software Installation AgentCubes, AgentSheets, 
Kodu 

C59, W1 

Working with multiple screens MIT App Inventor C57 

Some other problems regarding the use of the selected programming environments 
include: 

• Slow or sudden loss of connection to the main server (MIT App Inventor). 

• Sudden program errors leading to project loss (Alice). 

• Malfunction of the recycling bin (MIT App Inventor). 

• Unable to save large projects (Alice). 

• Missing ‘undo’ function (MIT App Inventor). 

• Limited version on mobile devices (Tynker). 

• Overlay elements without indication, so only the top element is visible (AgentCubes, 
AgentSheets). 

• Problems with the simultaneous use and real time updating of projects by two or 
more students. This was observed during the simultaneous operation of Scratch and 
specifically during saving, where the user who saves last does the work of the 
previous one on the same project, to be lost (Remshagen et al., 2018). 
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5 Discussion and recommendations 

The analysis of the selected programming environments targeting K-9 education 
highlights important features that could enhance the learning and teaching of 
computational thinking and programming at K-9 education but also shortcomings. In the 
following paragraphs we discuss these features as well as their presence in the selected 
environments. 

The selected programming environments use visual programming. This type of 
programming helps beginners become familiar with programming and easily develop the 
skills needed to create complex programs. In addition, these environments are suitable  
for the entire age range of students in K-9 education with the aim of developing  
problem-solving skills, creativity, collaboration and participation. They also enable 
students to develop their own projects involving emotional and cognitive processes. In 
this way, learning programming becomes more accessible and exciting for students. This 
is consistent with studies (e.g., Dunjohn, 2013, Sáez-López et al., 2016) showing that 
students get excited when they create their own games. However, if the tools are too 
complicated, then the risk of abandonment and frustration with programming increases. 

The results suggest that increasing student motivation is of significant importance. All 
11 programming environments include incentive features for students. Besides the 
interest in the final project being created, rewards and unlocking additional features could 
be additional ways to increase motivation. Additional characters could also be used to 
engage students. Other ways include using high scores and leader boards. The most 
important motivation, however, is for students to be involved in problem solving with 
examples from their own reality that are important to them. 

Open-source environments can be customised to the students’ and teachers’ needs in 
order to offer specialised motivation. In this way, an open-source environment has the 
potential to be constantly improved with new features. However, only four of the selected 
programming environments are open source, with two of them being the most popular 
among researchers in the selected primary studies (MIT App Inventor and Scratch). Alice 
which is the third most popular application in the selected studies has only a few  
open-source modules. This suggests the need for open-source programming environments 
that can be configured with the aim of further improving them and consequently 
improving the learning process. 

Regarding the functional characteristics of the environments, a gap in compatibility 
between different environments was observed. In addition, although visual block 
programming favours the use of these environments on mobile devices, few of them 
include the feature of connectivity with external devices such as GPS and sensors. 

The use of these environments from an early age increases the need for security. 
However, this is the biggest gap that has been observed, especially with regard to the 
creations that students upload to online libraries. There is a need for greater control over 
how students upload their creations, who has access to these online libraries and to what 
extent each user can access them. 

From the teacher’s point of view, the analysis revealed important characteristics 
found in the majority of the selected environments (9 out of 11). Based on this, it is 
proposed that programming environments aimed at K-9 education should include the 
following features. First, they should be easy to use even by teachers with no previous 
programming experience. Second, they must be able to be used in subjects besides 
Computer Science, especially in lower grades where the goal is to develop computational 
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thinking and problem-solving skills rather than coding skills. Third, the environments 
should provide various supporting materials for teacher training and use in the classroom. 

A classroom management tool is an additional feature that helps teachers to better 
organise their lessons and monitor students’ progress, identifying where they are having 
difficulty and providing them with more focused assistance. The existence of this feature 
did not prove to be very widespread in the selected environments, while its individual 
functions such as automatic grading and student feedback are even more limited. 

Various factors, such as educational objectives, gender and age of the students, 
determine which of the characteristics described in the results section can be considered 
of major importance. Therefore, teachers are likely to consider different characteristics as 
important based on the specific purposes of their educational process. For example, 
teachers who aim to prepare their students for text programming languages are expected 
to focus on programming environments that include an optical to text-based language 
translator. The present study can therefore facilitate teachers in selecting the appropriate 
environments for them by presenting and categorising their characteristics. Future 
research could focus on investigating the relationships between the characteristics 
presented herein with specific educational objectives and students’ engagement and 
motivation, providing more insights in this direction. 

6 Limitations 

The limitations of the study are reported in this section. The limitations concern the  
non-inclusion of all relevant research based on specific criteria applied by the authors. In 
the present study, only research written in English and published after 2006 was selected. 
In addition, searches were contacted for programming environments targeting K-9 
education based on keywords derived from the analysis of other reviews. This has led to 
the inclusion of certain programming environments listed in these reviews. Therefore, the 
study does not include all of the visual programming environments that may be targeted 
at K-9 education because they have not been studied in scientific papers. Lastly, the 
inclusion of only visual programming environments where students are active users could 
be an additional limitation. 
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Table A1 Selected cases (continued) 
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Table A1 Selected cases (continued) 
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Scratch 
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Table A1 Selected cases (continued) 
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Table A1 Selected cases (continued) 
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Code.org 

C66 Remshagen, A., Gray, K. and Lee, T. (2018) ‘A Scratch hackathon 
for teens’, Proceedings of the 2018 International Conference on 

Frontiers in Education: Computer Science and Computer 
Engineering (FECS’18), CSREA Press, pp.136–140. 

Scratch 

C67 Repenning, A., Lamprou, A., Petralito, S., and Basawapatna, A. 
(2019) ‘Making computer science education mandatory: Exploring a 
demographic shift in Switzerland’, ITiCSE ‘19: Proceedings of the 
2019 ACM Conference on Innovation and Technology in Computer 

Science Education, Association for Computing Machinery, New 
York, NY, USA, pp.422–428. 

AgentCubes 

C68 Resnick, M., Maloney, J., Monroy-Hernandez, A., Rusk, N., 
Eastmond, E., Brennan, K., Millner, A., Rosenbaum, E., Silver, J., 
Silverman, B. and Kafai, Y. (2009) ‘Scatch: programming for all’, 

Communications of the ACM, Vol. 52, No. 11, pp.60–67. 

Scratch 

C69 Rodger, S., Hayes, J., Lezin, G., Qin, H., Deborah, N. and Tucker, R. 
(2009) ‘Engaging middle school teachers and students with Alice in a 

diverse set of subjects’, SIGCSE ‘09 Proceedings of the 40th ACM 
technical symposium on Computer Science Education, Association 

for Computing Machinery, New York, NY, USA, pp.271–275. 

Alice 

C70 Roy, K. (2012) ‘App Inventor for Android: report from a summer 
camp’, SIGCSE ‘12 Proceedings of the 43rd ACM Technical 
Symposium on Computer Science Education, Association for 
Computing Machinery, New York, NY, USA, pp.283–288. 

MIT App 
Inventor 

C71 Ruan, L., Patton, E. and Tissenbaum, M. (2017) ‘Evaluations of 
programming complexity in App Inventor’, in Kong, S.C. et al. 
(Eds.): CTE 2017 International Conference on Computational 

Thinking Education, pp.2–5. 
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Table A1 Selected cases (continued) 
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Table A2 Selected programming environments 

id Official website Programming environment 
W1 https://agentsheets.com AgentCubes, AgentSheets 
W2 https://www.alice.org Alice 
W3 https://code.org Code.org 
W4 https://www.yoyogames.com/gamemaker Game Maker 
W5 https://www.gethopscotch.com Hopscotch 
W6 https://www.kodugamelab.com Kodu 
W7 https://appinventor.mit.edu/ MIT App Inventor 
W8 https://scratch.mit.edu/ Scratch 
W9 https://snap.berkeley.edu/ Snap! 
W10 https://www.tynker.com Tynker 

 


