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Abstract. How to improve the efficiency and quality of software development is 
an ongoing concern in the field of software engineering. As a useful auxiliary 
function, code recommendation is embedded in almost all integrated development 
environments. There has been increasing interest and research in the area of code 
recommendation in recent years due to its convenience for project development. 
Existing research has made a lot of contributions to this field, but there are still 
many issues that need further study. One of the key points is the low success rate 
of recommendation. Focusing on this problem, this paper proposes a method to 
recommend Java source code after parsing massive amounts of source code 
information. We propose a new source code analysis algorithm for the scraped 
source code data. A source file is parsed into classes, methods, and attributes as 
recommendation objects. At the same time, the annotation information is bound to 
the annotated objects. Finally, the parsed information is indexed at the project, 
class, and method levels for code recommendations in a hierarchical 
recommendation manner. A code recommendation system is implemented by 
combining this with full-text retrieval technology for class library, class, and 
method level recommendation. The experimental results show that the method 
proposed in this paper has better performance in recommendation accuracy than 
existing code recommendation engines. 
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1. Introduction 

The Integrated Development Environment (IDE) is an essential tool for programmers, 
especially when developers are starting to work with a new code base. The main 
existing main IDEs provide practical code recommendations or completion of auxiliary 
functions. In actual project development, the code recommendation function provides 
recommendations such as methods, attributes and parameter lists, which can shorten 
development time and improve development efficiency. Moreover, research shows that 
code recommendation is favored by Java developers [1]. 
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In the 1970s and 1980s, the style of software development was still to write most 
of the code by oneself. Today, with the rapid development of the Internet, this situation 
has been greatly changed [2]. Much research has shown that software and code reuse 
improves software development efficiency [3]. The lack of experience of software 
developers, or skilled developers, hoping to find the existing software or code to help 
them save development time means that, a lot of time is spent searching the Internet. 
Therefore, how to lessen the amount of search to meet their code requirements deserves 
further study. 

Many code search engines (e.g., Krugle [4]) have large common codebases, where 
programmers can obtain relevant code through searching. However, these engines only 
provide keyword search functions. Typically, keyword matching does not mean that 
there are any similarities in software functionality. Lv [5] established an index domain 
of method entities by extracting code text, descriptive names, API calls, and other 
features, but this method ignores the correlation between code-related feature 
information outside the method and method entities, such as comments and class names. 
HILL [6] considered a variety of code characteristics of the program; however they 
didn’t distinguish between classes and methods in the program comments. Therefore, 
to consider more code-related information and to make class and method distinctions, 
this paper considers code recommendation from a new perspective by, selecting 
projects, classes, and methods as recommended objects, and proposes a new program 
analysis method and index structure. For different recommended objects (projects, 
classes, methods), the code characteristics we considered are different, and we establish 
different indexes according to the parsed relevant information. Also, the annotation 
information is bound to its object for improving the accuracy of code recommendation. 

2. Related Work 

2.1. Program Analysis 

For the recommendation of Java static language, the recommended class, method and 
other information are included in the Java source file. This is not structured data, so  
code analysis should be completed first. Most of the existing code recommendation 
methods are based on program static analysis [7]. For example, Grechanik [8] analyzed 
API calls and their description information in the program, and recommended them to 
programmers by searching for keywords matching the API information. Li et al. [9] 
used a program static analysis tool to process the source code. This identifies method 
calls and the variable define use and other dependencies, confirm the annotation 
passing path, and extracts the text from the annotation before method definitions. These 
methods provide a large number of references and have their own characteristics and 
advantages. However, they are not perfect. The problem is that the amount of feature 
information extracted by the above methods is insufficient, and the correlation between 
the recommended object and the feature information under a variety of feature 
information is not considered. 

2.2. Code Recommendation Based on Search 

The goal of recommendation system is to recommend information or products that 
users are interested in according to their information needs and interests. At present, 
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such systems have been widely used in various fields [10][11][12]. Most search-based 
code recommendation systems are based on information retrieval technology, which 
can quickly retrieve large-scale codebases. In the field of code search, the engines are 
mainly based on keywords [13], input and output [14], and interface [15]. Wu et al. 
[16] found that the methods retrieved by programmers cannot directly meet their needs, 
and the changes made by programmers to the methods also reflect their needs. 
Therefore, starting from the possible intention of programmers to alter methods after 
retrieval,  the aim is to predict this possibility, and use it for query expansion, so as to 
improve the accuracy of recommendation. LV [5] extracted features through a parsing 
program, established an index field of method entities, and constructed a Boolean logic 
query expression through query statements and the related API to help improve the 
accuracy of code search. 

3. Code Parsing and Index Creation 

This section introduces the processing of massive amounts of source code and the Java 
code recommendation model. The framework is shown in Figure 1, which mainly 
includes data crawling, code parsing, and hierarchical recommendation. First, we 
construct the codebase which contains a lot of source code. This paper constructs a 
crawler system to provide source code data for the whole recommendation process. 
Second, we parse the crawled source code and convert it into class, method, attribute, 
and other recommended objects; then we segment its words and establish a hierarchical 
index. When a user enters a query statement, the recommendation system will carry out 
full-text retrieval according to the keywords and filter conditions in the query statement 
and score the relevance of the retrieval results. Finally, the system recommends the 
corresponding project name, class, or method that can realize the relevant functions to 
the user. 
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Figure 1. The framework of our code recommendation model 

3.1. Code Analysis 

Each structure of a Java program has its own rules. For example, a ".java" file can 
contain the following structures: a package declaration, multiple import declarations, 
multiple multiline/single-line comments inserted anywhere, multiple annotations using 
enum types, interfaces, classes, annotations, the definition of multiple enums,  
annotation structure, etc. Each structure in a Java program has its own characteristics 
which are different to others, and its own syntax rules. All structures form code blocks 
independently and do not interfere with other structures. 
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Based on the above ideas, aiming at the characteristics of Java source code, 
Algorithm 1 is proposed to analyze the various structures in Java source files 
mentioned above. Before parsing the code, it is necessary to make clear the information 
contained in various structures and the criteria for judging each structure. Taking the 
class structure as an example, each class structure of a Java file can contain information 
such as static/non-static member variables, method definitions, general comments, 
Javadoc annotations, usage of annotations, internal classes, interfaces, annotation 
definitions, enum type definitions, static/non-static code blocks, etc. The criterion for 
judging the current code as a class is that when a '{' is first detected, the character 
before it contains the 'class' keyword which is not part of another string.  

Based on a clear understanding of the information and criteria that each structure 
of the Java code file contains, the Java source file is traversed. When a character or 
string that can indicate a structure (such as enum, class, method, etc.) is identified, it is 
processed recursively in the processing function of the structure and the information 
contained in the structure is obtained. When the structure is resolved, the processing 
continues by tracing back to the structure that recursively calls the method. This is 
repeated until all the structures of the entire file are parsed. With this algorithm, Java 
code files can be fully parsed into structured data. Based on this data, full-text retrieval 
indexes are constructed and data support is provided for implementing hierarchical 
recommendations. 

Algorithm 1 Java program parsing algorithm 

Input: Java program file 

Output: The feature information of the program 

1：packInfo=getPackage(JavaFile) 

2：impoInfo=getImport(JavaFile) 

3：P←JavaFile.readlines() 

4：while P != null do 

5：If type(P) == enum then 

6：enumMembers=enumProcessor(P) 

7：else if type(P) == interface then 

8：interMembers=interProcessor(P)  

9：else if type(P) == class then  

10：classMembers=classProcesser(P)  

11：else if type(P) == method then  

12：methodMembers=methodProcesser(P)  

13：else if type(P) == annotation then  

14：annotMembers,=annotationProcessor(P)  

15：end if  

16：P=P.next()  

17：end while  

18:return(packInfo,impoInfo,enumMembers,iterMembers,classMembers,annotMerbers)  

 
The annotation information of the program is very important for code search. 

When the algorithm recurses downward, it can transfer the annotation information that 
has been resolved by the parent structure of the current structure, and attach the 
recently generated annotation information (not attached to other structures) to the 
structure. 
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3.2. Index Creation 

After parsing the source code, the extracted information becomes a new kind of 
representation of the code. Due to the different information of projects, classes and 
methods, in order to achieve hierarchical recommendation, the extracted information is 
divided into project domains, class domains, and method domains, and we establish the 
index respectively. 

Elasticsearch [17], as a commonly used full-text retrieval tool, and is an open-
source real-time search and distribution engine based on Lucene [18]. Based on 
Elasticsearch, we establish different indexes for different recommended objects (project, 
classes, methods). 

Table 1. The keywords contained in 
classname and description fields 

Class 

number 

Field Keywords 

1 

Classname Set 

Description collection,contains, 

duplicate,elements 

2 

ClassName List 

Description Ordered,Collection 

Table 2. The classes corresponding to keywords 

Field Keywords  Class number 

Classname 
Set 1 

List 2 

Description 

Collection 1,2 

Contains 1 

Duplicate 1 

Elements 1 

Ordered 2 

In the Java language, all methods belong to a specific class in the program. For 
each method there is the corresponding method-name, class, annotation, method body, 
and other information. In this paper, each project, class, and method are regarded as 
recommendation objects, denoted as documents (the objects stored in the indexes in the 
Lucene framework). Each document will be divided into multiple fields according to 
different code characteristics. Similarly, for projects and classes, different index fields 
are constructed. We list the index fields of method level, class level and item level 
respectively at https://github.com/fushanqing/CodeTip/tree/master/Index. 

When users search through query statements, our recommendation system gets a 
series of keywords token. An inverted index is used to find the project, class, or method 
containing it through keywords. We create an inverted index for each field. As shown 
in Table 1 and Table 2, the relationship between the classname field and the description 
field in the two classes is simply represented. 

4.  Experimentation and Analysis 

To evaluate the effectiveness of the proposed method, a complete code 
recommendation system is designed. The code for our system is released at 
https://github.com/fushanqing/CodeTip. The recommendation system uses Elastic 
Search (ES) as a tool for full-text retrieval. ES provides search services for other 
services in the form of RESTful APIs. Other services can store documents in ES and 
send the DSL statements to query matching documents. 

4.1.  Experimental Settings 

This paper chooses the Ali Maven Mirror Warehouse [19] source code dataset as the 
data source with a total size of 1Gb. In the Maven project, users can uniquely identify a 
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project for a Maven mirror warehouse by groupId, artifactId, and version. Considering 
that there are a large number of related methods and research in the field of code 
recommendation, this experimentation uses 32 query statements, which is listed at 
https://github.com/fushanqing/CodeTip/tree/master/Query, based on previous studies  
[20][21]. 

In order to provide a better evaluation of this work, two research questions are 
raised. 

Question 1: What is the accuracy of our method? 
To answer this question, 32 queries are used in the experimentation, in which the 

first 15 query statements are the same with as Krugle [4] searches for comparison. 
Question 2: What is the recommendation performance of our method in graded 

recommendation? 
To answer this question, the experiment analyze the query-related 

recommendations at the higher-ranked project, class, and method levels to determine 
the accuracy of recommendations at these levels. 

4.2. Measurement and Evaluation 

In the information retrieval system, there are a series of indicators that can be used to 
evaluate the questions raised in the previous section comprehensively and accurately. 
The common indicators are: precision of the first N results (Precision@N), mean 
reorder reciprocal(MRR), precision-recall, mean average precision (MAP), etc.  

We analyzed these evaluation indicators and considered that the objective of this 
study is to achieve high precision code recommendation, so Precision@N and MRR are 
selected as the evaluation indicators here. 

4.3. Experimental Results 

In order to reduce the impact of human subjective judgment on the experimental 
results, we use the comprehensive judgment of two programmers for the evaluation of 
the recommended results. Only when both programmers think that the recommended 
results are related to the query will the recommendations be recorded as correct. 

In order to answer Question 1, the first 15 query statements are tested against 
Krugle to compare the correlation of the recommended method code. As can be seen  
from Table 3, in the experimental comparison of the first 15 query statements, our 
method results in an overall improvement over Krugle in sorting the related results, 
which indicates that our method has a higher recommendation precision. Among the 
query statements used for the experimentation, some are highly relevant to the 
recommended results, such as ‘how to split a string into words’, but there are still 
individual query statements that are not recommended as well, such as ‘how to 
Deserialize an XML document’. The reason for this is that there is no code base 
associated with the query statement in the code depository. 

A summary of 32 selected query statements is shown in Table 4. It can be seen that 
each index value decreases with the increase of search sentences, but the above two 
experimental results show that this method is effective in improving the search 
accuracy. The experimental results for each query statement are shown at 
http://github.com/fushanqing/CodeTip/tRee/master/experiment_Results. 
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Table 3. The comparison of experimental results 

Indicators  Our method Krugle Improvement 

Precision@1 73.3% 70% 3.3% 

Precision@5 57.3% 29.4% 27.9% 

MRR 81.3% 60% 21.3% 

In order to answer Question 2, the experimentation also uses all the query 
statements to compare the recommendation at project and class level with the 
recommendation directly. The experimenter can choose a specific project (or class) to 
judge the correlation between the method code recommended in the project(or class) 
and the query statement. The experimental results are shown in Table 5. 

Table 4. Experimental results for all query 
statements 

Indicators Our method 

Precision@1 68.8% 

Precision@5 55% 

MRR 77.7% 

Table 5. Experimental results at different levels 

Indicators Project  Class  Method  

Precision@1 53.3% 60% 73.3% 

Precision@5 34.7% 42.7% 57.3% 

As can be seen in Table 5, our method can recommend code related to query 
statements at the project and class levels. The recommended accuracy for a specific 
class is higher than that for a specific project, and the two levels of recommendation 
have slightly less precision than that of direct method level recommendation. The 
above results show that the code recommendations methods at the project, class, and 
method levels in this paper are valid. 

5. Conclusion 

In order to address the problem of low accuracy in the current code recommendation 
field, this paper proposed a Java code recommendation method based on full-text 
retrieval. After obtaining the Java source code information through the Java source 
code parsing algorithm designed in this paper, we established a hierarchical index for 
this information, and recommend projects, classes, and methods to users according to 
query statements. The experimental results show that our method improves the 
accuracy of the recommendation results. 
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